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Configuration Manual 

Vigneswaran Moorthy 

Student ID: x23198311 

1. Introduction 

In this section, the technologies and tools applied in the blockchain framework for 

improving security of IoT healthcare data are discussed. These include Solidity for writing 

smart contracts, Ganache for blockchain development; and for practical connectivity with 

the blockchain on Google Chrome, React.js apart from MetaMask was used for the web user 

interface of the application. These technologies arrive in synergy to implement role base 

access control, safe data sharing, and compliance with GDPR as well as HIPAA. 

 

2. Experimental Setup 

This test is performed on a personal system having the correct configurations for performing 

blockchain development and web interface development. Infrastructure for the system 

entails the hardware and software environments for Smart Contract programming that are 

required for the creation of a user interface for the blockchain. 

 

• Hardware Specifications: Consists of an AMD Ryzen 7 @ 5700U processor and 

an AMD Radeon Graphics facility running at 1.80 GHz with 16 GB RAM. 

• Tools and Software: To create a blockchain locally use Ganache, to write smart 

contracts use Solidity, for web app interface use React.js, and for a browser interface 

to the blockchain use MetaMask integrated with Google Chrome. 

 

2. Used Technologies and Software 

 

• Solidity: It is an object-based contract programming language, in which it is used 

for writing smart contracts which are implemented in the Ethereum Blockchain. 

DApps can be implemented over the blockchain where they can communicate with 

it and the actions performed can be made both transparent and secure using Solidity. 

 

• Ganache: It is a personal blockchain utilized for Ethereum development. The local 

blockchain can be generated for the purpose of testing in Ganache, allowing for rapid 

development cycles before it's on a live network. 

 

• React.js: This is a JavaScript library used in creating responsive and interactive web 

applications. Here, it is used for creating the user interface interacting with the 

blockchain and communicating with smart contracts. 

 

 

• MetaMask: This is a browser extension which connects the user's browser to the 

Ethereum  blockchain.  It  helps  users  securely  interact  with  decentralized 
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applications (DApps) in their browsers, manage their Ethereum accounts and much 

more. 

 

 

 

3. Implementation 

Step 1: Setting up the Environment 

Download Ganache in order to set up a development and testing blockchain environment. 

Install MetaMask in the browser to connect it to the blockchain with security and quickly 

authenticate users. 

 

 

Step 2: Smart Contract Writing with Solidity 

Implement the writing of smart contracts in Solidity to securely store and retrieve patients’ 

records in a blockchain. They provide role-based access control and constitute a 

decentralized database for the encrypted data. 

 

Step 3: Encrypting Sensor Data 

Secure static data such as temperature, pressure, heartbeat and SpO2 data through AES 

encryption with safe passphrase. This step prevents data leakage and its integrity from 

unauthorized third parties before storing it on the blockchain. 
 

Figure 1: Encrypt Sensor Data 

 

 

 

 

 

Step 4: Send the data to blockchain via encryption 

Share the encoded values of sensor data with the blockchain by calling the addPatientData 

function of the smart contract. This ensures that while communicating encrypted data is 

stored safely in a decentralised manner. 
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Figure 2: Send Encrypted Data to Blockchain 

Step 5: Encryption Management Function: Encrypt and Transmit Information in a 

Blockchain 

The encryptSensorData function encrypts sensor readings and lodges the encrypted data 

to the blockchain and its downstream systems. This function makes the encryption and 

submission process much simpler and more time-effective. 

 
Figure 3: Encrypts the sensor data using the encryptSensorData function 

 

 

Step 6: Decrypt Data from Blockchain 

Back up the data as a hex string in the blockchain and then decrypt it, using the same AES 

passphrase, in order to get back the actual sensor data readings. This step also makes sure 

that only the intended people can get an opportunity of decrypting the received 

information. 
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Figure 4: Decrypt Data from Blockchain 

 

 

Step 7: Decryption and storeSensorData Functions must be put into the Blockchain. 

The decryption function improves the state by populating it with readable values obtained 

from the retrieved blockchain data, and logs the sensor data. The process is synchronized 

to ensure the integrity of its contents to protect overly sensitive information. 
 

Figure 5: Handle Decryption 
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Step 8: Implement State Management with Redux 

Implement Redux to control the application state and perform requests, save the encrypted 

values and update patient’s data. This helps facilitate smooth communication between the 

two, which are the blockchain and the frontend. 
 

Figure 6: Redux State Management 

Step 9: Managing Patient Sensor Data 

Smart contracts such as addPatientData are responsible for storage of patients’ vitals into 

blockchain while the health information is stored encrypted. This step makes sure that data 

handling is Decentralized and no one can temper with the information. 
 

Figure 7: patient vitals and encrypted information on the blockchain 

Step 10: Retrieve Patient Data 

The getPatientData function returns the patient’s records with vitals, and encrypted records 

for further examination. This guarantees efficient referencing of the data and at the same 

time enhancing its security. 

 
Figure 8: Retrieval of a patient's vital information and encrypted data from the 

blockchain 


