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1 Introduction 
 

This configuration manual will go into detail of how the environment was set up to make the 

testing of the CAN bus possible. The manual will also cover in detail all the python scripts that 

were created and written which were used to test both the latency of the network and the 

enhanced security (Message Authentication) which was added to the CAN messages. The 

research question being investigated is How can the implementation of message 

authentication mechanisms enhance the security of the CAN bus communication in 

vehicles? After reading through this configuration manual, it should be clear to the reader how 

the environment was configured, and the reader should have a good understanding of the scripts 

used for the testing and for the generating of results.  

 

2 Creation of Environment 
 

For this investigation to take place it was found that using socketCAN API for Linux was the 

best approach as it did not require any additional hardware, which would have been difficult to 

acquire along with being costly. socketCAN allows for the creation of a virtual can bus where 

the CAN network can be simulated on the Linux environment. A virtual machine (VM) was 

created, and the Ubuntu operating system was installed on it. Ubuntu allows for high 

configuration in a controlled environment, the VM also keeps any configuration separate from 

the host machine therefore safeguarding the host from potential attacks or misconfigurations. 

It also allows for snapshots and clones of the VM to be created at any time so if something fails 

in the VM it can be rolled back to the last working state. SocketCAN API is then installed on 

the VM which will be used to create the virtual CAN and allow for the configuration of the 

scripts. 

 

By default, when the Ubuntu machine is launched there is no running VCAN interface, to 

combat this a shell script was created. This shell script first checks for any existing VCAN 

interface. If there was no existing interface, then the script will be run in root privilege mode 

and the interface VCAN interface will be brought online. The shell script that was used for 

bringing the interface online is shown below in Figure 1. 
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Figure 1: Can_up.sh script to bring interface online. 

 

Once the interface is brought online then a simple test can be done to ensure everything is up 

and running correctly. The command “cangen vcan0” can be used to send randomly generated 

CAN messages across the created CAN network. By opening a second terminal and then 

running the command “candump vcan0” the randomly generated messages that are being 

transferred across the CAN interface will be displayed in real time. If the second terminal, then 

displays a growing list of randomly generated CAN messages the virtual interface has been set 

up and configured correctly. 

 

 
Figure 2: Candump command running sending random CAN messages. 

 

Once these messages are being displayed and seen by the user then the configuration of the 

environment has been completed successfully. The next step is to create the python scripts that 
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will be used for the testing of the environment, and this will be the main backbone of the 

investigation. 

 

3 Python Scripts for Testing 
 

To carry out the examination and the evaluation of adding the message authentication to the 

CAN messages it was necessary to create four Python scripts. These four Python scripts were 

the following: 

 
1. attack_script.py 

2. no_security_receiver.py  

3. can_sender_with_auth.py 

4. can_receiver_with_auth.py 

 

3.1 attack_script.py 

 
Figure 3: attack_script.py 

 

The above script is used for the attacking testing of the CAN network. The script creates a 

CAN interface and then sets the malicious data. In this case the malicious data is a simplified 

form, but it can include data that would take advantage of the lack of message authentication 

of the CAN bus. The script enters an infinite loop where it continuously sends the malicious 

CAN messages until the script is cancelled by keyboard input from the user. Once the script is 

cancelled the message “Sender script stopped” is printed. 
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3.2 no_security_receiver.py 

 
Figure 4: no_security_reciever.py 

 

This script was created as a receiver node on the CAN bus. Firstly, the script will create a 

directory called “can_logs”. This directory will be used to store the log files from the messages 

that are being received. The script then creates a logfile and gives it a unique name based on 

the time stamp when the log file was created. The script then enters a loop where it reads and 

stores all the messages that are being received and gives them a time stamp. While doing this 

it also outputs on screen the messages that are being logged to give the user visual feedback. 

Once the user inputs Ctrl + C to cancel the running of the script the log file is stored and saved 

and can be used for analysis in future. 
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3.3 can_sender_with_auth.py 

 
Figure 5: can_sender_with_auth.py 

 

This is the script that sends CAN messages with added message authentication using HMAC 

(Hash-based Message Authentication Code). The script defines a secret key which in this case 

is “MyKey” in byte format. Like the other scripts it then enters an infinite loop which will 

continuously send authenticated CAN messages. The HMAC calculation then takes place 

which uses the HMAC library and SHA-256 as the hash function. The message is then sliced 

so that it is 4 bytes in length. The HMAC value is then calculated by using the secret key and 

the data to be sent. The script then checks the message length to ensure that it does not exceed 

8 bytes which is the maximum size for the standard CAN messages. The script then appends 

the HMAC value which was calculated to the original CAN message to create the authenticated 

CAN message. The authenticated CAN message will then be sent one time every second until 

the user interrupts the script. 
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3.4 can_receiver_with_auth.py 

 
Figure 6: can_receiver_with_auth.py 

 

can_receiver_with_auth.py is a script that is used to receive the authenticated CAN messages. 

Like the other receiver script that did not have any authentication built in the script defines the 

“can_logs” directory if it has not been so already. Then as before the log file is created based 

on the timestamp and is stored in this directory. The secret key that was used for the sender 

script is shared with the receiver script. The script then enters the “while true” infinite loop 
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where it can continuously receive and process the CAN messages. HMAC verification then 

takes place. The script reads the message received and retrieves the date and time which the 

message was received at. A comparison then takes place where the script compares the received 

HMAC value in the CAN message with the calculated HMAC value. If the verification is 

successful and the values match, then the message is logged with the date and time attached. If 

the verification fails a message is printed on the console and the details are logged in the log 

file. The script will continue to run until the user interrupts the process using keyboard input. 

 

These four scripts which have been detailed and written will be the main scripts that will be 

used for the testing of the message authentication. Although these scripts are the main focus as 

they include all the authentication and security techniques that are the foundation of the study 

an additional two scripts also need to be created for the measuring of the effectiveness of the 

security mechanisms. These two scripts will be detailed in the next section. 

 

4 Metrics Scripts 

4.1 Metrics_no_auth.py 

The metrics_no_auth.py script was the script that was used in the testing phase of the 

investigation for the receiver node that did not contain any message authentication. This script 

was used to record the latency on the messages being sent and received in the non-authenticated 

sender and receiver scripts. The function defined monitor_latency_throughput_no_auth 

takes in the CAN channel where the CAN message is being sent and then also takes in a 

duration in seconds for the metrics script to run, in this case it will be 60 seconds. The variables 

total_latency, start_time, end_time are then all defined before entering the infinite loop. Once 

inside the infinite loop the script receives the CAN message using can_interface.recv() the 

latency on this message is calculated by using the difference in the timestamps. The script then 

prints to screen the latency for each CAN message being received. After the 60 seconds running 

of the script the average latency and throughput of all the sent messages are calculated and the 

results are printed to screen and stored in a log file inside the Metrics_Logs directory. The 

script can be seen below Figure 7.  

 

4.2 Metrics_with_auth.py 

The metrics_with_auth.py script is like the metrics_no_auth.py script except it now 

considers the HMAC (Hash-based Message Authentication Code) verification for CAN 

messages. The function monitor_latency_throughput takes the HMAC and the duration in 

seconds as parameters. The variables are then set up to track the messages received and the 

total latency. As before the script then enters an infinite loop. Inside the loop the script receives 

the CAN messages and then performs the HMAC verification on the message. The last 4 bytes 

of the received message (received_hmac_value) is extracted and the HMAC is then calculated 

on the rest of the received message using the defined secret key. If the received and the 

calculated HMAC values are matching, then the message is authentic. The latency and 

throughput are calculated like the previous script and the results are also logged in the log file. 

The script for the metrics_with_auth.py can be seen in Figure 8. 
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Figure 7: metrics_no_auth.py 
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Figure 8: metrics_with_auth.py 

 

5 Logs 
The logs for the scripts with authentication and without authentication can be found in the 

directory can_logs. These files are created automatically after the user interrupts the running 

of the script. The file is clearly named and states if it contains authentication or no 

authentication and is made unique by its timestamp. Similarly, the metrics logs can be found 

in the directory Metrics_Logs. After the metrics scripts are run to completion then the results 

are stored here in files that are made unique also by their timestamp. Inside these files the 

results will contain the average latency and throughput of the CAN messages over 1 minute. 

These logs will be used to gather the results for the analysis of the test. 
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6 Steps to Conduct Test 
1. Ensure that the VCAN is online: Before we can begin the testing of message 

authentication using the scripts, we first need to ensure that the VCAN environment is 

online. To do this we can open a terminal and use the command “ifconfig” in the output 

of this if we see the interface VCAN0 and see that it is online then we can test it further 

by opening two separate terminals then running the commands “cangen VCAN0” and 

“candump VCAN0”. If the second terminal is displaying a growing number of 

randomly generated CAN messages, then the VCAN is online, and all configuration is 

working as expected. 

2. Conduct baseline test: The baseline test is conducted by running a baseline test where 

the scripts with no authentication are run and their metrics are recorded. To do this we 

will use the scripts attack_script.py and no_security_receiver.py.  

• Start the receiver node by running the “python3 no_security_receiver.py” 

command which will start a receiver CAN node which has no security and will 

accept all CAN messages. 

• Start the attack script, which is a CAN sender script that has no message 

authentication and will continuously send CAN messages to the CAN receiver 

until the script is interrupted by the user. The command to do this is “python3 

attack_script.py” 

• The Metrics script is then needed to record the latency and get the average time 

per message received by the node. This is done by using the metrics script that 

was created for no authentication using the command “python3 

Metrics_no_auth.py”. This script will run and record results for one minute 

before storing the results. 

These tests are run for a total of 10 times and the average is recorded for use in the 

baseline test. 

3. Test the message authenticated scripts: After conducting the baseline tests we need 

to test the effectiveness and of the scripts which include the message authentication. To 

do this we will do the following: 

• Start the message authentication receiver. The message authentication receiver 

should be started which will be used to receive the messages with authentication 

and receive messages without authentication from the attack script. The 

message authentication receiver is started using the command “pyton3 

can_receiver_with_auth.py. The receiver script should only receive messages 

that have the correct HMAC value. 

• Start the message authenticated sender script by running the command “pyton3 

can_sender_with_auth.py”. This script will continuously send an 

authenticated CAN message to the receiver node every one second until the user 

interrupts the script.  

• The metrics script which will record the result of the test for the authenticated 

messages is needed and this is started by using the command “python3 

Metrics_with_auth.py” this will record the average latency over one minute 

and store the results. 

• To test the message authentication is working as expected we will open a third 

terminal window and ensure that only the CAN receiver with auth is running. 

Then we will start the attack script as before. The CAN receiver with auth 
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should not accept any of these messages as they do not have any HMAC 

authentication in the script. 

Like the baseline tests these will be conducted 10 times in total. The results from 

both these tests can then be analysed and the conclusion can be developed based on 

the results as to whether the message authentication in the CAN is worth 

implementing or not in vehicle security measures. 
 

7 Conclusion 
 

This document outlines the key scripts that were used along with how the Vcan0 interface was 

brought online. The document gives a clear review of each script and details the main lines of 

code in each script. The screenshots should provide a clear and obvious reference to the reader 

which line of code and script is being referenced. By reading this configuration manual and 

understanding each of the scripts then it should be clear the inner workings of each and how 

they can be used to answer the research question, how can the implementation of message 

authentication mechanisms enhance the security of the CAN bus communication in 

vehicles? 

 
 


