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Executive Summary 
This report details the project plan and implementation details of a Travel Planner app. The 
project is an Android application. The aim is to allow the user to plan a travel itinerary by 
adding places to an itinerary which they can view on a map. The system can help 
recommend places to the user based on their search behaviour. This report details the 
requirements specification including all functional and non-functional requirements. It 
includes implementation and testing details. The aim of this document is to showcase the 
project and demonstrate its features. 

 

1.0 Introduction 
1.1. Background 
This project identifies a problem I had when travelling. I enjoy researching places to visit 
prior to a trip or when on a trip. The method I used was to search for places using 
Google Maps and note the details of a place in a notes app. The idea I came up with was 
to integrate the two features together to make the process easier and more efficient.  

Upon researching similar applications in the market, I discovered some solutions to the 
problem which my idea is based. The main app I found is called TripleT. This allows the 
user to search for places using the Google Maps API and they can store the place on a 
map and manage the details of the itinerary. The main flaw that I want to address in my 
application is the ability to get place details without having to manually input them into 
the system. I also want the app to generate recommendations for the user based on 
other users searches. 

The idea for my app solves some of the specific issues I have with other 
implementations. It also fits my interest for map-based applications and Android 
development. I also want to take this opportunity to learn Kotlin which is the primary 
language for Android development and to use a NoSQL database. 

 

1.2. Aims 
This project aims to create an Android application which allow the users to plan a trip 
itinerary. The user should be able to search for places they want to visit and see them 
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represented on a map. The application can then provide recommendations for place 
searches based on previous searches and reviews from other users.  

The app should streamline the process for planning trip itineraries. The process should 
be simple and effective to motivate the user to continue using it. By providing 
recommendations for the user the system can help increase the number of places added 
to the trip and make it easier for the user to find places they may like based on the 
interests they present. 

 

1.3. Technology 
The application is an Android application and will be developed in Android Studio. The 
primary implementation language is Kotlin which has become the DeFacto programming 
language for android development. It is interoperable with the JVM and shares similar 
features. Kotlin is recommended for Android for apps where performance matters 
especially on older devices. It is also more easily compiled for multiple platforms which 
could matter if the app needs to be able to run on IOS at a later stage [1]. 

The database for the application will be Cloud Firestore. Firestore is a NoSQL database 
that operates in the cloud. It is a document database which uses JSON like syntax. 
Firebase operates well with Android and has built in features with Android Studio 
making it easy and quick to deploy [2]. I choose NoSQL because I wanted to take this 
opportunity to learn about NoSQL databases. NoSQL is also useful for this project 
because it is more scalable than traditional SQL and is fast for cloud storage. It is useful 
for data structures which may need to be changed at a later point. This is much easier in 
NoSQL than SQL. It is also optimised more for queries than data duplication which can 
make it faster and provides more options for structuring the data [3]. 

 

1.4. Structure 
This document details the requirements specification for both functional and non-
functional requirements. It shows implementation and testing details. At the end it 
includes the project proposal and monthly reflections. 

 

2.0 System 
2.1. Requirements 

2.1.1. Functional Requirements 
1. User must be able to search for a place by name 
2. Places must be displayed on a map screen using location markers 
3. User can generate an itinerary based on list of places 
4. User must be able to edit generated itinerary 
5. User can view place details 
6. User can edit place details 
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7. User can delete place 
8. User can create new trip 
9. User must be able to add a travel destination 
10. User must be able to add dates of travel 
11. User can edit trip details 
12. User can provide accommodation location to improve local 

recommendations 
13. User can register account  
14. User can login using account details 
15. Registering requires filling out an interest survey to provide 

recommendations 
16. User can rate visited places 
17. Place ratings enhance applications recommendation algorithm 
18. Searching for a place will generate a recommendation for the user 
19. Application notifies user to rate visited places 

 

2.1.1.1. Use Case Diagram 
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2.1.1.2. Requirement 1: Search Place by Name 
2.1.1.2.1. Description & Priority 

The user can input a place name into a search bar. The Google Places API will 
return place information back to the application which can be displayed by the 
system. This is a key functionality of the system and has a high priority. 

2.1.1.2.2. Use Case 
Scope 

Allows the user to input a place name into a search bar. The place details are 
returned by the Google Places API. The coordinates return by the API are 
displayed on a map using a map marker. Other details provided by the API are 
not used for this use case.  

Description 

The user can input a place name into the search bar in the application. The 
Google Places API will return the place information including the coordinates and 
other relevant details which can be used in other use cases. This place is then 
displayed on a map using the coordinates. 

Use Case Diagram

 

Flow Description 

Precondition 

The user has a registered account and has logged in using their details. The 
application search bar is available. 
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Activation 

Inputs a place name into the search bar and clicks search. 

Main flow 

1. The user inputs a place name into the search bar 
2. The user clicks search 
3. The system sends a GET request to the Google Places API 
4. The API returns a result with place details 
5. The system checks that the coordinates of the place are within the 

boundary of the trip created 
6. The user confirms they want to add the place to their list of places 
7. The system updates the places list in the database under the current user 
8. The system displays a map marker using the place coordinates 

 
Alternate flow 

A1 :  No results from place name 
4. The API does not return a result 
5. The user finds and inputs coordinates of place 
6. The API returns a result 
7. The user confirms they want to add the place to their list of places 
8. The system updates the places list in the database under the current user 
9. The system displays a map marker using the place coordinates 

 
A2 :  Place not within trip boundary 

5. The system checks that the coordinates of the place are within the trip 
boundary 

6. The system finds that the place is not within the trip location boundary 
7. The user is informed that the location cannot be added to the trip 
8. The User is prompted to search for a new location 

 
Exceptional flow 

E1 : No Search Result 
4. The API does not return a result from the search 
5. The system displays an error message showing no result 
6. The system asks the user to change search parameters 
 

Termination 

The system returns to the map screen with pinned locations 

Post condition 

The system waits for user input 
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2.1.1.3. Requirement 2: Display Places on Map 
2.1.1.3.1. Description & Priority 

When the application is open and the user logs in, the system retrieves place 
locations from the coordinates stored in the database under the current user. It 
displays the coordinates with map markers. This is high priority feature. It does 
not affect other functionality too much but is a primary feature defined in the 
project proposal. 

2.1.1.3.2. Use Case 
Scope 

The user can see a visual representation of their list of places on a map. The 
coordinates of the places added by the user is retrieved from the database and 
represents them as map markers. This use case does not include interactive 
functionality for the map markers. It does not include updating map markers 
when a new place is added. It only includes the loading of markers when the 
application loads. 

Description 

The user can view their list of places for a trip on a map as map markers.  

Use Case Diagram 

 

Flow Description 

Precondition 

• The user opens the application.  
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• The user has registers and account.  
• The user has created a trip.  
• The user has added places to the trip. 

Activation 

The user opens the application and logs in with their account details 

Main flow 

1. The user logs in using their account details 
2. The system retrieves the user account details 
3. The system retrieves the users' created trips 
4. The system retrieves place locations from the database  
5. The system generates map markers using the Google Maps SDK 
6. The user can view the map markers on a map in the application 

 
Alternate flow 

A1 : No places to display 
1. The user logs in using their account details 
2. The system retrieves the user account details 
3. The system retrieves the users' created trips 
4. The system cannot find any saved places 
5. The system notifies the user that there are no saved places  
6. The user adds a place to their trip 
7. The system is updated to display places 

 
A2 : No trip created 

1. The user logs in using their account details 
2. The system retrieves the user account details 
3. The system cannot find any created trips 
4. The system prompts the user to create a trip 
5. The user creates a new trip 
6. The user adds places to their trip 
7. The system is updates to display places 

 
Exceptional flow 

E1 :  System can’t retrieve place details 
8. The system cannot retrieve place details from the database 
9. The user is given an error message  

 
Termination 

The system shows the users listed places 

Post condition 

The system waits for user input 
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2.1.1.4. Requirement 3: Edit Itinerary 
2.1.1.4.1. Description & Priority 

When an itinerary is generated, the user can edit the order and composition of 
the itinerary either before they accept it or after. This is a medium priority.  

2.1.1.4.2. Use Case 
Scope 

The user must be able to edit the generated Itinerary. This use case does not 
handle if other factors affect the itinerary such as the trip length being edited. 
That is dealt with by another use case 

Description 

The user can edit the generated itinerary. This includes changing the places in the 
itinerary and changing the order.  

Use Case Diagram 

 

Flow Description 

Precondition 
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• The user is logged in 
• The user has generated an Itinerary 

Activation 

The user requests to edit the itinerary 

Main flow 

1. The user request to view the itinerary 
2. The user requests to edit the itinerary 
3. The user makes desired changes 
4. The system checks that the changes don’t extend the timeframe 
5. The user accepts the changes 
6. The system updates the Itinerary in the database 

 
Alternate flow 

A1 : User does not accept changes 
5. The user does not accept changes made 
6. The system does retrieves original itinerary from database 
7. The user is taken back to view itinerary screen 

 
A2 : Changes exceed timeframe 

5. The system finds the changes exceed the timeframe constraints from the 
trip 

6. The user is notified to make changes to fit the tie constraints 
7. The user makes the changes 
8. The user accepts the changes 
9. The system updates the itinerary database 
 

Exceptional flow 

E1 : Cannot save new itinerary 
5. The user accepts changes 
6. The system attempts to update database 
7. The system received an error and cannot update database 
8. The user receives an error message 
9. The system restores the original itinerary 
10. The user is prompted to try again 

 
Termination 

The user accepts the new itinerary 

Post condition 

The system displays the map screen and waits for user action 
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2.1.1.5. Requirement 4: View Place Details 
2.1.1.5.1. Description & Priority 

The user can view place details after they add a place to their list. They can view 
the details by clicking on a map marker or by viewing their list in a separate 
screen and searching for it.  

2.1.1.5.2. Use Case 
Scope 

This use case defines how the user can retrieve their list of places and view the 
details of place. The user can view place details by two methods. They can click 
on a map marker, or they can select from a list screen. 

Description 

The user can retrieve place details from the database and view details of the 
place provided by the Goole Places API.  

Use Case Diagram

 

 

Flow Description 
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Precondition 

• The user has created a trip 
• The user has selected to view that trip 
• The user has added at least one place added to their list 

Activation 

The application has loaded 

Main flow 

1. The user selects the button to view places 
2. The system loads the places list screen 
3. The user requests to view the place details for a place from the list 
4. The system loads the place details from the database  
5. The user can view the place details 

 
Alternate flow 

A1 : Use map markers to view 
1. The user selects a map marker from the map screen. 
2. The system loads the place details from the database 
3. The system displays the details on a screen. 

 
Exceptional flow 

E1 : Cannot find place details in database 
4. System cannot retrieve place details 
5. User requests to retrieve details from API 
6. System Displays details 
 

Termination 

The place details screen has loaded 

Post condition 

The user exits the screen and the system waits for further input 

 

2.1.1.6. Requirement 5: Edit Place Details 
2.1.1.6.1. Description & Priority 

The user can edit certain details if they find the details retrieved from the API are 
incorrect. This is not a critical function for the system but may be necessary to 
correct small errors such as the place name being incorrect. 

2.1.1.6.2. Use Case 
Scope 
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This use case describes how the user can edit place details provided by the API if 
they are incorrect. This feature is only limited to certain details such as the title, 
coordinates and address. 

Description 

A user should be able to edit certain place details if the user determines them to 
be incorrect. This will help the algorithm be more accurate in the case that the 
API returns wrong information. It should be used in some instances but is 
important to make sure the app functions properly. 

Use Case Diagram 

 

Flow Description 

Precondition 

• The user has created a trip 
• The user has added a place to their trip  

Activation 

View a place and selects the edit button 

Main flow 
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1. The user selects a place  
2. The system retrieves the place details 
3. The user requests to edit the place details 
4. The user makes changes  
5. The user chooses to save the changes 

 
Alternate flow 

A1 : User rejects changes 
4. The user makes changes  
5. The user chooses to reject changes 
 

Exceptional flow 

E1 : Changes can’t save 
4. The user makes changes 
5. The system cannot save changes 
6. The user receives and error saying the system cannot save changes 
7. The system goes back to the view place details screen 
 

Termination 

The user has saved rejected the changes made 

Post condition 

The system returns to the view places screen and waits for user input 

 

2.1.1.7. Requirement 6: Delete Place 
2.1.1.7.1. Description & Priority 

The user should be able to delete a place from their list. This is a medium priority 
but is important to allow the user to have control over the system.  

2.1.1.7.2. Use Case 
Scope 

The user should be able to delete a place from their list.  

Description 

The user can delete a place from their list.  

Use Case Diagram 
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Flow Description 

Precondition 

• The user has created a trip 
• The user has added a place to their list 

Activation 

The user views a place and requests to delete 

Main flow 

1. The user selects a place to view 
2. The user requests to delete place 
3. The system asks the user to confirm delete action 
4. The user confirms deletion 
5. The system removes the place entry from the database 
6. The system updates the current session to show that place has been 

removed 
7. The system notifies that the place has been removed 

 
Alternate flow 
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A1 : User rejects deletion action 
3. The system asks the user to confirm deletion action 
4. The user rejects deletion 
5. The system reverts to the view place details screen 
 

Exceptional flow 

E1 : Deletion error 
6. The user confirms deletion 
7. The system tries to remove entry from database 
8. Database responds with an error 
9. The system shows an error to the user 
10. The system reverts to the view place details screen 
 

Termination 

The user confirms or rejects deletion 

Post condition 

The system reverts to view place details screen and waits for user input 

 

2.1.1.8. Requirement 7: Create Trip 
2.1.1.8.1. Description & Priority 

The user can create a trip. The trip will allow the user to specify a destination and 
the dates of stay. The user can then add places to their trip by searching for a 
place using the Google Places API. This is a high priority use case. The ability to 
add places to a list is dependent on this feature. 

2.1.1.8.2. Use Case 
Scope 

The user can create a trip and specify the destination and dates. The user can 
then add places to their trip. This use case does not deal with adding places but 
only the creation of a trip by adding a destination and dates. It also requires the 
user to specify interests which the recommendation algorithm can use to 
recommend places. 

Description 

This use case defines how the user can create a trip by specifying a destination 
and travel dates. The user can create multiple trips. The dates on the trips cannot 
overlap. 

Use Case Diagram 
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Flow Description 

Precondition 

• The user has registered an account  
• The user has logged into their account 

Activation 

The user has requested to create a trip 

Main flow 

1. The user requests to create a trip 
2. The user searches for a destination using the Google Places API 
3. The user inputs travel dates 
4. The system checks that the dates are not used by another trip 
5. The user fills out interest survey 
6. The system adds the trip to the database 
7. The user is prompted to add places to their trip 

 
Alternate flow 

A1 : Travel dates are already in use 
4. The system checks that the dates are not used by another trip 
5. The system finds dates are in use 
6. The system asks the user to change the dates of the trip 
7. The user changes the dates of the trip 

 
A2 : Cannot find destination 
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8. The user searches for a destination using the Google Places API 
9. The API cannot find place 
10. The system requests the user to input a new search parameter 
 

Exceptional flow 

E1 : API does not return destination after multiple attempts 
11. The user searches for a destination using the Google Maps API 
12. The system returns a not found error to the user 
13. The system prompts the user to input the coordinates of the destination 
14. The API returns the location name from the coordinates 
 

Termination 

The trip is created and added to database 

Post condition 

The system displays a page to add places to trip and waits for user input 

 

2.1.1.9. Requirement 8: Edit Trip Details 
2.1.1.9.1. Description & Priority 

The user can make changes to their trip details. The user can change the 
destination and the dates of the trip. This is a medium priority. It provides the 
application with more functionality. 

2.1.1.9.2. Use Case 
Scope 

This use case describes the way a user can edit trip details. The details they can 
edit are destination and the dates. It does not include editing the place details of 
the trip. 

Description 

The user can edit trip details including the destination and the dates of their trip 

Use Case Diagram 
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Flow Description 

Precondition 

• The user has created a trip 

Activation 

The user requests to edit trip 

Main flow 

1. The user requests to edit their trip 
2. The user makes changes 
3. They system verifies the dates of the trip 
4. The user accepts the changes 
5. The system updates the database 

 
Alternate flow 

A1 : The user rejects the changes 
2. The user makes changes 
3. The user rejects changes 
4. The system reverts to view trip screen 

 
A2 : Date changes match another trip 

2. The user changes the date of the trip 
3. The system verifies that the dates don’t match another trip 
4. The system finds a match with the dates 
5. The system informs the user that the dates cannot be used 
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6. The user changes the dates or rejects the changes 
 
Exceptional flow 

E1 : Changes cannot be saved 
7. The user accepts the changes 
8. The system attempts to save the changes to the database 
9. The system notifies the user that the changes cannot be saved 
10. The system reverts back to the view trip details screen 
 

Termination 

The user accepts or rejects changes 

Post condition 

The system goes back to the view trip screen and waits for user input 

 

2.1.1.10. Requirement 9: Register Account 
2.1.1.10.1. Description & Priority 

The user can register and account using an email and a password. This account is 
required to track the users' trips and places in the database. It is a high priority 
requirement. It is required to allow the user to have a personal set of trips and 
places stored. 

2.1.1.10.2. Use Case 
Scope 

The user can create and account using their email and a password. This use case 
only deals with the registration process and not the login function of the app. 

Description 

The user can register and account to start creating trips and adding places to 
their trips and using all the other functionality of the app.  

Use Case Diagram 
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Flow Description 

Precondition 

• The user has an email address 
• The user has installed the app 

Activation 

The user requests to register and account 

Main flow 

1. The user requests to create an account 
2. The user inputs their email and desired password 
3. The system sends a verification email. 
4. The user verifies their email 
5. The system validates the password for desired constraints 
6. The user confirms they want to create account 
7. The system adds the user to the database 

 
Alternate flow 

A1 : No email verification 
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3. The system sends a verification email  
4. The system waits 10 minutes for a response 
5. The user does not verify email 
6. The system asks the user to register again 

 
A2 : Password does not meet validation constraints 

5. The system validates the password for desired constraints 
6. The system asks the user to input a password that meets the constraints 
7. The user inputs a new password. 
8. The system accepts the password 
9. The system adds the user to the database 

 
Exceptional flow 

E1 : Account cannot save to database 
10. The user confirms they want to create the account 
11. The system attempts to add the user to the database 
12. The database returns an error 
13. The user is informed that the account creation failed 
14. The system records the error for a bug fix 
15. The user is asked to try again 
 

Termination 

The user account is created 

Post condition 

The system waits for the user to login 

 

2.1.1.11. Requirement 10: Login 
2.1.1.11.1. Description & Priority 

A user who has created an account should be able to login with the details they 
used to create their account. The details include their email address and their 
password. When a user is logged in, they can interact with the system functions. 

2.1.1.11.2. Use Case 
Scope 

This use case specifies how a user can login using their account details created 
when registering. It only includes the process of inputting user details to gain 
access to the user account. 

Description 

This use case describes the way in which a user can login to their account using 
their account details. It specifies the way that the information is validated and 
how the user can use the login system. 
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Use Case Diagram 

 

Flow Description 

Precondition 

The user has created an account 

Activation 

The user requests to login 

Main flow 

1. The user requests to login  
2. The user input their account email and password 
3. The system verifies the details with the record on the database 
4. The system loads the trips and places associated with the user 

Alternate flow 

A1 : Wrong email or password 
1. The user inputs their email and password 
2. The system verifies the input 
3. The user input doesn’t match the database record 
4. The user is asked to input their email and password again 
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5. The system verifies the user 
6. The system loads the trips and places associated with the user 

 
A2 : Too many login attempts 

7. The user is allowed 5 attempts at login 
8. The user requests an email verification from the system 
9. The system sends a password reset to the user under the email on the 

account  
10. The user clicks the link under the email  
11. The user inputs a new password 
12. The user attempts to login again 
13. The system loads the user account 
 

Exceptional flow 

E1 : User account not found 
14. The user exceeds 5 login attempts 
15. The user inputs email to reset password 
16. The email is not found 
17. The user is required to send an error report 

 
Termination 

The user logs in to their account and can access their trips and places 

Post condition 

The system waits for user input 

 

2.1.1.12. Requirement 11: Generate Recommendation 
2.1.1.12.1. Description & Priority 

The user should receive personalised recommendations for places based on their 
previous searches and the search patterns of other users. The recommendations 
will appear when a user is searching for a place. It will also consider the interest 
surveys which users can fill in when they register and when they create a new 
trip. This feature is designed to enhance the experience of the user and add 
complexity to the application. This is a medium priority use case. It is a feature 
which enhances the user experience but is not integral to the core functionality 
of the app. 

2.1.1.12.2. Use Case 
Scope 

The user can receive recommendations from the system about places they could 
add to their itinerary. It is meant to help the user build an itinerary faster than by 
supplementing the process with recommendations they may not know about. 
This system is related to the ratings use case which is used to provide the 
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algorithm with parameters. This use case describes how the user will receive 
recommendation when using the app. 

Description 

When the user creates a new trip, the user can add places which will feed into 
the algorithm which recommends more places to the user. This recommendation 
is based on an interest survey the user fills out when registering and creating a 
new trip. It is also based on the search patterns of other users and the types of 
places the user is searching for. A user which provides ratings for places after 
they visit will enhance personalised recommendations for places. 

Use Case Diagram 

 

Flow Description 

Precondition 

• The user has created a trip 
• The user has filled in their interest survey 
• The user has added a trip 
• The user has added places to their trip 

Activation 

The user searches for a place 

Main flow 

1. The user searches for a place 
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2. The system takes the location and place type and inputs into the 
algorithm 

3. The system searches for a place in the database with good 
recommendations within the same of similar category using the algorithm 

4. The system returns a place from the database and provides it to the user 
5. The user views the place details 
6. The user adds the place to their itinerary 

 
Alternate flow 

A1 : User Rejects Recommendation  
1. The system returns a place from the database and provides it to the user 
2. The user views the place details 
3. The user does not add place 
4. The system inputs action into recommendation algorithm 

 
Exceptional flow 

E1 : The system does not return a recommendation 
5. The system cannot find a recommendation 
6. The system does not show any recommendations to the user 

 
Termination 

The user receives a recommendation and either adds place or dismisses 

Post condition 

The system returns to the search screen and waits for user input 

 

2.1.2. Data Requirements 
For the database, we will be using Firebase Cloud Firestore. Cloud Firestore is a 
cloud-based document NoSQL database. It incorporates well with Android and 
Android Studio. 

Requirements: 

• User can create many trips 
• Trips can have many Places 
• We can store Places separately from users to perform actions for the 

recommendation algorithm 
• Flexible schema to allow changes in the type of data being stored 
• Prioritise speed  
• Structure to reduce read and write operations where possible 
• Security features 
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Below is a diagram of the database structure. Note that the relationships don’t 
explicitly exist in a NoSQL database like in a traditional database. The relationships 
here represent nested collections in the database. 

 

The database uses a nested structure to store trips and places associated with a 
user. It also stores all the places searched by all users in the system in a separate 
collection. The reasoning behind this is to reduce the amount of read operations we 
need to perform when recommending a place to the user. Firebase bills read and 
write operations but has less restrictions on the amount of data stored. This makes it 
more important for data to be more accessible than to reduce data redundancy. 

NoSQL databases are less efficient at performing complex queries. If we want to find 
all the places that and get their reviews, we could have to search every user account 
and then every trip and then every place in that trip using the given structure. This 
would require a lot of read operations which Firebase bills and it would slow the 
operation. By creating a separate collection when the Place is written to the 
database, we can increase the read speed later when the system must read a lot of 
data to generate a recommendation for the user. 

NoSQL also allows flexibility in the database schema. This is useful when using APIs 
where the data received could change depending on the response. It can also create 
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a new document when a user adds a new place with a place type that the system has 
not stored before. 

Firebase also provides authentication methods for users. It offers different sign in 
methods and password reset tokens. Users are authenticated separately to the main 
database. [2] 

 

2.1.3. User Requirements 
• The system should provide useful error messages that help rectify issues 
• The user should be able to customise certain features to make the app more 

accessible.  
• The user can provide a valid email address 

 

2.1.4. Environmental Requirements 
The user is required to have a mobile Android device with a minimum of Android 
 Lollipop 5.0. 

 

2.1.5. Usability Requirements 
• The interface should require low input from the user to achieve results 
• The system should provide the user with useful error messages when something 

goes wrong 
• The system should be designed to reduce the possibility of errors occurring 
• The user should be able to navigate the User Interface easily 

The app will be designed to minimise the input from the user. A primary feature of 
the app will be to add place details from the API automatically. This will reduce the 
amount of user input to the system. 

The system will be tested to help design useful error messages for the user. 

We can reduce errors by limiting user interaction with the system where possible. 
Testing the system thoroughly will also be important to lower the error rate. 

The base design of the application should provide the code to allow the user to 
navigate easily through the app.  

 

2.2. Design & Architecture 
The client side of the application is and Android Application. The figure below shows 
how the client interacts with the backend of the application. The backend includes a 
Firebase database, a recommendation API that was made for the application and the 
Google Maps API.  
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The trips features and login and registration are handled by Firebase. The add places 
feature involves both the recommendation API and the Google Maps API. When a user 
searches for a place, it queries the Google Places API Autocomplete [4]. The user can 
then choose whether to add the place or not.  

The user can also request recommended places from the Recommendation API. The API 
retrieves all locations under the user's trip location and computes similarity based on 
the place the user provides as input.  

 

This diagram shows the Architecture of the Recommendation System. First users add 
places to the locations collection in Firebase. This collects all the places searched under a 
trip location from all users. When a user requests a recommendation, the API retrieves 
all the places from the trip location specified in the POST request. The place from the 
POST request is then appended onto the Firebase data and inserted into a pandas data 
frame. A cosine similarity algorithm is used to compute the similarity of each place 
based on the place types provided by the Google Places API. The API returns a JSON 
response to the Android App. 
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2.3. Implementation 
2.3.1. Login and Registration 
To register a user, the Firebase auth method is called. This allows us to create a user 
using the provided email and password. Firebase authentication is handled 
separately from the main database. To create a collection of users in the main 
database, we need to get the userId that was just created and create a collection. 
This will then be used to store user trips and places. 
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To login we provide valid account credentials and the Firebase auth will sign in with 
the email and password provided. 

 

 

2.3.2. Trips 
Retrieve trips from Firebase using the current user id. The current user can be 
retrieved from Firebase Auth from an activity while the session is alive.  

 

The trips from the list are displayed in a recycler view. Clicking an item on the 
recycler view starts PlacesActivity. Extra information is passed into the intent to 
identify the item being clicked on the list. This information is used to retrieve the 
data associated with that specific trip. 

 

When the NewTripFragment is loaded is retrieves trip locations from the location 
collection in firebase. The locations are displayed in a recycler view which the user 
can select to add a new trip at that location. 
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When the user adds a trip, they must specify a start and end date. We use a date 
range picker to allow the user to select the dates. 

 

When the user selects the dates, they are prompted to add an arrival time and departure 
time. This i achieved using a time picker. 
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Firebase stores dates as timestamps. To store the time and date in one field, the hours have 
to be added to the date. This is achieved using the calendar class. The hours and minutes 
from the time picker is passed into this method which returns a Date object. This can be 
converted to a Timestamp. 

 

 

2.3.3. Places 
Get trip intent from TripsActivity. This provides the PlacesActivity with some extra 
information to perform some operations.  

 

Use the tripId from the intent to get places nested in that trip from the database 
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Display places in a recycler view in PlacesListFragment 

 

Set map camera on the coordinates provided by the intent 

 

Display map markers from list of places array. Set the marker title to the placeId 

 

Map marker onClickListener gets place details from the marker using the placeId. 
The other data can then be retrieved from the placeDetailsArray 

 

Specifies the data that the Google Places API will return on when searched 
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The data returned can be added to the database using the tripsReference we made 
using the tripId from the intent. If the place is successfully added to the users trips, 
the place is added to the locations collection under the trip location. This is done 
using the location reference provided in the intent. 

 

In the trips document of each users trip is a reference to the document in the 
locations collection. This allows us to add the place to both collections when adding 
a place from the Places API. 
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2.3.4. Recommendations Client 
To initiate the POST request to the recommendation API, an onClickListener is set 
which triggers the event. A coroutine is launched to send the request as a worker on 
the Thread [5]. A null check is performed on the response before the docId is added 
to an array list. This will be used to search for the place in Firebase later. 

 

The request body contains 5 parameters. The placeId is a unique id from the Google 
Places API. The locationRef is used to determine which location the API needs to 
retrieve places under. The types array is what is used to compute similarity and 
return a recommendation. 

 

For the HTTP request we are using KTOR. KTOR is a library for Kotlin which can be 
used to create client and server features. It is asynchronous by using Kotlin 
coroutines and is fully build in Kotlin. This means it can be fully interoperable with 
the JVM and can be ported to IOS applications [6]. 

For the createPost method, it accepts a postRequest object and returns a List of post 
response objects. The body is specified as application/json. 

 

The recommendation list view is then opened in the UI 
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The application then gets the documents from Firebase using the docIds returned 
from the API. 

 

These values are then put into another ArrayList and displayed in a RecyclerView 

 

If a place is selected from the Recycler View, the application checks whether the 
place already exists in the users places list. It checks this using the placeId which is 
unique ID provided by the Google Places API. If it not already added, then the place 
can be added to the users places list. 
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2.3.5. Recommendations Server 
The code for the server side of the Recommendation system is a Python Flask app. 
We are using python to take advantage of its machine learning libraries. Flask allows 
us to route the application and create an API which can return a JSON response [7].  

The first thing is to validate firebase credentials in python to connect to the 
database. 

 

Then the application processes the request sent from the client using a HTTP POST. 
This is then converted to a JSON object. 
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It then retrieves places from Firebase. It uses the location reference provided in the 
request to get places from the same location that the user trip is located. This is then 
converted into a JSON array. 

 

The request body JSON and the Database places JSON are read into a Pandas data 
frame. The duplicate values are removed. 

 

A count vectorizer algorithm is used to compute the frequency that each word 
occurs in a dataset [8]. This will be used to compute cosine similarity for generating a 
recommendation [9]. This is being compute on the types array of the places. This is a 
list of values provided by the Google Places API showing the type of place for 
example, if it is a museum or a cafe etc. It provides an array of values for each place 
which can be used to find similarity. 

 

We can see from the printout below that there are 20 features given by the Count 
Vectorizer 
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Based on this, the cosine similarity can be computed. Cosine similarity is used to 
determine similarity irrespective of its size. This means that is objects are distant 
from each other they can still have a high similarity [10]. In this application, we are 
using a library from scikit-learn [11]. The response is then computed into a list and 
sorted based on highest similarity. The array is converted to a JSON object which can 
be returned to the user. 
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This is the output from running the cosine similarity function 

 

We can generate a POST request on postman to test whether it works. We can see 
from the data below that it is returning an array of places. 

 

This application is also deployed on Heroku so that the Android Client can 
interoperate with the API. 
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2.4. Graphical User Interface (GUI) 
Register and Login 
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Dashboard 
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Profile 
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Trips List 

User can click on list item to display places user has added to trip or click Add New Trip 
button to add a new trip 
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New Trip 

User Clicks on a location that they want to create a trip for 
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Select Trip Dates 

A date range picker is display for the user to select the duration of the trip 
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Select Arrival Time 
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Select Departure Time 
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Confirm or Cancel Trip 

User can confirm the details they provided or edit the dates and times. Changing the 
location requires the user to cancel and select another place from the list 
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View New Trip in Updated List 
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Select Trip From List to View Places 
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Select Map Tab to View Places on Map 
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Click On Place To View Place Details 
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Search For Place Using Google Places API 
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Confirm Add Place 
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Click on Map Marker to View Details 
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Click Find Similar Places to get Recommended Places 
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Click on Recommended Place to See Location 
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Click Add Place to Add Recommended Place to List 
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2.5. Testing 
2.5.1. Register and Login 

ID Name Assertions Pass/
Fail 

Notes 

1.1 Register User Assert that app dashboard is displayed 
 
Assert that profile activity displays 
name and email of current user 
 

Pass 
 
 
Pass 
 

 

1.2 Leave fields 
empty in 
Registration Form 

Assert that account will not be created 
 
Assert that an error message is 
displayed to user 
 

Pass 
 
 
Pass 

 

1.3 Login with valid 
credentials 

Assert that dashboard activity is 
launched 
 
Assert that profile activity displayed 
current users name and email 
 

Pass 
 
 
Pass 
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1.4 Login with invalid 
credentials 

Assert that user will not be logged in 
 
Assert that an error message is 
displayed to the user 
 

Pass 
 
Pass 

 

1.5 Logout Assert that user has logged out 
 
Assert that LoginActvity is launched 
 
Assert that logging in as a new user 
displays their details and not signed 
out user 
 
Assert that a newly registered user 
does not have access to signed out 
users details 

Pass 
 
Pass 
 
Pass 
 
 
 
Pass 

 

 
2.5.2. Add and Retrieve Trips 

ID Name Assertions Pass/
Fail 

Notes 

2.1 Retrieve Trips Assert that user is logged in 
 
Assert that ‘TripsListFragment’ is 
loaded 
 
Assert that trips displayed matches the 
trips in the user's database collection 
 

Pass 
 
Pass 
 
 
Pass 

 

2.2 Click on Trip Assert that ‘PlacesListFragment’ is 
launched. 
 

Pass 
 
 

 

2.3 Launch New Trip 
Fragment 

Assert that ‘NewTripFragment’ is 
launched’ 
 
Assert that a List of locations are 
displayed  
 
Assert that a cancel button is displayed 
 
Assert that cancel button returns user 
to ‘TripsListFragment’ 
 

Pass 
 
 
Pass 
 
 
Pass 
 
 
Pass 

 

2.4 Select Location 
from List 

Assert that clicking a location from list 
opens a pop-up window to add trip 
dates 
 
Assert that cancel button on pop-up 
closes the pop-up window 
 

Pass 
 
 
 
Pass 
 
 
Pass 
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Assert that clicking confirm before 
entering trip dates displays a prompt 
to enter trip dates 
 

 

2.5 Set Trip Dates Assert that clicking on set trips dates 
displays a date range selector 
 
Assert that user must enter two dates 
 
Assert that arrival date cannot be 
before departure date 
 
Assert that confirming valid dates 
displays a time selector window 
 
Assert that confirming arrival time 
displays another time selector window 
 
Assert that confirming departure times 
closes window 
 
Assert that selected dates and times 
are displayed 
 

Pass 
 
 
Pass 
 
Pass 
 
 
Pass 
 
 
Pass 
 
 
 
Pass 
 
 
Pass 

 

2.6 Confirm Trip 
Added 

Assert that TripsListFragment is loaded 
after confirming new trip 
 
Assert that the database is updated 
correctly 
 
Assert that new trip is displayed in list 
 
Assert that clicking on new list item 
launches PlacesListFragment 
 

Pass 
 
 
Pass 
 
 
Fail 
 
Pass 

Trips list i did not 
update but same 
method worked for 
updating places list 

 

2.5.3. Add and Retrieve Places 
ID Name Assertions Pass/

Fail 
Notes 

3.1 Display Added 
Places 

Assert that added places are displayed 
in PlacesListFragment 
 
Assert that number of places matches 
number in database 
 
Assert that place row item displays the 
name and address of the place 
 

Pass  

3.2 Map View Assert that clicking on the map tab 
launches PlacesMapFragment 

Pass  
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Assert that Map Camera is set on trip 
location coordinates 
 
Assert that map markers are displayed 
to represent each place in the places 
list 
 

3.3 Map Markers Assert that clicking a map marker 
moves the map camera to the location 
of the marker 
 
Assert that an info window for the 
place details is displayed. 
 
Assert that the details of this place 
match the record in the database 
 
Assert that the window can be 
expanded to view the place address 
and opening hours is they exist 
 
Assert that a recommend button is 
visible at the bottom of the card 
 
Assert that the window can be closed  
 
Assert that the info changes when a 
new map marker is selected 
 

Pass  

3.4 Search Places Assert that clicking the search bar 
launches the google places 
autocomplete fragment 
 
Assert that entering information into 
search bar displays a list from the API 
 
Assert that selecting a place move the 
map camera to the location of the 
place and displays a map marker 
 
Assert that an add place button and a 
cancel button are displayed at the 
bottom of the view 
 
Assert that the cancel button removes 
the map marker and hides the buttons 
 
Assert that the add button adds a 
place to the database and displays a 
success message to user 

Pass  
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Assert that clicking on the Places List 
Tab displays the new place in the list 
 
Assert that clicking on the new place 
map marker displays an info window 
with the correct information 
 

 

2.5.4. Recommendation API   
ID Name Assertions Pass/

Fail 
Notes 

4.1 Request 
Recommendation 
from API 

Assert that the API returns data when 
provided a place from the client 
 
Assert that there are 3 
recommendations displayed in a 
recycler view 
 

Pass  

4.2 Add 
Recommendation 

Assert that clicking a recommendation 
from the list moves the map camera to 
the location of the place with a map 
marker 
 
Assert that the list closes and add 
button and cancel button are 
displayed 
 
Assert that the cancel button removes 
the map marker and the buttons 
 
Assert that the add button adds the 
place to the database and is updated 
in the list and map 
 
Assert that clicking a recommendation 
that the user has already added to 
their list displays a message stating 
‘Place Already Added’ 
 

Pass  

4.3 API Not Available Assert that clicking the find 
recommendation button displays a 
message to the user  
 
 

Pass  

     
 

2.6. Evaluation 
Profile 
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This is the result from running a profiler while using the applcation. 

 

 

CPU 

CPU usage was steady until the PlacesActivity was launched and then it spiked. 

 

 

Energy 

Energy usage spiked when different activities and fragments were launched or other 
operations were performed.  
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Memory 

Memory usage also spiked when PlacesActivity was launched. This correlates with the 
loading of Google Maps and the loading of places from Firebase which takes more memory. 

 

API 

To evaluate the API, 5 users were added and each searched for 10 places. This allowed the 
Locations collection to be populated with places. This was done under New York so all 
places searched were stored in that collection. This meant the API had a sample to return 
more accurate results in testing. 
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This allowed us to evaluate whether appropriate recommendations were being made 

 

The API is deployed on Heroku which provides some metrics about the response times, 
throughput and memory usage of the API. 
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3.0 Conclusions 
The main strength of the project is that it takes care of a lot of processes for the user. When 
a user adds a place to their trip, it takes all relevant data from the API, so the user does not 
have to input it. The user can also get recommended place based on other users searches. 
This helps the user discover new places more easily and save them if they are interested in 
visiting. 

The main weakness of the project is that it is less customisable than other similar apps. 
However, the main aim of this idea is to streamline the process of planning an itinerary. In 
developing this project, it would have been beneficial to reduce the scope in the beginning. 
A lot of difficulties were faces in the implementation which meant features had to scrapped 
for time or to work on other features which led to a less complete application and project. 

It also would have been beneficial to research more about Android UI and Framework 
features. Android is so much different to any other programming tool I have used and has a 
steep learning curve. Knowing what features are possible to implement and what are not 
would have saved a lot of time and energy. 

 

4.0 Further Development or Research 
This project would be best integrated with another service such as TripAdvisor. Using their 
platform, the recommendation system for the user would be enhanced dramatically. It 
would also be useful to interface the apps review system with theirs which would make the 
app more powerful and useful.  

There are other features that could be useful in the app such as directions to places. It could 
also be beneficial to compute the distance between when finding recommendations to find 
places close to where the user is staying or what their current location is. 
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If starting from scratch, I would likely opt for using Jetpack Compose for the UI instead of 
default Android. Default Android has a lot of excess code which makes it difficult to debug 
and read. Jetpack Compose is an updated way of implementing Android UIs with less code. 
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6.0 Appendices 
6.1. Project Proposal 

Objectives 
The aim of this project is to create and Android Application that allows the user to map out 
a travel itinerary. The focus of this application is on locating places of interest in cities which 
can be searched for by their place name and their coordinates stored and visualised on a 
map. The app can then generate an itinerary for the user based on the list of places and 
their location. 

The user can also interact with the map markers to see more information about the place 
such as address, phone number of business etc. They can also filter places on their list by 
their type. For example, filtering by restaurant if the user is looking for a place to eat. 

The app will generate an itinerary for the user which they can edit to suit their specific 
requirements. When the user opens the app, it can request the users geolocation and 
determine if they are at a specific destination. If the user does not want their location 
tracked, they can manually tell the app if they went to a place or not. The user can confirm 
whether they went to a place and the app will ask them to rate the location. We can use this 
information to provide recommendations for future users based on the popularity of a 
place.  

It should also be able to recommend places based on the type of places you are searching 
for and where other users have visited. For example, if you add a cafe to your list, it could 
recommend cafes that other users have visited and rated. User interaction with the 
application should enhance the recommendations of other users. 

Overall, the app is designed to make it easier to plan a trip by adding places and place 
details efficiently and getting the app to generate an itinerary based on the location of 
places on your list. 

Background 
The idea for this project came from my own experience trying to plan trips in cities. Before a 
trip, I like to record places of interest in a notes app and look them up on google maps to 
find directions. What often ends up happening is I visit a place and not realise that there is 
another place nearby that I had on my list. The aim of this application is to record all the 
places and have them visualised on a map. This allows the user to make more informed 
decisions and make the most out of their limited time on their trip. I also want the app to do 
more for me by automatically generating an itinerary. 

The Google Maps API will be used to provide map functionality. The Google Places API will 
allow us to search for places on the map. 

Since this is an android application, it will be developed in Android Studio using Kotlin as the 
primary language. We will use this to implement app functionality and all algorithms 
required such as itinerary generation. 



73 
 

The application will also require a database to store place details and user accounts. The 
storage will be cloud based to provide security and reduce reliance of device storage.  

State of the Art 
There are travel websites with map functions such as TripAdvisor. My application acts more 
like a more functional notes app for tourism. It will not have a method for discovering new 
places but, requires the user to research places outside of the app. The user can then search 
for a place by its name, and it will store its location and details for personal reference. It will 
also function as a direction finder, help the user estimate travel time, and navigate the most 
efficient route to visit multiple places in a day.  

Triplt and Trip Case are both travel itinerary planners with similar features. They allow the 
user to input a travel destination and search for locations by category such as a restaurant 
or an attraction. It also provides directions and uses map markers for locations. I have some 
criticisms of these apps which I would like to address in my own. Finding and adding a place 
is a slow process with these apps. The user must choose the category they are searching for 
such as restaurant or attraction before inputting the name of the place. The user then 
inputs more details such as the time they would like to arrive at and leave the place. This 
method is slow and does not suit my requirements for a travel app. I want to use the Google 
Places API to assume details about the place based on the information the search results 
return. The details can be edited by the user after if needed. This way the workflow is faster 
and requires less user input. 

I also want the application to identify areas where there are a lot of places on the list and 
help design an itinerary based on these locations which these apps do not accomplish. The 
aim of this is to increase the efficiency of planning a trip and reducing the amount of user 
input which can be a drawback for using these apps. 

Technical Approach 
The project would be best served by working with an iterative approach using test driven 
development. There are essential features to the project such as the map, geolocation and 
place search functionality. Then there are desired features such as the directions and travel 
time estimates. These features require a basic set of functionalities to work. By working 
iteratively, more essential features can be integrated and tested to make a working app. The 
more complex tasks can then be integrated into the working app more easily. If a feature 
doesn’t work as intended, the idea can be adapted or scrapped but, the application should 
still function. 

Functional Requirements 

• Application can display a map with Geolocation of the user. 
• User can specify a place they are travelling to and where they are staying either by 

searching for address or using a movable map marker. 
• User can search for a place and store its details and location. The location is then 

displayed on a map. 
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• User can create an account using a username and password which tracks their list of 
places and place details on a database. 

• User can edit place details and delete a place. 
• User can find directions and get time estimates for travel between locations.  
• Application will generate a travel itinerary based on the users list of places and each 

locations proximity to each other. 
• User can change account details such as username and password. 
• The generated travel itinerary must account for certain factors such as the opening 

hours of the business and any input from the user regarding a certain visit. 

Non-Functional Requirements 

 

Milestones 

1. Basic map functionality with the ability to search for a place and have return relevant 
information which we can use to display a map marker and place details. 

2. Database configuration with ability to register users and display their personal list of 
places. Includes the ability for users to edit and delete places and place details. 

3. Implementation of directions and the algorithm to generate a travel itinerary. 

Technical Details 
The programming language I would like to use is Kotlin. Kotlin is considered the De Facto 
language for Android Applications. It is interoperable with Java and is built on the JVM. It 
can be compiled into Native which is used for running IOS applications. It also supports 
Coroutines which Java does not. Coroutines are beneficial for Android applications for 
asynchronous calls. Java supports multiple threads, but they create complexity and use 
more memory. Coroutines work on a single thread and are easier to manage.  

The Google Maps API will be used to provide map functionality for the app. The Google 
Places API will be used to search for places which the user can store for their trip. 

Itinerary generation will involve an algorithm which will use the place location as input and 
try to plan activities based on their proximity to each other. It will also have to account for 
opening hours and if the user specifies a time slot they must visit somewhere for example, a 
restaurant booking. The user should also be able to customise the generated itinerary if it 
does not suit their needs. We can use Firebase to run a cloud based backend to run the 
algorithm 

Firebase will be used for the database. This is because it is designed to work with Android 
applications to provide authentication and security. This is important when storing users' 
location data which must be secure. It is also hosted on the cloud which reduces storage 
space on the user's device. It also uses NoSQL with JSON syntax which makes it easily 
compatible with the format of data we receive from the API. It also works with Google Could 
Storage which we will be using for the Places API. 
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Special Resources Required 

Project Plan 
1. Basic Map Functionality:  

• Setup a basic Android Studio template with a map using the MapBox SDK for 
Android.  

• Implement a geolocation function to locate the user's device.  
2. Google Places Api Configuration:  

• Setup application to process API data from place search.  
• Design a search bar to input a place name and have it return coordinates. 

3. Adding and Displaying a Place:  
• Create a screen to add a place. This involves a search bar to input a place name.  
• When the API returns the place information, there will be a confirmation screen 

which allows the user to confirm and edit details provided by the API.  
• The place maker is then displayed on the map. The user can click on the place 

marker for more place info. 
4. Database setup:  

• Configure Firebase to store place details. Database should be set up to handle 
user accounts. 

5. User Accounts and Login:  
• Design a sign up and login screen using a username and password.  
• User can associate their itinerary with their account. 
• Implement account security measures. 
• Design screen to edit account details 

6. Update and Delete a Place: 
• Places stored in user database can be updated and deleted 
• Design screen to manage updating place details 

7. Directions: 
• Add MapBox Navigation API from the SDK to the Android Project. 
• Test direction response between two coordinates. 
• Implement time estimates for walking 

8. Travel Itinerary Algorithm: 
• Research algorithms for sorting a searching that would help find clusters of 

places with nearby proximity. 
• Implement and test in code 
• Edit algorithm to help design an itinerary for the user based on places that are 

clustered.  
• Refine algorithm to account for other factors such as average time spent at 

location, time to travel, if user has timed booking for location, opening hours and 
times which may correlate with dining such as a placing a cafe at lunch time for 
example. 
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9. Review System 
• Create screen for reviewing places 
• Create notification system to ask users to review 
• Design logic to track user engagement for recommendations 

Testing 
The challenge for testing this application is simulating enough user engagement to allow the 
algorithm to provide user recommendations. This will be part of system testing and will 
require creating several user accounts with both common and unique searches to provide 
recommendations to users on multiple categories. This system is dependent on the app 
having user accounts implemented. 

Functional Testing: 

• Unit Testing: Each phase set out in the project plan will have to be unit tested to ensure 
it functions as its own entity. Each component generated in a phase will be unit tested 
before moving to the next phase. This is part of our iterative development approach. 

• Integration Testing: Each unit will have to be tested with other components to ensure 
they function together. For example, we must ensure that the Google Places API works 
with the MapBox SDK. After each unit test, we integrate the component into the 
application and see how they work together. 

• System Testing: System Testing can be done at each milestone. System Testing can only 
be done when there is a certain amount of functionality to work with. Each milestone is 
set when there is a level of functionality that makes the application usable. This will be 
important to compare our test results with the project requirements. 

Non-Functional Testing 

• Security Testing: We need to do some penetration testing for the database to ensure 
that user details are safe. We need to ensure there is proper validation for user 
passwords and that proper encryption is used. 

• Performance Testing: The performance of the system needs to tested using load testing 
and stress testing. Load testing can be performed by seeing the limit of places that can 
be added by the user and how that affects performance. This could help define a limit 
for each user.  

• Usability Testing: Some different perspectives could be useful here to ensure that the 
User Interface is usable. We also need to ensure that the system performs to a usable 
standard. 

• Compatibility Testing: This will check how the system will work on multiple devices. We 
are limited to Android devices for this application but, how will it perform on older 
phones? Will it work on older versions of Android? 

There are tools included in Android studio to help meet these testing requirements. 
Instrumented tests run on the android device to check UI functions. Local Tests run on the 
development machine and run unit tests on code. 
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6.2. Ethics Approval Application (only if required) 
6.3. Reflective Journals 

October 
Student Name Adam Regan 

Student Number x1940156 

Course BSc in Computing 

Supervisor Adriana Chis 

 

Month: October 

What?  

Reflect on what has happened in your project this month? 

This month I did a feasibility analysis on some project ideas. I researched some technical solutions to ideas 

before settling on my current idea of a travel planner Android application. I then went on to complete my 

project proposal. I spent some time refining the idea during this to settle on the features I wanted in the 

application. The app needed to be able to do something technically demanding. I came up with an idea for 

the itinerary generator based on a list of place searches to meet this requirement. I also set out a basic project 

plan with a Gannt chart and testing plan which will be refined over the course of the year. 

 

So What?  

Consider what that meant for your project progress.  What were your successes? What challenges still 

remain?  

I spent a lot of time on my proposal ensuring I had a refined idea that I could execute. I have a plan which 

should be achievable to follow and is detailed enough. I also settled on the technologies I'm going to use for 

the programming language and the database. I think the main challenge will be designing the algorithm to 

generate and itinerary. I need to research different sorting and searching algorithms and figure out how to 

apply them to my application. I also need to figure out if the Google Places API will work with MapBox. 
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Now What?  

What can you do to address outstanding challenges?  

I need to do some research into different searching and sorting algorithms and try to fit them into the 

application. I also need to test the Google API and MapBox API to ensure they are compatible. I will have to 

set up the accounts and test in Android Studio. 

 

 

 

 

 

Student Signature Adam Regan 

 

November 
Student Name Adam Regan 

Student Number x1940156 

Course BSc in Computing 

Supervisor Adriana Chis 

 

Month: November 
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What?  

Reflect on what has happened in your project this month? 

This month I had to redefine some of my project requirements to meet complexity standards set out in the 

marking rubric. My supervisor suggested implementing a recommendation algorithm based on user input 

into the system. This algorithm will help create personalised recommendations for the user based on the type 

of places they search for. This feature should help bring the complexity of the application to the desired 

standard. 

All the functional requirements have been set out describing the flows and providing use case diagrams for 

each. There are 14 use cases in total. This gives me a clearer picture of how to program the application. 

So What?  

Consider what that meant for your project progress.  What were your successes? What challenges still 

remain?  

Setting out all the functional requirements was one of the larger sections of the midpoint report. It also helps 

me understand the system i am trying to create. The next step is to describe the non-functional requirements 

of the system and to plan the database. I would also like to start building the app at a basic level. The screen 

designs and the database are the first areas I want to focus on. 

 

 

 

 

Now What?  

What can you do to address outstanding challenges?  

Firstly, the application needs to get started as soon as possible to start building some of the features of the 

app for the midpoint. The database plan is also going to important. I would like to have that complete before 

I start configuring the database. 
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Student Signature Adam Regan 

 

December 
Student Name Adam Regan 

Student Number x1940156 

Course BSc in Computing 

Supervisor Adriana Chis 

 

Month: December 

What?  

Reflect on what has happened in your project this month? 

This month is when the midpoint submission is due. A lot of work has been done on the implementation of 

the project. So far, I have done a lot of work setting up firebase for user authentication, implementing the 

autocomplete search, and a map with places marked on it. 

So What?  

Consider what that meant for your project progress.  What were your successes? What challenges still 

remain?  

Getting some primary features implemented is an important step. There are some challenges with my 

understanding of Android Studio which need to be addressed. Certain UI features were difficult to implement, 

and some caused errors prior to my midpoint submission and had to be removed for the demonstration.  
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Now What?  

What can you do to address outstanding challenges?  

To address this issue, I need to educate myself on Android studio by reading the documentation and studying 

some app implementations to try and understand them. 

 

 

 

Student Signature Adam Regan 

 

6.4. Other materials used 
Any other reference material used in the project for example evaluation surveys etc. 
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