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Executive Summary 
BetterU is an application designed at helping you achieve a better you. To become the 
person, you have always wanted to be and to hold yourself accountable. This report is to 
document the functionality of BetterU and how through using it can help a user achieve 
their goals.  

This report goes over everything to do with BetterU from the Requirements to the 
implementation and the testing. This report fully outlines all aspects of BetterU and its 
capabilities.  

1.0 Introduction 
1.1. Background 
I have chosen to undertake this project as it is on a topic that has a particular interest to 

me. The topic is self-improvement. I believe the journey of self-improvement is a very 
important journey to help become the person you want to be. I want this application to be 
able to facilitate people in their self-improvement journeys to become better versions of 
themselves. That’s where the name BetterU comes from. It’s a play on ‘Better You’. I picked 
this name as the goal of this application is to help create a better you. I think self-
improvement has been gaining traction in recent times and I would like to facilitate others 
in their journeys.  

1.2. Aims 
This project aims to create an application that will help the end user to be able to stay on 
track on their journey of self-improvement. It is for people of all ages. It helps users be able 
to be able to make better decisions regarding their weight and their habits and make it 
easier to see their progression. BetterU has features to be able to see a user’s progression 
and help the user stay on track. The ability to get a motivational quote will help the 
motivation of the user. The application is intuitive so anyone can navigate it easy.  

1.3. Technology 
BetterU is built using NetBeans and is made using the Java programming language. I also 
used SQL in creating BetterU to be able to interact with the database for the storage of 
information such as the user accounts and the information that can be inserted into 
BetterU. 

I had originally set out to create this program in android studio and make it as an android 
application but due to limited resources of my computer and the resource heavy nature of 
android studio I had to switch to creating this project in the NetBeans IDE. I chose to stick 
with Java as it is the language, I had originally set out to use with android studio.  

1.4. Structure 
This report starts off with section 1. This section contains the Introduction, The Aims, Technology 
and this the structure of the report. These subsections help the reader be able become familiar with 
the project idea and lay the foundation for the further reading of the Technical Report. 
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2.0 System 
2.1. Requirements Migration 

This application was original set to be developed with Android studio and to be a mobile phone 
application. The reason this is not how it turned out to be is due to the heavy use of resource nature 
of Android studio. I am running an old machine and it could not keep up with Android studio. It 
made development near impossible as it was very slow to work with. I realised this and decided to 
tell my supervisor about the issue.  

The solution that I came up with was to keep the application as a java project but use NetBeans 
instead to create a Java Swing application for the PC. I decided to do this as Java would have been 
the language, I used to create the Android Application on Android studio. This is why you may notice 
that my project is proposed as an Android project but came to fruition as a NetBeans PC project. I 
have chosen to use NetBeans as it is something I know my PC could run well enough to be able to 
create this project.  

This change resulted in my non-functional requirements changing. My functional requirements have 
not changed. My non-functional requirements now reflect a PC program and not an Android 
Application. 

 

2.2. Requirements 
1. The application is easy to navigate.  
2. The application should be able to handle a large user base. 
3. The application can run on any pc system.  
4. There is a database to store information from the user. 
5. The application should be able to run smoothly. 

2.2.1. Functional Requirements 
1. The system must allow a user to register and be able to login to the system upon 

opening the program.  
2. The application should then validate the users’ credentials and provide an error 

message for invalid login details. 
3. The system should have session management so users cannot see each other’s 

information.  
4. The System should have a main menu with all the features of the application on 

it. 
5. The System should have a calorie tracker where a user can input their meals and 

the calorie content of them meals. The user can also update, delete, or print 
those meals. 

6. The system should have a BMI calculator to calculate the users BMI and view 
previous calculations. 

7. The system should have a habit tracker to allow a user to be able to record their 
habits.  

8. The system should have a calorie calculator to calculate how much calories 
needed for the user and view previous calculations. 
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9. The system should allow a user to set reminders to do various activities and see 
history of reminders. 

10. The system should allow a user to be able to pull in a quote from an API. Quote 
should be saved to database and user be able to view previous quotes.  

11. The system should generate stats, suggestions and graphs with the information 
entered into the other functions of the application.  

12. The system should have a change password function to allow a user to change 
their password. 

13. The system should allow a user to log out.  

2.2.1.1. Use Case Diagram 
2.2.1.2. Requirement 1 User Registration and Login 
2.2.1.3. Description & Priority 
This is where the user upon opening the program has the option to login and or register 
if they do not already have an account. This is number 1 priority as it is the door to the 
application. It is the first thing a user is met with upon opening the program. It is 
essential for the overall system as it provides the user with an account to be able to use 
the program and for the data that they enter the system to be associated with that 
username. This gives this requirement the utmost priority.  

 

2.2.1.4. Use Case 
Requirement Number 1 on List of Functional Requirements. 

Scope 

The scope of this use case is to allow a user to be able to login to the system or 
else to be able to create a user on the system by using the register window. The 
user registration asks for a username and to type the password twice to confirm 
the password before it is submitted to the database. The user can then go back 
to the login screen and login.  

Description 

This use case describes when a user first opens the program. They have the 
options of being able to register or login. If the user does not have an account 
they must register and if they do have an account they can login to the system.   

Use Case Diagram 
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Flow Description 

Precondition 

The user has BetterU and is ready to open it.  

Activation 

This use case starts when the user opens up BetterU  

Main flow 

 
1. The user opens the application.  
2. Upon opening the application there is a login screen with fields to enter a 

username and password. There is also a button to register. 
3. The user enters their username and password and presses login. 
4. The system checks the database to verify the user’s credentials. 
5. If the credentials are valid the system creates a session for the user and then 

grants the user access 
6. The user is met with the main menu. 

 
Alternate flow 

A1:  
 

1. The user opens the application.  
2. The login screen is shown with input for the username and password 

and a button to register. 
3. The user then clicks on the register button and the registration form 

opens. 
4. The system then shows a registration form with input for a username, 

password and then to re type the password. 
5. The user fills out the information needed and submits the registration 

form.  
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6. The system then makes sure that the username selected is unique. If 
not, they are prompted to try again. If the passwords do not match the 
user is also prompted to try again.  

7. If the validation is successful a new user account is created, and the 
information is stored in the database. 

8. The user can now go back to the login page.  
9. The use case continues at step one of the main flow. 

 
Exceptional flow 

E1: Exceptional Flow (Registration – Username Taken or Passwords Don’t 
match) 

1. User opens the application.  
2. The user clicks on registration. 
3. The user enters the required information and presses register. 
4. The system makes sure that the username is unique and that the 

passwords match.  
5. If the username is taken the system displays a message that the 

username has already been taken. 
6. If the passwords do not match the user is prompted by the system 

saying the passwords do not match. 
7. The user can ensure the passwords match. 
8. Once the entered information passes the validation the account is now 

created for the user  
9. The use case can continue from step one in the main flow.  

 
 

E2: Exceptional Flow (Login – Incorrect Details) 
1. User opens the application.  
2. The application presents a login screen with fields for the username 

and password. 
3. User enters their details and presses the submit button.  
4. The system verifies the details with the information that is in the 

database.  
5. If the entered information is not correct the system prompts the user 

saying the information is not correct.  
6. User is prompted to try again. 
7. User can retry the login process. 
8. Use case continues from step 1 of the main flow. 

 
 

Termination 

User presses login and is granted access to the account.  

Post condition 

The user is then presented with the main menu.  

List further functional requirements here, using the same structure as for Requirement1.  
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2.2.1.5. Requirement 2 Validate Users Credentials 
2.2.1.6. Description & Priority 
This is one of the most crucial aspects of the application. The application must verify the 
user’s credentials before giving the user access to the system. If the credentials are 
incorrect the system, the system shows a dialogue box to tell the user to try again. This 
prevents unauthorised access to the system. This has very high priority as without a 
proper validation system the information in the system could be seen by someone who 
is not supposed to. Having proper validation also ensures that the system has adequate 
usability and could affect the whole user experience. 

 

2.2.1.7. Use Case 
Requirement Number 2 on List of Functional Requirements. 

Scope 

 

This use case focuses on the verification of the users’ credentials this consists of 
a username and a password. This ensures a user is who they say they are. The 
system validates the credentials against the credentials stored in the SQLite 
database. If the credentials do not match the system returns an error message 
telling the user that they have entered invalid credentials and to try again.  For 
registration there should be validation to ensure that username is unique and 
that the password and the re-typed password match.  

Description 

This use case describes when a user enters their details into the system checks 
with the database that they have an account. If the user is registering the 
uniqueness of the username is to be checked and that the passwords typed 
match each other.  

Use Case Diagram 
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Flow Description 

Precondition 

The Login page open and ready to be used.  

Activation 

Login 

The user starts the login process by entering their login credentials into the 
username and password fields. The user then submits the credentials for 
validation by pressing the login button. 

Registration  

From the Login page the user clicks on the register button. Once the registration 
form is open the user then enters the required information into the username 
and 2 password fields. The user then submits this information by pressing the 
register button.  

  

Main flow 

1. User opens the login page.  
2. User enters their login credentials.  
3. The user clicks the login button.  
4. The system validates the entered details.  
5. If the details are valid the user is brought to the main menu of the 

application.  
6. If the credentials are not valid the user is prompted with an error message 

telling the user to try again. 

Registration 
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1. The user opens the login page and clicks registration. 
2. The user enters the required information (Username, Password, Re-type 

Password) 
3. The user submits the details entered by pressing the register button. 
4. If the username is unique and the passwords match a new user is entered 

into the system. The user can then log into the system using these 
credentials. 

5. If the information does not match an error message is displayed depending 
on if the username is already taken or else if the passwords don’t match.  

 
 

Alternate flow 

A1: Invalid credentials During Login 
 

1. User opens the login page a 
2. If the credentials are invalid an error message is displayed to say try again.  
 
A2: Invalid Registration Information 
 
1. The user clicks on the register button. 
2. The user enters their desired username and password and is made to re-type 

the password.  
3. If username is taken the system prompts the user that the username has 

already been taken 
4. If the passwords don’t match the system tells the user that the passwords 

don’t match.  
 

Exceptional flow 

E1: Exceptional Flow (Validation Errors during Registration or Login) 
 
1. If there are errors when entering login or registration info for example blank 

fields the program prompts the user that the fields cannot be left empty. 
 

 
 

Termination 

User presses login and is granted access to the account.  

Post condition 

The user is then presented with the main menu.  
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2.2.1.8. Requirement 3 Session Management 
2.2.1.9. Description & Priority 
This use case is also very important as it sets the user of the systems session so they can 
only see their own information and not anyone else’s. It isolates the user from all the 
other users to ensure data privacy. For example, a user cannot see another users 
calories or statistics. The whole point of this is to ensure data privacy. 

2.2.1.10. Use Case 
Requirement Number 3 on List of Functional Requirements. 

Scope 

The scope for session management focuses on being able to establish a session 
for each user that logs in. This is to ensure privacy of data and isolation within 
the system. Some of the functionalities included in this are the authentication of 
a user, session initialisation and identification. Session management in this 
system ensures that that users can only access and interact with their own 
information. This keeps the system secure. 

Description 

Session management in this system is very important. It works by passing the 
username of the user into the main menu upon successful login into the system. 
The user is assigned to the variable LoggedInUser which is passed onto all the 
other functionalities of the system upon opening them. The system constantly 
knows who is logged in and this creates the session management. 

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system.  
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Activation 

User enters their credentials, and they are verified. Session management kicks in 
and creates a session for that user. While the user is logged in and the 
application is on the session remains active.  

Main flow 

1. User logs into the system with valid credentials  
2. The system checks the users’ credentials against the database and then 

grants access.  
3. The system creates a session for the user.  
4. User interacts with the system by accessing their information and modifying 

their information. 
5. The system makes sure that a user can only see and interact with their own 

information.  
6. User uses the system with their session. 
7. The user logs out and the session closes.   

 
 

Alternate flow 

A1: Invalid credentials During Login 
 

1. User enters invalid credentials during login.  
2. System detects the invalid credentials.  
3. The system shows an error message asking the user to try again. 
4. User repeats process with valid credentials.  
5. The main flow continues from step 2.  

 
 

Exceptional flow 

E1: User tries to see other user information. 
 
1. User tries to access another user information. 
2. The user opens one of the functions.  
3. The user can only see their own information.  

 
 

Termination 

User presses the logout button or just closes the system. 

Post condition 

The user is back to the login screen.  
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2.2.1.11. Requirement 4 Main Menu 
2.2.1.12. Description & Priority 
The main menu serves as the central hub for my system. This is where users can access 
all the functionalities of my system. The main menu allows a user to choose and interact 
with the functions that are included in the system. Some of the features on the main 
menu is buttons to be able to open the Calorie Tracker, BMI calculator, Calorie 
Calculator, Habit tracker, Random Quote from API, Set Reminders, and stats & 
suggestions. The main menu is the central gateway of the application and provides users 
with a way to easily navigate the system. It is a very important core part of my system.  

2.2.1.13. Use Case 
Requirement Number 4 on List of Functional Requirements. 

Scope 

The scope for the main menu is for it to be easily used and understood by the 
user. It is the navigational epicentre of my application it is what is to be used by 
the user to open all the functionalities of my system.  

Description 

The main menu is where the user accesses all the functionality of my system. The 
main menu is also the first place the user is passed from the login screen. It is in 
the main menu class that the user gets assigned to the LoggedInUser variable, so 
the main menu is utmost importance. The main menu also passes the 
LoggedInUser to all the other functions.  

Use Case Diagram 

 

Flow Description 

Precondition 
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User has successfully logged into the system and gained access to the menu. This 
means that the user has been authenticated and the system has created a 
session for the user and the user is at the main menu.  

Activation 

User enters their credentials, and they are verified. Session management kicks in 
and creates a session for that user. User is then brought to the main menu.  

Main flow 

1. The user logs into the system successfully. 
2. The system checks to make sure the users’ credentials are correct. 
3. The system then activates the main menu. 
4. User selects a function from the main menu. 
5. System opens the function. 
6. User interacts with the feature. 
7. After using the feature, the user can return to the main menu.  

 
 

Termination 

User presses the logout button and returns to the login screen or else the user 
closes the main menu window down which closes the whole application. Both 
these options end the user’s session.  

Post condition 

The user is back to the login screen, or the system is fully closed altogether.  

2.2.1.14. Requirement 5 Calorie Tracker  
2.2.1.15. Description & Priority 
This use case is for the calorie tracker function of my system. The calorie tracker allows a 
user to be able to track their meals. The calorie tracker takes in the user’s meal, food, 
calories, and date of the record. The functionality is in the form of a crud format. This is 
an effective means for managing meal entries. Users can view their meals in the table in 
the calorie tracker. This functionality is high priority as it is one of the core parts of this 
system.  

2.2.1.16. Use Case 
Requirement Number 5 on List of Functional Requirements. 

Scope 

The scope for this requirement is a calorie tracker that allows a user to be able to 
input their meal, food, calories, and date. It should have functionality to update, 
delete and print the meal entries. It should only show the user their calories.  
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Description 

This function allows a user to be able to see their calories consumed and help the 
user be able to hold themselves accountable for what they put into their body. 
The calorie tracker consists of 4 entries for the user. These entries are the Meal 
the Food the Calories and the Date. The user can see what is inputted into the 
system in the table in the calorie tracker.  

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the calorie tracker.  

Activation 

The activation is started when the user opens the calorie tracker from the main 
menu and then begins the process of inputting managing and interacting with 
the entries in the tracker.  

Main flow 

1. The user opens the calorie tracker feature.  
2. The user fills in the information for their meal. 
3. The user presses the add data button.  
4. The system saves the meal entry to the database. 
5. The system updates the table to show the users entered meal. 
6. The user has options to update delete or print the entry.  
7. If the user uses update they are able to modify the selected entry and then 

press the button to save it to the database. 
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8. If the user presses the delete button the selected entry is deleted from the 
database. 

9. If the user wants to print the system presents a print screen where a user can 
select their printer and print  

10. The user can navigate back to the main menu. 
 

 
Alternate flow 

A1: User chooses to not input a new entry. Instead, the user wants to view 
previous meals. 

 
1. The system retrieves and shows the previous entries in the table.  
2. The user can select a meal entry and can update delete or print it. 

 
 

Exceptional flow 

E1: User tries to delete or update without selecting an entry. 
 

1. If the user selects to update or delete an entry that does not exist, the 
system shows an error to the user.  

 
Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.17. Requirement 6 BMI Calculator 
2.2.1.18. Description & Priority 
This use case is for the BMI calculator function of my system. The BMI Calculator allows 
a user to be able to calculate their BMI based on their weight, height age and gender. 
The feature also provides a classification of their BMI. For example, Overweight or 
Normal Weight. The function also tells a user their ideal weight. A user can also view 
previous BMI calculations. The user has the option to delete these previous calculations 
or else print them.  This is a core feature of my application, and it has a high priority. 

2.2.1.19. Use Case 
Requirement Number 6 on List of Functional Requirements. 

Scope 

The scope of this use case is that the feature should be able to calculate the 
users BMI based on the input values of weight height gender and age. The BMI 
calculator should give the user a classification as well as the ideal weight the user 
should be. The user can also view previous calculations as they are stored in the 
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database. The user can delete the previously saved calculations and they can also 
print them. A user will be only able to see their own data.  

Description 

This function allows a user to calculate their BMI based on their Age, Gender 
Height, and Weight. In the use case diagram below we can see that the user 
interacts with the BMI Calculator the user then enters their information and 
generates their BMI this all gets stored in the database. The user can view the 
history of the previous calculations. This page for viewing previous calculations is 
populated from the database the user can the delete or print their history. If they 
delete the history, it is deleted from the database.  

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the BMI Calculator.  

Activation 

The activation is started when the user opens the BMI Calculator from the main 
menu and then begins the process of inputting, managing, and interacting with 
the entries. 

Main flow 

1. The user opens the BMI calculator.  
2. The user enters in their Weight, Height, Gender, and Age.  
3. The user then clicks the calculate button.  
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4. The function calculates the BMI based on the entered values and displays a 
result along with a BMI classification and the ideal weight of someone with 
the entered parameters. 

5. The BMI, classification, and Ideal weight along with the input values are 
stored to the database.  

6. The user can press the clear button to reset the input fields for a new 
calculation. 

7. The user can press the view button to view previous BMI calculations. 
 
 

 
Alternate flow 

A1: User chooses to not calculate BMI. 
 

1. In step 3 of the main flow the user instead of pressing calculate decides to 
press the clear button instead as they do not want to calculate the BMI 
 

Exceptional flow 

E1: User tries to enter unrealistic values for age weight or height. 
 
1. If the user enters a value that is unrealistic for the age, weight, or height the 

function will display a message to the user telling them to enter a realistic 
value.  
 

Termination 

User is done with the BMI calculator and presses the main menu button or just 
closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.20. Requirement 7 Habit Tracker  
2.2.1.21. Description & Priority 
This use case is for the habit tracker function of my system. The habit tracker allows a 
user to be able to track their habits. The habit tracker takes in the user’s habit name, 
Frequency, Goal, Progress, Notes, and date of the record. The functionality is in the form 
of a crud format. This is an effective means for managing habit entries. Users can view 
their habits in the table in the habit tracker. This functionality is high priority as it is one 
of the core parts of this system.  

2.2.1.22. Use Case 
Requirement Number 7 on List of Functional Requirements. 

Scope 
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The scope for this requirement is a habit tracker that allows a user to be able to 
input their habit, frequency of habit, goal, progress, notes, and date. It should 
have functionality to update, delete and print the habit entries. It should only 
show the user their habits.  

 

Description 

 In the below use case diagram, we can see that the user interacts with the habit 
tracker they can add, update, delete or print their habits. If a user updates, adds 
or deletes an entry it modifies the database, and the information is sent back to 
the Habit Tracker table which is updated.  

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the habit tracker.  

Activation 

The activation is started when the user opens the habit tracker from the main 
menu and then begins the process of inputting managing and interacting with 
the entries in the tracker.  

Main flow 

1. The user opens the habit tracker feature.  
2. The user fills in the information for their habit. 

The user presses the add data button.  
3. The system saves the meal entry to the database. 
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4. The system updates the table to show the users entered habit. 
5. The user has options to update delete or print the entry.  
6. If the user uses update, they can modify the selected entry and then press 

the button to save it to the database. 
7. If the user presses the delete button the selected entry is deleted from the 

database. 
8. If the user wants to print the system presents a print screen where a user can 

select their printer and print  
9. The user can navigate back to the main menu. 

 

 
Alternate flow 

A1: User chooses to not input a new entry. Instead, the user wants to view 
previous habits. 

 
3. The system retrieves and shows the previous entries in the table.  
4. The user can select a habit entry and can update delete or print it. 

 
 

Exceptional flow 

E1: User tries to delete or update without selecting an entry. 
 

2. If the user selects to update or delete an entry that does not exist, the 
system shows an error to the user.  

 
Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.23. Requirement 8 Calorie Calculator 
2.2.1.24. Description & Priority 
The calorie tracker feature allows a user to be able to determine how much calories they 
should consume in a day using factor such as age, height, weight, gender, and activity 
level. It also gives the user the ability to be able to manage and view their previous 
calculations. This helps users make informed decisions about their dietary control. This is 
a high priority as it is one of the core functions in this system.  

Requirement Number 8 on List of Functional Requirements. 

Scope 

The scope for this requirement is a calorie calculator that allows a user to be able 
to calculate their recommended daily calorie intake based on their age, height, 
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weight, activity level and gender. Users can view their previous calculations and 
delete specific entries and be able to print out a table of past results.  

 

Description 

 In the below use case diagram, we can see that upon opening the calorie 
calculator the user has an option to view the history of previous calculations or 
they can enter information into the calorie calculator. Both options interact with 
the database. If the user enters information the entered information is sent to 
the database and if the user views information, they are pulling information from 
the database. When a user deletes a previous calculation, it is deleted from the 
database. 

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the Calorie Calculator.  

Activation 

The activation is started when the user opens the calorie calculator from the 
main menu.  

Main flow 

1. The user opens the calorie calculator.  
2. The user enters their age weight height gender and activity level into the 

feature. 
3. The user clicks the calculate button.  
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4. The system then calculates the recommended calorie intake based on this 
information. 

5. The system then displays the result on a label. 
6. The system then saves the input and calculation result to the database. 
7. The user has the option to use the clear button which will reset the input 

fields.  
8. The user can then click the view button which opens a new window which 

has a table populated with previous calculations done by the user and the 
input data that goes along with that data.  

 
Alternate flow 

A1: User presses the clear button. 
 

1. The system clears all input fields allowing the user to input new values. 
 

Exceptional flow 

E1: User tries to enter unrealistic values for age weight or height. 
 
1. If the user enters a value that is unrealistic for the age, weight, or height the 

function will display a message to the user telling them to enter a realistic 
value.  
 

Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.25. Requirement 9 Set Reminder 
2.2.1.26. Description & Priority 
The set reminder feature allows a user to be able to be able to create and manage 
reminders in this application. Users can enter the reminder text and select a date for the 
reminder from the calendar. The user can then use the two spinners to be able to set 
the time of the reminder. This feature allows a user to be able to set personalised 
reminders. This has a high priority as it plays a core function in my systems functionality.   

Requirement Number 9 on List of Functional Requirements. 

Scope 

The scope of this feature is that it allows a user set reminder for various 
activities. The user can input the reminder text. They can also select a date and time 
for the reminder. The user can then view the history of previous reminders. The user 
can be able to delete specific reminders from the history. The user can also print off 
a list of reminders.  
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Description 

 In the below use case diagram, we can see that upon opening the reminder 
function the user has two options. They can create a reminder or else view 
previous reminders. If the user selects to view previous reminders, they are met 
with a table with the information from previous reminders this is populated by 
the database. From here a user can delete a selected entry or else print off the 
list of reminders. If the user wants to set a reminder, they full out the reminder 
text they select the date and then select the time for the reminder. When its 
time for the reminder to off the system will make a noise and alert the user of 
the reminder.  

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the reminder option.  

Activation 

The activation is started when the user opens the reminder option from the main 
menu.  

Main flow 

1. The user opens the reminder functionality in the application.  
2. The user enters the reminder text selects a date and specifies a time for the 

reminder to go off.  
3. The user clicks the create reminder button. 
4. The system then validates the input and creates the reminder with the 

selected details.  
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5. The system then creates the reminder with the specified details.  
6. The system sets up the reminder to be triggered at the specified time.  
7. The system then saves the reminder in the database. 

Alternate flow 

A1: User presses the view button. 
 

1. The user clicks the view button. 
2. The system then opens a window showing reminders that have been 

previously created. 
3. User can review the reminder text date and the time.  

 
Exceptional flow 

E1: User presses the print button.  
 

1. User presses the print button. 
2. The system generates a printable document with all the reminders 

included in the table. 
3. The system then sends the document to a printer.  

Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.27. Requirement 10 API Quote 
2.2.1.28. Description & Priority 
The Random quote feature allows a user to get a random quote from an API. The quote 
is presented to the user on a text field the quote is automatically saved to the database. 
The user can press the clear button if they would like to clear the text field. The user can 
press the view button to view previously saved quotes. In the view window the user can 
select quotes and delete them if they wish. The user can also print out the saved quotes.  

Requirement Number 10 on List of Functional Requirements. 

Scope 

The system should allow a user to be able to get a random quote from an API. It 
should then save this quote to a database. After that the user can view saved 
quotes, delete a selected quote, and print the quote history.  

Description 

In the diagram below we can see that when a user opens up the program, they 
have two options they can either view previously generated quotes by the user 
or else generate a quote which will be saved by a database. If the user generates 
a quote, it is automatically saved to the database. The user can then click the 
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view button and see any quote they have generated, and they can select the 
quote if they like and delete it. There is an option to print the quote as well. If 
the user deletes the quote the change is made to the database. 

 

Use Case Diagram 

 

Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the random quote option.  

Activation 

The activation is started when the user opens the random quote option from the 
main menu.  

Main flow 

1. The user selects the random quote option from the main menu. 
2. The system retrieves a random quote from the API. 
3. The quote is displayed in a text field.  
4. System saves quote to database.  
5. User clicks view quotes option.  
6. A new window opens that displays a table with previously saved quotes.  
7. User closes the window.  

Alternate flow 

A1: Error making API request.  
 

1. The user opens the random quote option from the main menu. 
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2. The system attempts to get a random quote from the API.  
3. If there is an error in the API request the system displays a message saying 

error making API request. 
 

Exceptional flow 

E1: Error parsing JSON 
 
1. The user opens the random quote option from the main menu. 
2. The system attempts to get a random quote from the API.  
3. If there is an error in parsing the JSON, the system displays a message saying 

error parsing JSON.  
 

 
 
Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.29. Requirement 11 Stats and Suggestions  
2.2.1.30. Description & Priority 
The stats and suggestions feature upon opening shows a bunch of stats and suggestion 
from all the other functions in the system. It shows these using SQL queries and nested 
SQL queries. This feature analyses and processes information that has been entered into 
other functions in this system. It retrieves data from the database and applies 
calculations and comparisons and shows the info to the user in meaningful way. This has 
a high priority as it generates significant insights for the user. 

Requirement Number 11 on List of Functional Requirements. 

Scope 

The scope of this use case is utilising existing data within the system to be able to 
provide insights recommendations and visual aids to the user. It is an integration 
of different data sources which applies the right statistical methods to be able to 
provide the user with results that are meaningful.  

Description 

In the diagram below we can see that upon the user opening the stats and 
suggestions feature the user is presented with some stats and statistics that is 
taken from the information entered into the rest of the features of the 
application in the database. The user can then generate some graphs based on 
the calorie consumption data or the BMI calculation data or else bar charts.  

Use Case Diagram 
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Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the stats and statistics.  

Activation 

The activation is started when the user opens the stats and statistics option from 
the main menu.  

 

Main flow 

1. The user selects stats and suggestions from the main menu. 
2. The system gets the relevant data from the other functions in the application 

which are stored in the database.  
3. The system then processes the data.  
4. The system presents the stats and statistics to the user. 
5. The user can then generate a graph for calorie consumption or else BMI data.  
6. The user can also generate a bar for calorie consumption or else BMI data.  
7. The user can go back to the main menu.  

 

Alternate flow 

A1: Not enough Data 
 

1. If there isn’t enough data for a statistic or suggestion the system will tell the 
user that there is a lack of data for that statistic or suggestion 
 

Exceptional flow 
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E1: User tries to generate graph with only one calculation. 
 
1. User presses generate graph button. 
2. User is told there need to be more than one calculation for a graph to be 

generated. 
 
 
Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.31. Requirement 12 Change Password  
2.2.1.32. Description & Priority 
This use case allows a user to be able to change their password within the system. Upon 
the user selecting the change password option from the main menu a new window 
opens and presents the user with three fields one is for the current password the other 
two are for the new password and to re type the new password. The system preforms 
error checking on these fields to ensure that they are not blank and that the new 
password and the re type new passwords match. When the system verifies that the 
current password is correct, and the two new password fields match the password for 
the user is changed.  

Requirement Number 12 on List of Functional Requirements. 

Scope 

The scope of this use case is the functionality to be able to allow a user to change 
their password. It includes the error checking and database operation that are 
necessary to be able to perform this feature. The error handling ensures the 
current password inputs are correct and the new password entries are matching.  

Description 

This use case describes when a user changes their password using the change 
password feature. As seen below the user wants to change password. They then 
change the password which updates the database which has the user’s password 
stored.   

Use Case Diagram 
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Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to open the change password feature.  

Activation 

The activation is started when the user opens the option from the main menu.  

 

Main flow 

1. The user selects the change password option from the main menu.  
2. The system opens a new window with three password fields these are 

current password new password and re-type new password.  
3. The user enters their current password in the current password field.  
4. The user enters their new desired password in the new password field.  
5. The user re-enters the new password in the retype new password field.  
6. User clicks the change password button.  
7. The system verifies that the current password matches the user’s current 

password in the database. 
8. The system verifies that the new password and the retype new password 

match each other.  
9. If both verifications pass the system updates the user’s password with the 

new password 
10. The system displays a message stating that the password has been updated. 

 

Alternate flow 
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A1: If the current password field does not match the user’s current 
password.  

 
1. The system displays an error message indicating that the current password is 

not correct.  
2. The user is prompted to try again. 

 
Exceptional flow 

E1: If the new password and the confirmed password do not match  
 

1. The system displays an error message indicating that the passwords do 
not match. 

2. The user is prompted to re-enter the new password and confirm the new 
password.  

 
 
Termination 

User presses the main menu button or just closes the window. 

Post condition 

The user is back to the main menu.  

2.2.1.33. Requirement 13 Log Out 
2.2.1.34. Description & Priority 
This use case allows a user to log out when they press the logout button on the main 
menu.  

Requirement Number 13 on List of Functional Requirements. 

Scope 

The scope of this use case is to log the user out when the logout button is 
pressed. The user is then brought to the login screen.  

Description 

This use case shows what happens when a user logs out. As seen in the diagram 
below the user is brought back to the log in screen upon pressing log out. 

Use Case Diagram 
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Flow Description 

Precondition 

User has successfully logged into the system. On the main menu the user 
chooses to click the log out button.  

Activation 

The activation is started when the user presses the option from the main menu.  

 

Main flow 

1. User initiates the logout process by pressing the logout option from the main 
menu.  

2. The system closes the users session. 
3. The system redirects back to the login screen. 
4. Login screen is displayed. 

Post condition 

The user is back to the Login Screen. 

2.2.2. Data Requirements 
For the data requirements of this system, I needed a database with quite a lot of tables to be able to 
perform the functions of the features of my application. I needed a table for Users, the BMI 
calculator, calorie calculator, calorie tracker, habit tracker, random quote and the create reminder 
features. 

User must be able to retrieve the information stored in the database.  

Database must be reliable.  
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User must be able to register and create username.  

User must be able to create, read, update, and delete meal data. 

User must be able to store and delete BMI data.  

User must be able to store and delete reminder data.  

User must be able to create, read, update, and delete data for habits.  

User must be able to store and delete quote data.  

User must be able to generate graphs on the BMI and calorie data.  

 

2.2.3. User Requirements 
User should be able to login and be able to register. The user is then taken to the main menu. The 
user can then choose one of the functions in the application. The functions are a calorie calculator, 
BMI calculator, calorie tracker, habit tracker, create reminder, get quote from API and stats and 
suggestions.  

The user can use the features of this application and then view their stats and suggestions and 
create graphs.  

A user must have a computer or suitable device that can use the JVM.  

 

2.2.4. Environmental Requirements 
This system uses the java JDK 1.8. To use this system the user must have a JVM installed on their 
machine. There are no operating system constraints. The dependencies used in this application are: 
JSON, okhttp, httpclient and sqlite-jdbc 

  <dependency> 

        <groupId>org.json</groupId> 

        <artifactId>json</artifactId> 

        <version>20210307</version> 

    </dependency> 

</dependencies> 

 

<dependency> 

    <groupId>com.squareup.okhttp3</groupId> 

    <artifactId>okhttp</artifactId> 

    <version>4.9.1</version> 

</dependency> 
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<dependency> 

    <groupId>org.apache.httpcomponents</groupId> 

 <artifactId>httpclient</artifactId> 

    <version>4.5.13</version> 

</dependency> 

 

<dependency> 

    <groupId>org.xerial</groupId> 

    <artifactId>sqlite-jdbc</artifactId> 

    <version>3.20.1</version> 

</dependency> 

 

<dependency> 

    <groupId>org.jfree</groupId> 

    <artifactId>jfreechart</artifactId> 

    <version>1.5.4</version> 

</dependency> 

2.2.5. Usability Requirements 
System must be easy to use and navigate. The system should be consistent in terms of speed and 
layout. The system should have adequate error handling. The system should be able to be used in a 
smooth manner with little to no loading times. The system should be compatible across many 
operating systems.  
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2.3. Design & Architecture 

 

The design and architecture of this project is based on a Java NetBeans application built on 
JDK 1.8. This system consists of a Java application that interacts with an SQLite database. To 
create this system, I used Java swing to be able to provide the user with an appropriate UI to 
be able to use the system intuitively. 

The SQLite database is designed to be able to store information the user enters the 
program. I decided to go with an SQLite database as it was the one that suited my needs best. 
SQLite is lightweight and is self-contained. This made it a great chose for implementation into my 
project as there was no need for a database server. SQLite also provides other benefits such as the 
fact it is cross platform. It will work on Windows, Mac, Linux, and Android and IOS. SQLite is also very 
reliable and stable with a great proven track record.  

After deciding to use SQLite I started to make my tables. Below are the tables that are used in my 
application. 

Accounts Table: 

 
CREATE TABLE Accounts ( 

    User VARCHAR(20), 

    Pass VARCHAR(20), 

); 
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This table is to store the user’s information upon registering in the system. This table is also use for 
the login screen to allow a user to be logged in. Upon the user entering their details the system 
checks to see if their account exists in the database. 

Calorie Tracker Table: 

CREATE TABLE CalorieTrack ( 

    id INTEGER PRIMARY KEY AUTOINCREMENT, 

    MealName VARCHAR(150), 

    Food VARCHAR(150), 

    Calories INTEGER NOT NULL, 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

This table is to store the information that is entered into the Calorie Tracker function of the system. 
The system stores the ID, which is auto generated. The meal name, the food, the calories, and the 
date. The user is determined by what user logged into the system initially.  

Habit Tracker Table: 

CREATE TABLE HabbitTrack ( 

    id INTEGER PRIMARY KEY AUTOINCREMENT, 

    HabbitName VARCHAR(150), 

    Frequency VARCHAR(150), 

    Goal VARCHAR(150), 

    Progress VARCHAR(150), 

    Notes VARCHAR(150), 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

This table is used to store the information of the users’ habits in the habit tracker function of the 
system. It stores the ID, which is automatically generated. The habit name, the frequency of the 
habit, the goal of the habit, the progress of the habit, the notes from the user and date are stored. 
The user is determined by what user logged into the system initially. 

BMI Calculator Table 

CREATE TABLE CalculatorBMI ( 

    id INTEGER PRIMARY KEY AUTOINCREMENT, 
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    Weight REAL, 

    Height REAL, 

    Age INTEGER NOT NULL, 

    Gender VARCHAR(150),  

    BMI REAL, 

    Classification VARCHAR(250), 

    Ideal_Weight REAL, 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

This table is used to store information from when a user uses the BMI Calculator part of the system. 
This table stores an ID for the record which is auto generated it also stores inputs from the user such 
as Weight, height, age, and gender. It then stores what the function generates based on this 
information. This is the BMI, classification, Ideal Weight. The date is automatically entered by the 
system. The user is determined by what user logged into the system initially. 

Calorie Calculator Table:  

CREATE TABLE CalorieCalculator ( 

    id INTEGER PRIMARY KEY AUTOINCREMENT, 

    Age INTEGER NOT NULL, 

    Weight REAL, 

    Height REAL, 

    Gender VARCHAR(150), 

    ActivityLevel VARCHAR(150), 

    Result REAL, 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

This table stores the information from the calorie calculator part of my system. The ID here is auto 
generated by the database. The user input is saved such as the age, weight, height, gender. The 
system then generates the result and automatically adds the date. The user is determined by what 
user logged into the system initially. 

Random Quote Table: 

CREATE TABLE RandomQuote ( 
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    id INTEGER PRIMARY KEY AUTOINCREMENT, 

    Quote VARCHAR(255), 

    Author VARCHAR(100), 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

This table stores the random quote that is got from an API for a user. Upon clicking get quote the 
quote is got and saved to the database. The ID is auto generated by the database. The quote and 
author are got from the API parsed and added to the database. The date is added by the system. The 
user is determined by what user logged into the system initially. 

Reminder Table 

CREATE TABLE Reminder ( 

    id INTEGER PRIMARY KEY AUTOINCREMENT, 

    ReminderText VARCHAR(255), 

    DateReminder VARCHAR(100), 

    TimeReminder REAL, 

    Date DATE, 

    User VARCHAR(20) NOT NULL 

); 

In this table the information enter by the user in the reminder feature of my system are saved. ID is 
auto generated by the database. Reminder text, date reminder and time of reminder are all inputs 
provided by the user. The date is added by the system automatically. The user is determined by 
what user logged into the system initially. 

The application also uses an external API to be able to get a random quote for the user. This 
works by using the okhttp dependency and the json dependency.  

The charts in this system were generated by using the JfreeChart dependency.  

2.4. Implementation 
Describe the main algorithms/classes/functions used in the code. Consider to show and 
explain interesting code snippets where appropriate. 

For this section, the implementation, I am going to go through the code and the 
functionalities of my system and explain each of them. I will also highlight the algorithms 
used when it comes to the functions of this project too.  I will start from the beginning 
and work my way through the application.  

Upon opening the application, the user is met with a login page. Here a user has the 
option to log into the system or else to register themselves.  
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For demonstration purposes I will now register a new account. To do so the user would 
click the register button to be brought to the registration window. 

 

Here a user has the option to be able to create a username and a password I will begin 
my filling out this info and pressing register.  
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The user can now login to their newly created account. Below is the code for this 
registration function.  

 

As seen in the above screenshot if the user passes the error checking their account 
information is inserted into the SQLite database it is done through the code and sql 
statement on line 156. I will now demonstrate the error handling in this.  
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This is what happens if the username is already taken by another user. This is executed if 
the try block fails. On line 155 For this try block to be executed there is preconditions. As 
seen on line 150-154 there is an if and two else if statements. These verify that there is 
something entered the username field and that the two passwords match I will put a 
screenshot of the two preconditions working below. 
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It is important to note that this all only works with a database connection being 
established. I will now show the database connection being established. It starts off with 
a file called DbConnection. I will put the code of this file below. 

 

This is quite a small class but essential in this system. It has a simple try catch block that 
establishes the database connection it does this using the SQLite dependency from line 
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19 to 22 the connection is being made. The most important line is line 20 this connects 
to our LoginAccountsDB which is the name of the database for this system. If this fails, 
the catch block gets activated and prints an error message with the exception message. 

On the register page the database connection is established by the following code. 

 

At the beginning lines 21 – 23 are global variables that are getting initialised to be able 
to allow the database connection. The next important bit of code is the constructor. It is 
line 36 this connects to the database using the DbConnection class.  

If we look back at the register code, we can see the use of prepared statements this 
keeps the application secure and provides good performance and maintainability. 

 

On line 172-175 we can see some prepared statements being used.  Once a user has 
been registered the user can then close the registration page and then login to the 
system. The code for the login is below.  
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This works by using a SQL select statement. The statement can be seen on line 150. It 
selects from the accounts where the username and password match one of the entries 
in the system. The try block then activates and the first line in the try block is grabbing 
the username typed into the username filed in the system and assigning it to a variable. 
The variable is User. This is very important as this is the foundation for the session 
management throughout the system. The lines 160-163 this is the use of prepared 
statements. Line 161 sets the first parameter in the prepared statement to the User 
variable. 162 sets the second parameter in the prepared statement to what is typed in 
the password field. The line 163 executes the prepared statement and then returns a 
result set. That’s what the rs stands for. The rs.next makes sure that the result has at 
least one row. If there is a row that means the credentials matched a row in the 
accounts table which means the user exists on the system. This allows the code inside 
the if statement to run which opens the main menu and allows the User variable to be 
passed through. After this the connection to the database is closed as this is good 
practice.  

If the user does not exist in the database, the else statement runs letting the user know 
that they have had no joy in logging in and to try again.  

So, we will try login with invalid credentials first and then we will login with valid 
credentials  
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This is what happens when a user logs in with invalid credentials below is what happens 
when a user logs while leaving either the username or password blank. 

 

This will happen if the username or password field is left blank. Below is what happens 
when a user successfully logs in to the system.  
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Upon pressing the ok button, the user is brought to the main menu.  
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In the main menu screen, we can see that there are many buttons. 7 in the centre and 2 
in the right-hand corner. There is also some text in the top left-hand corner to indicate 
which user is using the system. In the centre the functions of the system can be seen. 
The BMI calculator, the calorie tracker, habit tracker, calorie calculator, reminder, 
random quote and stats and suggestions all have their own buttons and icon. If a user 
clicks one of these buttons they will be taken to that feature. On the right-hand side 
there is the change password feature and then the logout button.  

The BMI calculator lets a user be able to calculate their BMI. The calorie Tracker allows a 
user to be able to track their calories. The habit Tracker allows a user to be able to track 
their habits. The calorie calculator allows user to be able to track their calories. The 
reminder button opens the reminder page which allows a user to be able to create a 
reminder. The random quote gets a random inspirational quote for a user form an API 
and the stats and suggestions generate statis and suggestions for the user bases on 
information they entered in the other features. It also allows a user to be able to 
generate graphs bases on the calorie tracker data and the BMI calculator data. 

The main menu also plays a big role in the session management of the system. The User 
variable was passed through to the main menu upon a user logging into the system. This 
user value is assigned to a variable in the Main Menu.  

 

In line 26 we can see that the User is passed through into the Main Menu. There is a 
global variable established in this menu code that is to be used. This variable is on line 
24 and it is the LoggedInUser variable. On line 35 the LoggedInUser is set to equal the 
User value. We now have the user who logged in passed into the main menu. This is 
then displayed by line 36 which sets the label at the top right of the screen to show 
which user is currently logged into the system.  

This is the basis of the session management of the system. The LoggedInUser will be 
passed through the program as the user opens different features.  

The main menu serves as the gateway to all the other features in the system. Below I 
will show one of the buttons from the 7 centre buttons. I will show one button as each 
of the 7 buttons work the same way.  
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Here we can see that the button works by opening the class that is called CalculatorBMI. 
This class has no main method so it can only be opened from here. In line 271 we can 
see that the LoggedInUser is being passed into the CalculatorBMI class that’s being 
opened. This process is repeated for the other 6 buttons in the centre.  

I will now show the two buttons that are on the bottom right-hand corner of the screen. 
These buttons are the change password button and the logout button. I will put the 
code for the logout button below.  

 

As seen in the above screenshot if a user selects to logout the user is asked if they are 
sure if they want to logout. It gives them a yes or no option. This can be seen on line 
245. If a user presses No the confirmation dialogue closes but if the user presses the yes 
option, the code from within the if statement on line 246 gets triggered. The code inside 
the if statement brings the user back to the login page but does not pass the 
LoggedInUser value through so the user is back to the start.  

I will now go through the change password button. This is like the code for the main 7 
buttons for opening the features of the application. The code can be seen below.  

 

Here the LoggedInUser value is being passed through. I will now go through the main 
features of my system. I will begin by starting from the top of the main menu. The first 
feature is the BMI calculator. To open the BMI calculator the user just must click the BMI 
Calculator button. Upon clicking the BMI calculator a new window is opened and the 
BMI calculator can be seen.  
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The BMI calculator calculates the users BMI by taking in their weight, height, age, and 
gender. When a user enters in these values the calculate button can be pressed to 
calculate the users BMI. The result is displayed on the bottom left of the window. The 
user can also clear the textfields by pressing clear. After this the user can press view 
which opens a new window for the user to be able to view previous BMI calculation and 
be able to delete past calculations.  

I will show you what happens when a calculation is created. 
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As seen a message comes up saying that that the BMI information has been saved to the 
database. In the bottom left corner, the calculation for the BMI has been produced. It 
gives a calculation, classification, and Ideal Weight for the user. The user input along 
with the Three generated results are saved to the database. I will now put the code for 
the calculate button below.  

 

 

As seen in line 234-237 the input is being taken in from the user to perform the 
calculations for BMI.  

The if statement from line 241 to 246 sets out the different calculations for the ideal 
weight of a user depending on if they are a man or a woman. It is calculated using the 
height of the user and the gender. There are two equations and depending on if you are 
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a man or a woman your height is plugged in to generate the users’ ideal calories.  Line 
246 sets out the equation for BMI. This is calculated by dividing the weight of the user in 
kilograms by the square of the height of the user in meters. The height is taken off the 
user in centimetres but is divided by 100 in line 235 so the system sees the height in 
meters.  

Once the BMI is calculated there is a classification attributed to the BMI. This is done in 
line 248-256 depending on the BMI value the classification can either be Underweight, 
Normal Weight, Overweight, or Obese. The if statements control the outcome.  

Lines 258-266 set the labels to print out the results from the BMI calculations. The labels 
are originally hidden but become visible when there is a calculation.  

Lines 268-281 control the saving of the data to the database. Line 268 has the SQL 
statement uses an INSERT to insert the data into the database. It is a prepared 
statement, and it is executed on line 269.  The rest of the lines are just plugging the 
values into the query. This is then done on line 281. Line 283 and 284 show a message to 
the user that the data has been saved to the database and then it closes the connection. 

So far, all the code discussed has been in a try catch block. The code explained was in 
the try block. There are two catch blocks. The first one catches a number format 
exception. This produces an error if the user does not enter a valid input for weight, 
height, and age. This can be seen working below.  

 

As seen in the above screenshot the system prompts the user to enter a valid input for 
weight, height, and age.  
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The next catch block catches the SQL exception. If there is a SQL exception it displays a 
message saying error saving BMI information to database.  

I will now show the clear button which resets all the labels for results and the textfields 
for the user’s input.  

 

 

The next button is the view button which opens a new window where the user can view 
previous calculations. Below is the code for the view button.  

 

This code opens the view class and passes the LoggedInUser value for session 
management. Upon clicking this button the views sees this window.  

 

Here the user can see the information entered the database when the user preformed 
the calculation. The user has two options here and that is to either delete an entry or 



52 
 

print all entries. As seen the information that was used for the calculation and the result 
are stored here. The print button prints the contents of the table if the user presses the 
print button it looks like this. 

 

A user can then choose to print out the contents of the table. The code behind the print 
button is below. 

 

A user can click an entry and then delete if so choose. Below is a screenshot of this. 
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Entry is clicked.  

 

User presses delete. If a user presses no it closes the dialogue, and nothing is deleted. If 
a user presses yes the entry is deleted.  
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Entry was deleted.  

The code for the delete button is below. 

 

The delete button first asks the user if they are sure if they want to delete this row. This 
is on line 158. On line 159 there is an if statement that if the user presses yes will 
activate a try catch block the try deletes the entry from the database it does this by 
deleting from the database where the ID is a certain value. This can be seen on line 163. 
You may have noticed there is no visible ID in the table. There is in fact an ID attributed 
to each entry the ID is just not visible to the user. Below is a screenshot of the database 
and you can see the ID.  

 

To get the ID for the entry of the table there is an array list declared amongst the local 
variables. Of the class for viewing the BMI results. 



55 
 

 

This Arraylist is then used in the delete button code. In the first two lines of the try catch 
block line 161-162 the system retrieves the index of the selected row from the table. It 
then gets the id value from this row. This allows the statement on line 163 to run. It is 
put together on line 164 and on line 165 the id is plugged into the query. On line 166 the 
statement is run.  After this the user sees a message saying the row has been deleted 
and then the database connection is closed. The update table method is then executed 
which I will show next. 

The update table method is an important method, and it is called in the constructor of 
class and anytime the table needs to be updated. I will show the code for the update 
table method below.  

 

This code establishes the connection to the database in line 196. It then has an if 
statement to verify the connection to the database. If there is a connection it runs the 
code inside the if statement. The first thing it does is clear the table this is good practice 
as it will stop duplicates of entries being seen. This is done on line 198-199. The SQL 
query is then prepared to select all the information to be displayed in the table. It is 
important to note the LoggedInUser is used to for the where clause in the SQL where 
clause is “WHERE User =”. This ensures that the user can only see the results that they 
have added. 

Next the system runs a try block this gets the statement ready. There is an object array 
declaration and an array list for the id. The while loop goes over the result set to get the 
values for each column. 
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It then adds the value for the id to the ids list. This is on line 209. It then populates the 
object array with the retrieved column values. It then adds the column data to the table 
using line 219.  

The last thing is the close button which disposes of the view window for the BMI 
calculator.  

 

This concludes the view of the BMI calculator. When the user presses close, they are 
taken back to the calculator where the user can then click the button to return to the 
main menu. This is the same code as the close button. As these are new windows being 
opened the button will close them windows. 

Now back at the main menu the next feature is the calorie tracker. 

 

Upon opening the calorie tracker, we can see this window below. 
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This calorie tracker takes the form of a crud application here we can see the user can 
enter the name of the meal they are about to eat. They can then enter the food and the 
calories associated with that food after that the user can use the calendar to select the 
date they are entering. The user then has 4 buttons below this. These buttons are add, 
update, delete and print.  

The add button adds the information the user has inputted into the Meal, food, calories, 
and date. The delete buttons works like the view on the BMI calculator. When the table 
is populated, it allows a user to be able to be able to click on an entry to the table and it 
will populate the meal, food, calories, and date input field. The user can press delete 
when an entry is selected, and it will delete the entry. The update works when an entry 
is selected it will populate the relevant fields, the user can then make an edit to the data 
and then press update to update the record. The print feature works the same way as 
the print in the BMI calculator.  

The table is populated using an update Table method. The code for this is seen below.  
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This code is very similar to the code for the update table in the BMI calculator so I will 
not go into dept explaining it as there is already an explanation there. 

I will add an entry to the table to show what happens and how its done. After the input 
fields have been entered by the user the user can press the add data button to add the 
data to the database.  

 

Above is before pressing add. Below is after. 
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The add button has added the information to the database. The code for the add button 
is below.  

 

At the beginning of this on line 296 there is the SQL query getting ready. It is an insert 
statement which inserts into the CalorieTrack table the meal name the food the calories 
the date and the user who is logged in. 

The try block here runs inserts the information into the database. On line 299-302 it 
prepares the SQL statement, and it uses prepared statements and gets the information 
from the inputs of the user. Line 303 gets the date from the calendar the user uses to 
input the date. Line 304-305 parses the date into the format dd-mm-yyyy. After all the 
parameters for the query have been set the statement is executed on line 309. Notice 
that the user is also being added to the database on line 307.  
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Once the data has been added a dialogue box opens saying the system has been 
updated. The database connection is then closed on lines 311-312. After this then 
updates the tale to show the new addition in line 316.  

I will now show the update button. To use the update button, you must select the entry. 

 

Once the entry has been clicked the input fields are populated with the information 
from that entry. A user can then make a chance and press update. For demonstration 
purposes I will change the 350 to 400 and press update. 

 

This message pops up and upon clicking ok the table refreshes.  
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I will now show the code for the update button.  

 

This code is very much the same as the add button so I won’t explain it all I will just 
explain where it differs from the add button. As seen in line 347 the SQL statement start 
with UPDATE instead of INSERT. It does this as we do not want to add a new entry, we 
just simply want to update an entry. In the statement it says to update meal name, food, 
calories, and date and they are all equal to a question mark. These question marks have 
been seen in previous statements and they represent the values that will be plugged in. 
Notice it also uses the id field for the update. This is done because the id field is unique 
to each entry so that’s why it says update WHERE id=?; 

The ID is got from the lines 359-360 from the selected row.  

That’s it for the update button I will now show the code for making the table selectable 
and able to populate the input fields upon selection.  
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The first two lines let the table be able be selected. The lines 323-332 add the values 
from the table to the input fields. The first three the meal name the food and the 
calories are done quick the date however has to be parsed back into the format the java 
date works with.  

I will now show the code for the delete and the print buttons. Below is delete.  

 

The delete button is very much the same as the delete in the view BMI calculator so I 
will not explain or demonstrate again. 

Below is the Print button code. This too is very much the same as the view BMI 
calculator so I will not explain or demonstrate again. 

 

This concludes the Calorie counter.  

The user can then press the main menu button to go back to the main menu.  

Next its time for the habit tracker  
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Upon Opening up the habit tracker this is what the user sees  
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It is also a crud style application. This is the best fit for a habit tracker feature. It is very 
similar to the Calorie tracker so I will not explain the code for this feature.  

I will now move onto the next feature. The next feature is the calorie calculator.  

 

Upon clicking on the calorie calculator button, the calorie calculator opens. Below is a 
screenshot.  
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Upon opening the calorie calculator, the user is presented with some text giving a brief 
explanation of how the feature work. It states that this calculator uses the Harris 
benedict equation to first calculate the users BMR which is the users’ basic metabolic 
rate. This is the number of calories a user would consume if they were at res all day. The 
number is then multiplied by a factor that considers the persons activity level. This then 
results in the user’s total daily expenditure.  

This calorie calculator calculates the number of calories the user needs to consume in a 
day.  

The user is presented with 3 fields and 2 combo boxes upon opening the feature. The 
clear and view I have described in previous features so I will just show the calculate 
button which does the calculation and saving to the database. There is 3 screenshots for 
this button as it contains a large amount of code I will describe the code in each 
screenshot below the screenshot 
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In this screenshot we can see that there is age, weight and gender variables set up. 
Gender is being got from the gender combo box. There is then a try block which takes in 
the age, weight, and height of the user. These are in a try catch block as the catch 
catches a number format exception this is done for validation purposes. The activity 
level then then got from the activity level combo box on line 287. Lines 289-300 is 
validating the users input ensuring that they do not type in ridiculous values. Next the 
BMR for the user is being calculated in lines 302-307 this is done by determining if the 
user selected male or female into the combo box for gender. It then plugs the weight 
and the height of the user into the formula to calculate the basic metabolic rate.  
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In the above screenshot the total daily expenditure is being calculated. This is done using 
a switch statement. If the user selects either sedentary, lightly active, moderately active, 
very active or super active the BMR is multiplied by a different figure depending on 
which option was chosen. If a user does not select a valid activity level a dialogue box 
appears telling them to select a valid activity level. 

 

From line 331 to 357 this code saves the input and result to the database. I will not 
explain this as it has been explained previously for other files. It follows the same 
method. In lines 358-359 the labels for the result are made visible and at line 360 the 
result is printed. I will show the feature working below.   

 

After plugging in the information and pressing submit there is a dialogue that says that 
the calorie information has been saved to the database. The result then appears at the 
bottom left of the window. This concludes the calorie calculator. 

I will now move onto the next feature this is the reminder feature.  
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Upon clicking the reminder button, the user is taken to the reminder feature.  
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To set a reminder the user adds some reminder text and the date and time of the 
reminder. Once this is entered the user can press create reminder.  
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As seen in the above screenshot the reminder has been created. I will show below what 
happens when the reminder goes off.  

 

The reminder gets saved to the database upon creation. 

 

 

 

Here is the code for the reminder below 
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From line 222-227 the feature is checking to make sure there is a message for the 
reminder. Line 229-231 is getting the time and date for the reminder from the calendar 
and the two spinners.  After this on line 233 a Local date time object is created to 
represent the time and date of the reminder.  Lines 235 -243 is an object that is used for 
when the reminder goes off. Here it shows a dialogue for the user to see the reminder 
text and plays a beep noise. 

Lines 245-246 uses the timer class to be able to get the reminderTask to be set off at a 
scheduled time.  

Lines 249-251 formats the time and date of the reminder to strings that represent the 
time and date of the reminder and then shows a dialogue telling the user that the 
reminder has been created. After this the information for the timer is stored to the 
database. I won’t go over this again as I have gone over this before and the code is 
nearly the same. It follows the same procedure.   

The user can use the view button to show previous reminder or reminders set for the 
future. I won’t go over this feature as it is the same as in the BMI calculator just for the 
reminders.  

I will now move onto the next feature.  
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The next feature is the Random Quote feature. A user can open this upon clicking the 
random quote button.  
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This feature generates a random quote for the user from an API it receives the quote in 
JSON format and parses it into a more readable format. To use this the user just clicks 
get quote. Below is what happens after user presses get quote a user can then clear the 
quote if they wish or view the quotes they have generated  

 

Below is a screenshot of the view window.  



74 
 

 

As seen above the quote is saved to the database and displayed on the table. As I have 
already explained the view and the clear in the previous features I will just explain the 
code behind the get quote button.  

 

The line 177 is a variable that stores the URL from which the quote is got from. Line 179-
182 creates a OkHttpClient instance and then builds a request with the url. In the try 
block the request is executed on 185 and the response is obtained. Line 186 gets the 
quote in the form of JSON. The JSON response is converted to a JSONArray  this allows 
for accessing the individual parts of the response. After this the first quote object in the 
array is got in line 189. After this the quote is broken into the quote and the author. For 
the reader in the text box on the quote window the quote and author are stuck together 
for reading purposes.   
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On line 196 the response is closed for proper resource management. The rest of the 
code inserts the quote to the database. As I have already explained this process in 
previous features, I will not be explaining it again. On lines 213-219 the catch for the try 
blocks is here. The first catch catches the IO exception if there was an error making the 
request to API. The second is for if there was an error parsing the JSON response and the 
last is for if there was an error adding the quote to the database.  

I will now move onto the last feature which is the stats and suggestions. 
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To open this feature a user presses the button for stats and suggestions. Upon opening 
this is what a user sees below. 

 

The user can see suggestions based off BMI and calorie data. They can see if they have met their 
calorie goal, they can see how many quotes have been generated and they can see how many 
reminders have been generated. They can see how much calories in an average meal and they 
can see the most recent calorie reccomendation the user can also see the average calories 
consumed in a day. At the end the user then has the option to be able to generate a graph or bar 
chart on the calore consumption of the user or else a graph on the BMI data and bar chart. 

I will populate the system with more entries to show all these stats and suggestions better.  
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I have populated the system with more data to show the feature better. The first part 
the suggestion based off the BMI and calorie data it is telling the user that they are 
eating too many calories with a high BMI. This suggestion uses the most recent BMI 
recommendation and the most recent day of calories. If they meet a certain criteria this 
message is triggered.  
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Above is most recent BMI. Below is the most recent calories for the day. 

 

Ass seen from the above screenshots the most recent BMI was overweight and the most recent 
calories is 2600. If we look at how this suggestion is created we will see why this message was 
made. 
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This first screenshot gets the most recent BMI reading from the user. It does this by running the 
query on line 373. It  gets the most recent by ordering by id and using a descending limit of 1. 

 

This uses a nested SQL query to grab the most recent calorie data from a user. It gets the most 
recent date of calories entered by the user and groups them together with the calorie amounts 
and adds them up. It does this on line 405. What’s in the brackets in the SQL statement is 
essentially like a variable for the date that will grab the most recent dates calories.  
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At the end is a bunch of if statements to give a label to the two results for the user to read. For 
example for this demonstration if statement on line 445 was triggered due to the total calories 
being 2600 which is greater then 2500 and the BMI is over 25. Depending on the results one of 
the if statements will be triggered. If there isn’t enough data for either the BMI or the calories 
the lines 438-444 will be triggered depending on the reason.  

I will now move onto the second suggestion. This is the have you met your calorie goal today. 
Screenshot below. 

 

This suggestion checks if you have consumed more calories today than was reccomened for you 
by the calorie calcultor. In this case we have.  

The most recent calorie recommendation is below. 
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As seen in the screenshot the most recent calorie recommendation is is 1932 calories. Today we 
have exceeded this due to consuming 2600 calories. I will show the code for this suggestion. 

 

The first SQL statement on line 459 gets the most recent result from the calorie calcuator for the 
user.  
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The second SQL query gets the most recent days results from the from the calorie tracker. It gets 
the results and uses the nested query to be able to get date for the most recent and the outer 
query gets all the calorie values for that date. This gives the value of all the calories logged eaten 
in that day.   

 

There is then some if statements to print a label for the result of the two querys when comapred 
against each other. The first is making sure the calorie result isnt 0 otherwise it tells the user to 
calculate their total reccomended calories. If total calories consumed today is greater than the 
calorie result which in this case it is the user gets the message that they have consumed too 
many calories today. If it is less then the user gets the message that they have consumed fewer 
calories than reccomended and if the result of the reccomendation is bigger than the total the 
user is told they are still within their calories for the day. 

It is time to move onto the third suggestion.  
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The third suggestion is how many quotes are generated by the user logged in. In this case test is 
the user logged in.  
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As seen in the above screenshot the user test has generated 2 quotes. Below I will show you thr 
code behind being able to get the result on the stats and suggestions page. 

 

This is quite a simple query. The query on line 531 gets a count of the quotes in the database 
where the user is equal to LoggedInUser in this case it is test.  

I will now move onto the next stat and suggestion. Which is how many reminders generated.  
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I will show the table of reminders for test below. 

 

As seen in the table test only has one reminder.  
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The code for producing the result on the stats and suggestion page is below. 

 

This code is very similar to the how many quotes code. It works by using the sql query on line 
570. This gets the count of quotes thay have the user as LoggedInUser which in this case is test.  
 
I will now move onto the next suggestion. This is how many calories in a average meal. 
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As seen above this calcualtes the average calories that are in each meal. I will show the code for 
this below. 
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This is quite a simple statement. On line 656 the statement is to select the averge calories from 
the calorie tracker table where the user is LoggedInUser. In this case the LoggedInUser is test. 

I will now move onto the next suggestion this is the most recent calorie reccomendation. 
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This stat gets the most recent suggestion for calories from the calorie calucator feature. Below is 
the code for this. 
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As seen on line 614 this uses a query where it gets the result the from the calorie clcaulator table 
by using a select statement and using the order by id DESC LIMIT 1 to ensure it is the most 
recent result.   

I will now move onto the last stat and suggestion this is the Average calories consumed in a day.  
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Below is the code for this stat. 

 

This code has quite a big query. To explain this query its good to think about it as if it was broken 
up. It makes it easier to read. It can be looked at as 2 querys. The first is selecting the sum of the 
calories consumed on each date. It is then counting the distinct dates in the table. What then 
happens is the sum of the calories is devided by the number of distinct dates and this give us the 
average calories consumed each day. Now that the calcuations are done the second part of the 
statement which is actually at the beginning of the query then selects the Avg(DailyCalories) AS 
AverageCaloriesPerDay note how the frst part of the Query I explained is in brackets. This is 
called a nested query.  
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At the end here the connections are closed. 

It is now time to go through the graphs and bar charts. As seen on the stats and suggestions 
page there is a graph and a bar chart for the calorie data and there is a graph and a bar chart 
used for the BMI data. I will explain the bar chat and the graph for the Calorie tracker. I will not 
do the BMI as these are both similar.  
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When these are ran this is what it looks like. First ill do the bar chart. Bar chat below. 
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Next is the calorie consumption graph. Graph below. 
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Below I will show the code for the graph. The graph is made using the JFreeChart dependency.  

 

The query on line 744 is getting the total number of calories per date for user for the graph. 
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Providing the user has calories on at least 2 days a user can generate a chart. The chart frame is 
established on line 768.  

 

on line 779 The chart frame is created. After this the finally block closes all the resources used 
for the chart.  

I will now show the code for the bar chart.  
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On line 819 the sum of the calories for each date that is in the database is collected where the 
user is = LoggedInUser. In this case logged in user is test. On line 838 there is a check to make 
sure that there is calorie data that can be plotted to the graph. On line 841 the bar chart is 
established.  
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On line 852 the chart is created.  A new frame is set to open on the lines that follow 853-863. 
The finally block then closes the resources needed for creating the graph.  

This concludes my stats and suggestions page  

The very last thing to shown on the menu is the change password button.  
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Upon opening up the change password button here is the window.  
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The user has to enter in their current password, new password and to retype their new 
password. If a user fills in this information their password is changed. I will show what haooens if 
a user types in the info but gets the current password wrong. 

 



102 
 

If the user gets the current password right but dosnt have two passwords that match for the 
new password is below. 

 

Now its time for a succuessful change. 
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I will now show the code behind the change password button.  

 

At the beginning of this code we have the 3 fields for the password getting taken in. This is the 
current password the new password and retype new password. These are getting assigned to 
variables. This is on line 165-167. 

Line 169-172 checks to see if a any of these fields are empty and if they are the system prompts 
the user to please enter curent password, new password and to retype their new password.  

Line 174-176 makes sure that the new password and the retype new password field match 
echother. If they don’t the user is prompted that they don’t. 

The variables for database connection are getting initialised on line 178-180. On line 182, a try 
block is runnning which contains the database connection. The database connection is on line 
183. Line 185 gets the password for the current user so that it can be verified against what the 
user typed in. Line 192 verifies if the current password is correct. If it is not it prompts the user 
that the password is incorrect.  
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On line 214 the try block contains the code where the Password is updated. Line 215 contains 
the statement for updating the password where user is equal to LoggedInUser. Line 220 checks 
to see if any rows have been changed if they have that means the password change was a 
success. Otherwise it will tell the user that the password change was not a success. There is a 
catch block to catch the SQL Exception on line 225. After this the finally block closes the 
resources. This concludes the implementation of the system.   

 

 

 

 

2.5. Graphical User Interface (GUI) 
In this section I will discuss the GUI elements of my program. I had done a lot of this 

during my implementation so I will keep this section brief. I will first start off by showing 
screenshots of my prototype and then I will go through my actual application and explain 
both.  
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Prototype: 

 

Above is the prototype home screen. As Seen in the prototype I had originally planned 
to use a tabbed interface. After trying this out I decided that it would be too messy to 
implement my project in this way so I decided against that. I decided to have a new window 
and class for function.  
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Above is the calorie counter part of my prototype this has some general fields for 
counting calories and also a field to enter a calorie goal. 

 

 

Above is the screen for a reminder prototype. It has a time for a reminder and a 
reminder text. 

 

The random quote prototype has two buttons one to generate the code and one to save 
the code.  
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Here for the exercise logger prototype, we can see it is trying to mimic a crud 
application. 

 

Here in the statistics tab the prototype has a button for generating statistics and some 
fields that are to be used for the statistics. 

After going through my prototype its strange to see the early-stage ideas of my program 
and now after fully developing it what it turned out like. Below I will put the screenshots of 
my fully developed application.  



108 
 

Login 

 

Register 

 

Main Menu 
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BMI Calculator 
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View BMI Calculator 

 

Calorie Calculator  
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Habit Tracker 

 

Calorie Calculator 
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View Calorie Calculator 

 

Reminder 
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View Reminder 

 

Random Quote 
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View Random Quote  

 

Stats and Statistics  
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Change Password  
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2.6. Testing 
As I had done quite a bit of testing in the implementation section of this report, I will just 
test the main functions of this application. The navigational buttons and supporting 
buttons work as seen in the implementation section.  

For my testing I will be using Unit tests on the different features of my program. I chose 
to do unit testing as I feel it is the method of testing that best fitted my needs. Unit 
testing can provide great insights into how a system functions and preforms. For this the 
system is gone through from start to finish and all the functions tested.  

************************************************************************ 

Name of Test Case: Registration  

Description of Test Case: User goes to register in the BetterU application. 

Expected Result of Test Case: A user creates an account.  

Actual Result of Test Case: Account Created  
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Error handling can be seen in the implementation for the above function.  

************************************************************************ 

Name of Test Case: Login  

Description of Test Case: User goes to login in the BetterU application. 

Expected Result of Test Case: A user logs in  

Actual Result of Test Case: User Logged in.  

 

************************************************************************ 
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Name of Test Case: User tries to log in with wrong credentials.   

Description of Test Case: User enters incorrect information into the login. 

Expected Result of Test Case: User gets told wrong username or password.  

Actual Result of Test Case: User gets error message.  

 

************************************************************************ 

Name of Test Case: User calculates BMI.   

Description of Test Case: User calculates their BMI using the BMI calculator. 

Expected Result of Test Case: User gets to see their BMI.  

Actual Result of Test Case: User sees BMI. 



119 
 

 

************************************************************************ 

Name of Test Case: User enters nonsense into BMI calculator.   

Description of Test Case: Nonsense input added. 

Expected Result of Test Case: User gets warning message.  

Actual Result of Test Case: User gets error. 
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************************************************************************ 

Name of Test Case: User deletes entry from view BMI calculator.   

Description of Test Case: User deletes past BMI calculation. 

Expected Result of Test Case: Database entry deleted.  

Actual Result of Test Case: Database entry deleted. 

 

 

************************************************************************ 

Name of Test Case: User enters entry into Calorie Tracker.  

Description of Test Case: User enters entry into Calorie Tracker. 

Expected Result of Test Case: Entry added. 
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Actual Result of Test Case: Entry added. 

 

 

************************************************************************ 

Name of Test Case: User updates entry in Calorie Tracker.  

Description of Test Case: User updates entry in Calorie Tracker. 

Expected Result of Test Case: Entry updated. 

Actual Result of Test Case: Entry updated. 
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************************************************************************ 

Name of Test Case: User Deletes Entry in Calorie Tracker. 

Description of Test Case: User Deletes Entry in Calorie Tracker. 

Expected Result of Test Case: Entry deleted. 

Actual Result of Test Case: Entry deleted. 
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************************************************************************ 

Name of Test Case: User presses print in Calorie Tracker. 

Description of Test Case: Print button pressed. 

Expected Result of Test Case: Print dialog opens. 

Actual Result of Test Case: Print dialog opens. 
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************************************************************************ 

Name of Test Case: User enters entry into Habit Tracker.  

Description of Test Case: User enters entry into Habit Tracker. 

Expected Result of Test Case: Entry added. 

Actual Result of Test Case: Entry added. 
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************************************************************************ 

Name of Test Case: User updates entry in Habit Tracker.  

Description of Test Case: User updates entry in Habit Tracker. 

Expected Result of Test Case: Entry updated. 

Actual Result of Test Case: Entry updated. 
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************************************************************************ 

Name of Test Case: User Deletes Entry in Habit Tracker. 

Description of Test Case: User Deletes Entry in Habit Tracker. 

Expected Result of Test Case: Entry deleted. 

Actual Result of Test Case: Entry deleted. 
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************************************************************************ 

Name of Test Case: User presses print in Calorie Tracker. 

Description of Test Case: Print button pressed. 

Expected Result of Test Case: Print dialog opens. 

Actual Result of Test Case: Print dialog opens. 

 

************************************************************************ 

Name of Test Case: User calculates calories in Calorie Tracker.  

Description of Test Case: User enters information to calculate calorie in Calorie Tracker. 
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Expected Result of Test Case: Calories are calculated. 

Actual Result of Test Case: Calories are calculated and saved to database. 

 

************************************************************************ 

Name of Test Case: User enters unrealistic values in Calorie Tracker. 

Description of Test Case: User enters unrealistic information in Calorie Tracker. 

Expected Result of Test Case: Error message shown.  

Actual Result of Test Case: Calories are calculated and saved to database. 

 

************************************************************************ 

Name of Test Case: User deletes entry from view Calorie Calculator.   

Description of Test Case: User deletes past Calorie Calculation. 
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Expected Result of Test Case: Database entry deleted.  

Actual Result of Test Case: Database entry deleted. 

 

 

************************************************************************ 

Name of Test Case: User presses print in Calorie Calculator.   

Description of Test Case: User presses the print button in Calorie Calculator.   

Expected Result of Test Case: Print dialogue opened. 

Actual Result of Test Case: Print dialogue opened. 
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************************************************************************ 

Name of Test Case: User sets reminder.   

Description of Test Case: User sets a reminder in the reminder feature.   

Expected Result of Test Case: Reminder goes off. 

Actual Result of Test Case: Reminder goes off. 
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************************************************************************ 

Name of Test Case: User deletes entry from view Reminder.   

Description of Test Case: User deletes past Reminder. 

Expected Result of Test Case: Database entry deleted.  

Actual Result of Test Case: Database entry deleted. 
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************************************************************************ 

Name of Test Case: User presses print in Reminder.   

Description of Test Case: User presses the print button in Reminder.   

Expected Result of Test Case: Print dialogue opened. 

Actual Result of Test Case: Print dialogue opened. 

 

************************************************************************ 

Name of Test Case: User presses get quote in the random quote feature.   
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Description of Test Case: User presses get quote in Random Quote. 

Expected Result of Test Case: Random Quote Generated. 

Actual Result of Test Case: Random Quote Generated. 

 

************************************************************************ 

Name of Test Case: User presses clear in the random quote feature.   

Description of Test Case: User presses clear in Random Quote. 

Expected Result of Test Case: Random Quote cleared from text field. 

Actual Result of Test Case: Random Quote cleared from text field. 
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************************************************************************ 

Name of Test Case: User deletes entry from view quotes.   

Description of Test Case: User deletes past quote. 

Expected Result of Test Case: Database entry deleted.  

Actual Result of Test Case: Database entry deleted. 
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************************************************************************ 

Name of Test Case: User presses print in Random Quote.   

Description of Test Case: User presses the print button in Random Quote.   

Expected Result of Test Case: Print dialogue opened. 

Actual Result of Test Case: Print dialogue opened. 

 

************************************************************************ 

For this next part of the testing, I will have to populate the system with some 
information. As I have previously deleted all the entries added ill add some more and 
then come back to the stats and suggestion page. For now, the stats and suggestions 
page looks like this.  
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There is not enough information for the stats and suggestions to give any stats or 
suggestion or even be able to generate any of the graph.  

************************************************************************ 

Name of Test Case: Stats and Suggestions Generates Stats and Suggestions.   

Description of Test Case: Stats and Suggestions being generated.   

Expected Result of Test Case: Some stats and suggestions created. 

Actual Result of Test Case: Some stats and suggestions were created. 
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************************************************************************ 

Name of Test Case: Stats and Suggestions Generates graphs.   

Description of Test Case: Graphs being generated.   

Expected Result of Test Case: Some Graphs created. 

Actual Result of Test Case: Some Graphs were created. 
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************************************************************************ 

Name of Test Case: Stats and Suggestions Generates Bar Charts.   

Description of Test Case: Bar Charts being generated.   

Expected Result of Test Case: Some Bar Charts created. 

Actual Result of Test Case: Some Bar Charts were created. 
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************************************************************************ 

Name of Test Case: Change Password with mismatching new passwords.   

Description of Test Case: Changing the password for the user with mismatching new 
passwords entry.   

Expected Result of Test Case: Error message pops up. 

Actual Result of Test Case: An error message came up. 
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************************************************************************ 

Name of Test Case: Change Password with incorrect current password.   

Description of Test Case: Changing the password for the user with incorrect current 
password entry.   

Expected Result of Test Case: Error message pops up. 

Actual Result of Test Case: An error message came up. 
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************************************************************************ 

Name of Test Case: Change Password.   

Description of Test Case: Changing the password for the user.   

Expected Result of Test Case: Password for user changed. 

Actual Result of Test Case: The Password was changed. 
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This concludes the unit testing of my system.  

 

2.7. Evaluation 
To evaluate the system, I have decided to use Neilsen’s Heuristics to evaluate the GUI. 
Neilsen has a set of 10 useability principals that help be able to be able to evaluate a GUI 
system. It was made by Jakob Nielsen who was a GUI expert. 

1. Visibility of system status: 
I believe that this system has good visibility of status. Once a user is logged in to the 
system a message saying logged in user and their username is displayed on nearly 
every window. If it does not have this, it will explicitly mention their username in the 
title. This way a user knows always what account they are logged in with.  

2. Match to world: 
This system matches the world as it has an intuitive interface that many users would 
have experienced before. The system also uses language that is appropriate and that 
has been seen in many other systems. This gives the user an air of familiarity with 
the system even if they have never seen it before. 

3. User Control: 
This system is very easy to control and navigate. It is very intuitive. It uses big 
buttons and has input fields that are well described. For navigation it is all done with 
buttons that have images, so it is not only visually appealing but easy for the end 
user to use too. 
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4. Consistency: 
This system has a very consistent look. Its background and its icons are the same 
throughout the system. The buttons have the same icons for each feature in every 
window of the system. There are no windows with any outlandish designs. The 
system follows a uniform design. 

5. Error Management: 
This system handles errors very well it. Upon prompting an error message, the 
system explains to the user why there has been an error. For example, in the BMI 
calculator the system checks to make sure there is valid input for the age height and 
weight of the user and if there isn’t the user is prompted of the issue.   

6. Recognition: 
The fields in this system are well labelled to ensure that a user knows what to put in 
each field and what they represent. All the features in the system are appropriately 
labelled to ensure that the user knows what feature they are on.  

7. Simplicity: 
Simplicity was an important consideration in this system. I did not want a user to feel 
overwhelmed when using the system, so I had simplicity in mind when designing the 
various features. I believe I have achieved the goal of simplicity as each window is 
not overcrowded or messy, instead this system has a clean feel throughout.  

8. Error prevention: 
This system is designed in such a way to help mitigate the user encountering an 
error. Fields are well labelled, and the use of the system is intuitive.  

9. Help: 
This system helps the user by using informative buttons to help the user know what 
they are doing in the system.  

10. Flexibility: 
This system supports the use of multiple users and handles their data accordingly. It 
is designed as a system for use of all ages or background. Multiple accounts can be 
stored with various data attributed to each account.  

 

 I have been evaluating this system throughout the development and the testing 
processes and overall, I am very happy with the results. I evaluated the system on 
performance as well as usability and completeness. During the testing phase of my project, I 
evaluated the system performance. I did this by going through every feature of the program 
and ensuring it ran quickly and fluidly.  

3.0 Conclusions 
In conclusion this project has been an interesting project to produce. I had my ups, and I had 
my downs. Overall, I am happy with the result, and I am proud of the system I produced. I 
will now begin discussing the advantages and disadvantages of my project.  

Advantages: 
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This program allows a user to be easily able to hold themselves accountable in their journey 
through self-improvement. It is a system that encompasses many features to facilitate a 
user eat better, maintain better habits, and keep themselves motivated. BetterU is an all-in-
one tool meaning that it has all the tools necessary for improving oneself.  

A big advantage of this system is that it is easy to use. The system is designed to be intuitive 
and easily grasped. There are also helpful prompts for a user if they may have entered 
incorrect input or if for example on the statistics page, they have entered no input at all.  

Disadvantages: 

A disadvantage of this system would be that it is a PC based application. I would like to 
develop this into an IOS and Android application too to be able to increase its user base. The 
making of the API request can also take a few seconds sometimes. In further versions I 
would try make this quicker. 

 

4.0 Further Development or Research 
 

If I had additional time and resources, I would add more features to this application. Some 
features to do with sleep would be nice to add as sleep is a very important part of our lives. 
If I had more time, I would have liked to get my friends and family to use the system to 
evaluate and gain some insight from their perspective. A possible feature I would like to add 
in the future would be a meal plan creator that can tailor the meal plan to your exact needs 
such as goals and if you have food allergies. With more resources I would keep the project 
going in the same direction, I would just make it more robust. 
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7.0 Objectives 
(Max half Page) 

What does this project set out to achieve? 

Self-improvement is something that has seen an increase in popularity in recent years. On 
Instagram, YouTube and TikTok it is very easy to see within minutes someone promoting 
self-improvement or else documenting their own journey. More and more people these 
days are finding themselves lost, not knowing what to do with themselves or where to go 
next.  

Why wouldn’t you want to be the best version of yourself? 

The goal of this app is to help the user improve their life. This app is a tool to facilitate in the 
journey of self-improvement. My app will have a variety of tools to enable better habits to 
be created for who is using the app. As this will be an overall self-improvement and habit 
tracker app there are functionalities which I believe fulfil this goal.   

The first functionality is a calorie tracker. This can aid someone who wants to loose/gain 
weight. I will also add a journal. This journal is to be encouraged to do daily. Journalling is 
very good to do for the mind and to track progress. There will also be functionality to add 
reminders these reminders can be set in the app and will display for what the user has set 
for. For example, a reminder to do 30 mins light exercise in the morning or even to take a 
10-minute mindfulness mediation. I would also like to add a page to display a positive 
message for the day. This can be looked at while using the app to re-affirm the user and to 
provide positive reinforcement.  

8.0 Background 
(Max half Page) 
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Why did you choose to undertake this project? How will you meet the objectives set out in 
Section 1.0? 

I chose to do this project as I have become interested in going to the gym and with nutrition 
this year. It began when I went for a blood test in June this year (2022). I found out that I 
had high cholesterol. I was told I would need to change my diet and to try get this number 
down. I then started a whole new eating regiment and paid attention to my calories and 
found a passion in becoming healthier. I have always wanted to get into the gym and now I 
found a great reason to. As I was getting healthier and stronger, I took interest in self 
improvement and started applying some of the principals to my life. My whole life got much 
better. I started to become a lot happier.  

I want my app to be able to help another person become a better and happier version of 
themselves. I like to help people and I think an app that can help achieve this outcome for 
me and another person is a great idea. I want to inspire people to stop engaging in 
destructive behaviours and lead an overall better life as this is something I have struggled 
with in the past. I will meet the objectives that are set out in section 1 by creating an app 
that will allow have the functionality to help someone eat better and keep on top of their 
mental and physical health.  

9.0 State of the Art 
(Max half page) 

What similar applications exist already?  What makes your project stand out? How does it differ 
from similar work of others? 

There are similar applications to my application. Some of these apps are for mental wellbeing such 
as Headspace. Headspace helps promote better mental wellbeing by using a range of meditation 
techniques. The aim of Headspace aim is to make a person more mindful.   There are also 
applications that count calories such as MyFitnessPal. This application is quite useful for managing 
your calories and macros. There are also many note taking applications that can be used for 
journalling like google keep but the app I will create will keep progress of the journals and remind 
you to journal. My application will be a one for all solution to an overall improved life. It will be 
unique as it is a one stop app for most of the user’s self-improvement needs.  

This app will differ from similar apps as it will be the only comprehensive app dedicated to overall 
improving of an individual.  

10.0 Technical Approach 
(Max 1 page) 

What approach will you take to development?  How will you identify requirements? How will you 
break down requirements into project tasks, activities and milestones?   

The approach I will take for development is an agile approach. Since there are no stakeholders or 
investors, I will be outlining the requirements for the app myself. To identify requirements, I will be 
conducting a requirements analysis. A requirement analysis is a when you identify analyse and 
manage the requirements of an application to be able to determine the objectives of a project and 
to make sure that there are no conflicting requirements. To do this an approach I have used in the 
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past and could work for this project is to outline the HLD (high level design) and then the LLD (low 
level design). The HLD will outline the scope of the project, what the project is and what it stands 
for. The LLD will have requirements relating to certain functions in the application. 

To get a list of requirements I will begin by listing off all the features I want to be in this application. 
Once the features are listed, I will make sure to delete any duplicates and to order them by priority. 
It is important to define these requirements fully. For me I will be thinking of requirements in the 
form of use cases from the point of view of an end user. For example, a user can input text into the 
journal and save it to a database. The functional and non-functional requirements (HLD and LLD) will 
be then ensured of feasibility. After this it is then possible to sign off. 

As I am using an agile approach, I will use a Kanban board of some sort to be able to break down the 
project tasks, activities, and milestones. There are many Kanban boards such as Jira or Trello. For me 
I will use the headings of To-Do, doing and finished. Everything I need to be done will be in the to do 
section. The stuff that is currently being worked on will be in the doing and then finished stuff will be 
in the finished. As something goes from to-do to doing it will be moved across the board to 
correspond with its status. 

 

11.0 Technical Details 
(Max 1 page) 

Implementation language and principal libraries.  What are the important algorithms or 
approaches under consideration for this work? 

This project will be implemented in the Java programming language. As I am a creating an android 
application, I have two choices which are Kotlin or Java. I decided to go with java as I have some 
familiarity with the java programming language. To create this application, I will have to ensure it 
can run on just about any android phone. Luckily there is emulators in android studio that emulate 
the environment of an android phone and tell you how many phones that the software being 
created will be compatible with. The emulator I will use will enable the app to be used with over 98 
percent of phones.  

While creating this application I will be using some third-party libraries to help with the functionality 
and the useability of my project. A library that takes my interest is a library known as OkHttp. This 
library can be used for my random quote section in my application. This library allows for HTTP 
requests to be made. I want to be able to pull a quote in off the internet as apposed to having a 
prewritten list of quotes.  

Another library I would like to use is the crashlithics library. This is a lightweight crash reporter. I 
believe this could be helpful in the creation of my project and for testing purposes.  

Gson could also be a handy library if I am trying to parse some form of JSON into my application. 
Although I am not certain of if ill need this functionality yet. I believe it is worthwhile to mention.  

An important approach to consider for this work would be the stats page where I want to be able to 
log the users progress as they use the app. I want to be able to pull in information such as how much 
they used the app. The streak they are on. How many days on target for their calorie goals etc. I 
want the stats page to be able to provide feedback but in a constructive manner. I want to make 
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sure the end user does not feel bad about themselves. This is very important to me as I want to 
achieve a positive change in somebody’s life and not a bad one.  

12.0 Special Resources Required 
(Max half page) 

What special resources if any will be required for this work? 

There will be no special resources required for this project. The only resource is a laptop 
with an internet connection for research and development. Android studio for development 
and an Android phone for proper testing. Other than these there are no other resources 
needed. All the above resources I already have in my possession.  

13.0 Project Plan 
(Max 2 pages) 

Project plan with details on implementation steps and timelines.  This project plan should 
provide as much detail as possible for now and will be revised with more detail with the mid 
point documentation.   

To ensure proper planning of this project I will use project management tools such as a 
Trello board and Gantt charts. This will help me to be able to make consistent progress and 
to be able to stay on task. With the scope and the objective defined it is now time to be 
scheduling tasks. The tasks on a task-by-task basis will be done through the Kanban method 
of using a Trello board. The Gantt chart will have a high-level timeframe set out.  

The beginning of this project will consist of getting the prerequisites set up and ready to go. 
Since I have established an idea and have the functional and non-functional requirements 
done at this point, I can begin by thinking about how the UI will look. While doing this I will 
also concentrate om making simple applications in android studio to become familiar with 
the IDE. I will follow my Gantt chart below as this will help me stay on track and give me 
deadlines to work to throughout the SDLC. 

TASK   PROGRESS START END 

Project Inception         

Project Proposal   100% 22/10/2022 30/10/22 

Research Project    100% 20/10/22 28/10/22 

Compare the competition 100% 1/11/22 12/30/22 

Project Ethics Form  25% 13/11/22 15/11/23 

Functional and non-functional requirements  100% 20/11/22  30/11/22  
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Midpoint presentation  75% 10/12/22 20/12/22 

Analysis          

 Create Name and Logo 20% 5/1/23 10/1/23 

Use case Diagrams    0% 12/1/22 25/1/23 

Create Mock-up of UI   100% 15/12/22 20/12/22 

Documentation    0% 25/2/23 01/02/23 

Development          

Create UI   0%  1/02/23 10/02/23 

Create Functionality  0% 10/02/00 1/04/23 

Finalise Features and UI  0% 01/04/23 08/04/23 

Devise Tests     0% 08/04/23 13/04/23 

Documentation  0% 13/02/00 17/04/23 

Testing          

Use the created tests  0% 17/04/23 23/04/23 

Test on multiple devices  0% 23/04/23 1/05/23 

Documentation     0% 1/05/23 16/05/23 

Submission     0% 17/05/23 17/05/23 

As seen above the development will follow a 4-phase plan. This plan consists of inception, 
analysis, development, and testing. Since the inception plan at this point would be 
complete. I will now discuss the analysis part of the plan.  

Once feeling comfortable with android studio, I will then create a name and a logo for my 
application. I want the name and the branding of the application to have a modern and 
clean feel. Upon finishing the creation of the name and logo I will create the use case 
diagrams for the program. This will help me map out the flow of the program and it will 
make development easier. I will then also create mock-ups of the UI using paint.net or MS 
paint. This will facilitate the creation of the UI in the design phase. Once completed it is time 
to do the documentation. I will document everything I have done in the design phase.  
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In the development phase of the project, it will begin by creating the UI in android studio. 
After this it is time to get down to the nitty and gritty and work on the core functionality of 
my project. This functionality will be the most time-consuming part of my project. The 
functionality consists of a calorie counter, Journal, reminders/habit former and a statistics 
page. Once this functionality is implemented it is then time to finalise the functionality and 
the UI and do the documentation for the design phase.  

It is now time to move onto the final phase of the SDLC which is the testing phase. I will do 
this by devising certain tests for each of the functionalities to ensure that they are working. 
Once I have confirmed the features are working, I will then move on to testing the 
application across multiple devices to ensure compatibility across each android devices. It is 
then time to document this phase and then submit my project.  

14.0 Testing 
(Max 1 page) 

Describe how you will evaluate the system with real technical data using system tests, 
integration tests etc. If applicable describe how you will evaluate the system with an end 
user. (be careful here re Ethics etc) 

In this phase I will be extensively testing my program to ensure that it works correctly. That 
means all functionality is to be working and that there are no random crashes. Android 
studio is good as it gives the option to be able to emulate the application on a device of your 
choice. This is great as I will be able to then test my application on a range of mobile 
devices. This whole phase will be dedicated to investigation and to discovery. It will be me 
ensuring the code and the finished application adheres to the requirements set out.  

Devising the test plan is of utmost importance. I will be conducting quality assurance tests 
along with also integration tests. The quality Esurance tests are to ensure that the finished 
product meets the requirements set out. The system integration tests are where I will use a 
whole host of different phone emulators within android studio to ensure that the app works 
across all android devices. Upon conducting these two tests I will then use the app myself 
and see how it is for daily use. This app is designed to be used every day, so I want the user 
experience to be as pleasant as possible.  

I as an end user will evaluate this app and will distribute it amongst some of my family to 
see what they think and if they can see anything about the app that I cannot. I think getting 
another perspective is always a good idea. Another person might also spot potential bugs 
that I might not see.  

 

14.1. Reflective Journals 
15.0 Supervision & Reflection Template  

Student Name James Butler 
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Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

16.0  
17.0 Month: October  

What?  

This month I spent doing some research on potential Ideas for my project. This involved researching the 
topic of my project and the technologies I would use to implement it.  

 

So What?  

This means that I am starting to develop a vision in my mind of what the project will be. Although I did not 
submit a proper Idea for the project proposal, I will keep researching to find an appropriate idea.  

 

 

 

 

 

 

 

Now What?  

The challenges that I still must address can be worked on by starting to think about my mid-point 
presentation and doing more research on what to create for my project.  

 

 

 

 

 

Student Signature James Butler 

 



156 
 

 

Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: November 

What?  

This month I have decided to change streams so that has been my primary focus. I have not thought much 
about the project.  

So What?  

This month I have not done too much on the project. I have decided to change streams from Cyber-Security 
to Software Development so my focus is to get up to speed on the Software Development stream. 

 

 

 

 

 

 

 

Now What?  

Now I will get up to speed on the Software Development stream and then think about my project idea. 
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Student Signature James Butler  

 
Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: December 

What?  

This month I have decided on my project I am going to make a self-Improvement application in Android 
Studio 

I have completed my midpoint presentation video. 

So What?  

This month I have chosen my project. This means I now have a vision of what I want to produce for my 
project. I have a goal to work towards. I can now start to envision how the development of this app will 
unfold. The success was that I am happy with the project I have chosen, and it gives me a clear goal to work 
towards.  

I have also completed my midpoint presentation which is a big relief. 

 

 

 

 

 

 

Now What?  

I need to decide on what features are to be included in the application. 
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Student Signature James Butler  

 

Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: January 

What?  

This month I have been focusing on exams so not much done regarding the project. 

A little research has been done for potential features in the application.  

 

 

So What?  

I now have my exams done which means I can focus better on the project. 

Some successes are that I have a clear head now to look at my project.  

 

 

 

 

 

Now What?  

I need to start the development of the system.  
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Student Signature James Butler  

 

 

Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: Feburary 

What?  

This month I have started to watch tutorials and putting together a plan. 

 

So What?  

This month I have made progress in the fact I am starting to watch tutorials and building an image in my 
head of how I am going to go about creating this system. I am getting the pieces together before I start 
development. 

 

 

 

 

Now What?  

Get developing ASAP. Time to implement some of the Android Studio Tutorials.  

 

Student Signature James Butler  
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Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: March 

What?  

This month I have started trying to use Android studio. It is running very slow and debugging near 
Impossible. Have found out that I can run what I create on my phone. 

So What?  

I have managed to get the android studio to run applications on my phone. This is a lot faster than using the 
unusable built in emulator. Debugging on my phone though has its own issues as it takes about 5 mins every 
time, I want to run some code. Furthermore, Android studio is very laggy and has been a nightmare to work 
with.  

Android studio is very resource heavy, and I am starting to panic as I am using an old machine and have no 
means of being able to get a new machine. Android studio is not running well at all. 

 

 

 

Now What?  

I have decided I am going to talk to my supervisor about this and come up with a solution.  

 

Student Signature James Butler  
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Supervision & Reflection Template  

Student Name James Butler 

Student Number X20129211 

Course BSHCSD4 

Supervisor Keith Maycock 

 

Month: April 

What?  

Talked to supervisor.  

Decided to go with NetBeans Application.  

Development started on NetBeans java application. 

So What?  

This month, after talking with my supervisor I have decided to create a java NetBeans application. Android 
studio just wasn’t working for me. I still wanted to use java, so this was a good alternative. The application is 
a java swing application and progress has been made. A login form and 2 functions have been created.  

Development full steam ahead 

 

 

Now What?  

To address outstanding challenges, I need to keep working and working. I cannot stop I must just keep 
working and power ahead.  

 

Student Signature James Butler  
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