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Abstract 
Modern security requirements have affected approaches to building a DevOps model, 

stimulating the transition to DevSecOps paradigm with the addition of elements of 
checking the product for compliance with security criteria. In most cases, the 
vulnerabilities found during product testing, described in the generated reports by 
dynamic testing tools (DAST), need to be fixed manually which can require a lot of 
effort from developers who may not deal with the aspects of secure product creation.  

A solution to this problem is a separate module that can automate the process of 
fixing vulnerabilities detected, as well as having the ability to be integrated into the 
CI/CD pipeline. The concept of dedicating remediation procedures to the pre-defined 
scenarios is significant to enhance the overall product security level, as well as release 
the developers from the burden of regular vulnerabilities fixes. This work analysed 
current trends in building automated DevOps and DevSecOps factories, delivered a 
software component that aims to automate the remediation activities after conducting the 
DAST operations, and also proposed an optimal DevSecOps scheme for which it is 
possible to introduce such software. 

 
 

1 Introduction 
 
Over the past ten years, companies developing their own digital product have begun to realize 
that the volume and intensity of work is growing with the expansion of new technologies. 
The on-premises scenario that existed at that time, when the consumer received software 
directly to his device, began to hamper the ability of developers to release regular technical 
updates and optimization patches, and project managers were forced to resort to stricter 
prioritization of released features (Al Hayek and Abu Odeh, 2020). In order to solve this 
problem, with the development of cloud technologies, the Software-as-a-Service business 
model developed, which involved deploying a product in a cloud infrastructure with further 
provision of access to users through a single-entry point (e.g., web browsers) (Mell and 
Grance, 2011). This approach to implementation has become a sensation, and according to 
the Gartner research, by the end of 2022, revenue for SaaS products will reach the peak1 at 
140.6 billion U.S. dollars (Figure 1). 

 
 
1 https://www.statista.com/statistics/505243/worldwide-software-as-a-service-revenue/ 
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Figure 1: Public SaaS-based revenue indicators worldwide 
 

The transition to the as-a-Service model freed the hands of developers, who were able to 
regularly release updates and control that users are working with the most up-to-date version 
of their product (Rangnau et al., 2020). An additional component of success was the 
popularization of the DevOps approach, as an agile method of developing and delivering 
applications to the end user. Its main concept is to automate the process of building, testing, 
deploying, and assessing the compliance of the application according to previously identified 
metrics (Ahmed and Francis, 2019). Over time, it was necessary to introduce elements into 
the classic DevOps loop that could analyze and accompany all stages of product development 
from a security point of view. Formerly established classical approaches could not match the 
pace with which the application went through the stages of the DevOps cycle. Based on this, 
a new approach was developed that combines elements of DevOps and Security – 
DevSecOps (Rangnau et al., 2020; Sen, 2021). From now on, each phase of DevOps has been 
accompanied by a characteristic security-related phase, whether it was threat planning at the 
initial stage; static and dynamic testing at the assembly stage; or conducting more generic 
penetration testing techniques, as well as monitoring the occurrence of incidents in the 
system. 

According to a study published by Forbes2, in 2021 the average number of attacks and 
attempts to compromise the system increased by 15% compared to 2020. In addition, as the 
authors of the article mentioned: "The main causes of these attacks will come from 
misconfigurations, human error, poor maintenance, and unknown assets.". The previously 
mentioned testing approaches are intended to minimize the occurrence of risks due to the 
above conditions, especially when it comes to misconfiguration or human error. Testing tools 
such as SAST and DAST have already been analysed in research papers quite a lot, including 
for their operational potential (Pinconschi, Abreu and Adao, 2021; Huang et al., 2022). 
However, until now, according to the author of this work, the issue of automation of error 
correction, according to the results of testing, remains open. Often, developers are forced to 
manually fix the found misconfiguration vulnerabilities themselves in order to ensure the safe 
operation of the product. In this regard, is it possible to analyze how it is feasible to automate 
the process of fixing such vulnerabilities found as a result of scanning a software product for 
errors? 

 
 
2 https://www.forbes.com/sites/chuckbrooks/2022/06/03/alarming-cyber-statistics-for-mid-year-2022-that-you-need-to-know/ 
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As a subject of research, approaches for conducting dynamic testing (DAST) at the pre-
production stage will be further analysed. In addition, a supplementary goal of the work is to 
build a model of the factory based on the DevSecOps approach, into which subsequent 
developments could be integrated without loss in output quality. 

The remainder of the work is structured as follows: Section 2 provides additional details 
regarding dynamic testing approaches, and also demonstrates a literature analysis of existing 
solutions regarding building DevSecOps models. Section 3 contains a description of the 
author's approach to the study of the task, and also creates the basis for further experiment 
described in Sections 4 and 5. In addition, Section 5 contains the results obtained during the 
development of an auxiliary software product. Section 6 conducts an analytical comparison 
of the main characteristics of the development, according to the previously stated criteria. 
The last Section 7 summarizes all the work done, and also indicates possible next steps to 
develop the affected problem in order to find a more optimal and optimized solution. 
 
2 Related Work 
 
The following section contains the analysis of the current state-of-art of the research related 
topics, such as different approaches to security testing that are being incorporated into the 
DevSecOps pipeline. In addition, DevOps similar to DevSecOps does not dictate any 
particular strict realization and the whole CI/CD factory building process is in the hands of 
system engineers. With that being said, an exhaustive analysis of the most common and 
widely used DevSecOps models should be conducted in order to determine whether it is 
possible to integrate the after-testing issue resolving components without breaking the core 
principle of continuous integration and delivery.  

2.1 Security Testing Approach in DevSecOps 
As mentioned earlier, the infosystem is evolving from a single, straightforward, independent 
structure to a complete approach with a complicated architecture based on microservices, and 
the scale of software is growing, making the challenge of proper quality assurance thought-
provoking (Sun et al., 2021). On the other hand, such cloud-based technologies as IaaS, 
PaaS, and SaaS are rapidly advancing, changing the way traditional system architectural 
design is thought of while also introducing new security concerns (Chen and Suo, 2022). 
Since the beginning of the development cycle, a DevSecOps model has implemented network 
security practices. To find security flaws, the code is examined, audited, scanned, and tested 
throughout the development cycle (Simonjan, Taurer and Dieber, 2020). 

According to Zech (2011), whenever an software product meant to be launched, an 
exhaustive testing should be conducted in order to cover both functional and non-functional 
requirements that come from formerly composed testing scenarios. However, when the 
application is delivered under Software-as-a-Service (or any other as-a-Service type), security 
considerations should play a major role in product delivery chain. 

Observing the core concepts of DevSecOps model, security testing (in terms of code & 
application as a whole) is mainly conducted on stages when developers try to integrate their 
solutions into the existing application. Due to the fact that vulnerabilities can arise at any 
stage of the traditional DevOps model, different number of security testing took place in the 
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DevSecOps model, including SAST (static application software testing) and DAST (dynamic 
application software testing). Both these approaches have also adapted to the transition into 
more Agile SDLC models. For example, Faber (2020) justifies how different testing 
approaches combined in the single paradigm, including their scope and responsibilities, may 
enhance the overall security of the product released through the latter DevSecOps model. 

In another paper, Rahman and Williams (2016) pinpoint to the fact that under rapid 
delivery model that DevOps offers to the organization to deliver their service to the 
customers, a big security related issues may arise, since there is a possibility of ignoring such 
problems in favour of releasing the product on time and meeting the clients demands. 
Speaking more on the aforementioned topic, Mohan and Othmane (2016) makes a statement 
that the lack of adequate security testing and absence of security team in the software 
delivery chain would affect the overall security factors of the product delivered. However, 
such activities as automated code review, static and dynamic testing, as well as automated 
monitoring may enhance the overall level of application’s security. Moreover, such an 
attitude should not interfere the Agile model utilized in the company. 

Chen et al. (2022) conducted research analysing the majority of the stages that occur in 
the SDLC and attempted to implement security related scenarios in each of them to enhance 
the overall security of the delivered product. The group of authors showed that such phase as 
“Coding and Unit Testing” can incorporate different security testing techniques, namely 
software composition analysis (SCA) and static application security testing (SAST). Similar 
to the latter stage, the “Testing” phase in the majority of cases involves types of security 
testing that can be conducted on stage environments, when there hasn’t been any public 
release done so far, but the application is already running for being checked by the Quality 
Assurance team. Such tests involve dynamic application security testing (DAST), or a hands-
on penetration testing conducted by a third-party or an authorized insider. 

There are also a certain number of papers (Arnold and Qu, 2020) that analysed the 
approach to conduct white-box testing (static testing) and black-box testing (dynamic testing) 
in a traditional and DevSecOps models. According to the previously mentioned authors, even 
though such testing as a black box is preferred to be conducted in a manual way, the certain 
requirements that a DevOps model demands from the system engineers make it necessary to 
transfer the manual testing workflow into the automated alternative. 

2.2 Existing DevSecOps Model 
Approach to Agile development maintains the effort on replying to user requests and 
comprises self-organization and adaptation to specific demands.  

A more recent strategy called DevOps tries to integrate both aspects of software 
development and operations. DevOps' primary characteristic is the automation of numerous 
software testing and integration processes, which enables businesses to build and deliver new 
software releases quickly and smoothly. Although the software development industry has 
benefited from both Agile and DevOps approaches, security is sometimes overlooked in 
either strategy (Lee, 2018). Figure 2 indicates a simplified version of the build & release 
phases of the aforementioned model.  
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Figure 2: Simplified schematic version of the DevOps model (build & release phases) 

 
Based on the previous statement, DevSecOps tries to integrate security related aspects 

into each standard DevOps phase with the aim to enhance the overall safety of the product 
delivered. DevSecOps offers the ability to boost the velocity of the process of integrating 
alterations into production while maintaining high standards for both quality and security. 
Collaborations across various IT work groups or disciplines (development, security, and 
operations/implementation) must be given more attention if DevSecOps is to be effectively 
incorporated into the existing work cycle (Lee, 2018; Ibrahim, Yousef and Medhat, 2022). 
Figure 3 describes a simplified version of the previously showed DevOps model with 
addition of extra security related components that enables the transition from DevOps to 
DevSecOps model (build & release phases only).  

 

Figure 3: Simplified schematic version of the DevSecOps model (build & release phases) 
 

In general, the demand for quick deployment of safe and secure software outputs is 
driving up interest in DevSecOps in both business and academics (Rajapakse et al., 2022). 
The expanding corpus of formal literature in this field demonstrates that a big number of 
literature sources emphasizes the necessity of adopting the DevSecOps concept into the 
SDLC model (Anjaria and Kulkarni, 2021; Almeida, Simões and Lopes, 2022). Furthermore, 
such big domains as cloud migration and integrating IoT devices have already been brought 
to the light in terms of existing academic resources (Carturan and Goya, 2019; Sojan, Rajan 
and Kuvaja, 2021). However, as it was stated in Section 2.1, there are no separate works 
related to the adaptation of the existing model that would facilitate the automation of the 
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security operations inside the DevSecOps model, for instance DAST scanning results 
remediation in particular. 

2.3 Literature Analysis Results 
Table 1 down below indicates the analysis of some of the different literature sources that 
were mentioned earlier in the previous sections. The main aim of such investigation is to 
determine the drawbacks or flaws of different kind in the examined papers and how the 
further proposed solution could facilitate the overall process of releasing a secure software 
and build a reliable DevSecOps model that includes new aspects in it.  
 

Table 1:  Literature analysis results per source 

Author Title Approach Discussed Improvements Required 
    

Ahmed, Z. and 
Francis, 

Shoba. C. 
(2019) 

Integrating 
Security with 
DevSecOps: 

Techniques and 
Challenges 

The paper discusses the 
practical approach 
towards implementing 
the DevOps and 
DevSecOps models into 
the development 
lifecycle. The result 
demonstrates that by 
implementing different 
security aspects from the 
earlies stage of software 
development, it is 
possible to increase the 
total level of security of 
the application on each 
phase of development. 

Even though the testing 
procedure was discussed 
in the course of the work, 
a more detailed approach 
is required to verify the 
necessity of implementing 
the SAST/DAST tools 
into the DevSecOps 
model, as well as how 
these tools could be 
automated to maintain the 
velocity of the product 
being delivered. 
Furthermore, additional 
attention should be 
pointed out to the 
possibility of vulnerability 
remediation by utilizing 
an automated approach. 

    

Chen, T. and 
Suo, H. (2022) 

Design and 
Practice of 

Security 
Architecture via 

DevSecOps 
Technology 

The authors describe the 
advantages and key 
points on DevSecOps 
model and what benefits 
can it deliver to both the 
developing team and the 
product released. As a 
result, it was mentioned 
that the DevSecOps has 
the highest percentage of 
issue findings in a 
production environment 
comparing to other 
models and approaches. 

While discussing the 
testing phase of the 
DevSecOps model, it 
would be beneficial to 
demonstrate how different 
testing approaches (e.g., 
SAST or DAST) can alter 
the overall workflow of 
the development 
paradigm, as well as how 
the idea of automating 
everything in the work 
phase can be transferred 
to testing & after-testing 
remediation procedures. 
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Sun, X. et al. 
(2021) 

Design and 
Implementation 
of Security Test 
Pipeline based 
on DevSecOps 

The paper demonstrates 
the realisation of a 
security testing pipeline 
that aims on source code 
testing for verifying the 
overall reliability of the 
software released.  

While the work mainly 
discusses the approach to 
a source code testing in a 
dedicated pipeline, extra 
research is required to 
identify how to implement 
a dynamic or a runtime 
application testing into the 
developed model that 
would facilitate the 
overall quality of the 
software being released. 

    

Simonjan, J., 
Taurer, S. and 

Dieber, B. 
(2020) 

A Generalized 
Threat Model 

for Visual 
Sensor 

Networks 

The paper shows a 
strategical threat model 
for the visual sensor 
networks (VSN) while 
examining some of the 
most impactful threats 
aimed onto it. It was 
mentioned how to 
deduct and proceed with 
the threats once they 
have been found. 

As the outcome of the 
work mentions, a 
DevSecOps approach 
should be considered for 
further research, since its 
capabilities are matching 
the expectations for 
continuous security 
implementation in all 
phases of development, 
including the testing 
phase. 

    

Faber (2020) Testing in 
DevOps 

Different testing 
techniques and 
approaches that can be 
used under the DevOps 
paradigm to maintain the 
secure release of the 
software components; 
the main motive says 
that DevOps should 
implement as much 
automation as possible. 

Even though the role of 
testing automation is 
discussed throughout the 
work, there is no idea 
delivered regarding the 
transition to the 
DevSecOps model (at 
least partial), plus the 
automation is not 
considered for the test 
findings & remediation 
procedures. 

 
As a conclusion on the Subsection 2.1, it can be said that all the previously mentioned 

works in Table 1 present different approaches to the aspects of testing that need to be 
implemented in the DevSecOps model in order to achieve high product security criteria. 
However, none of the aforementioned articles, as well as other publications that were 
analyzed but not included in this section, did not contain a study whose purpose would be to 
provide a solution or a practical realization with which developers could not only analyze the 
results of scans and security tests, but still capable of automating the process of fixing 
detected problems during the testing phase (in particular, during DAST, provided that the 
application has already been compiled). 

Similar to Subsection 2.1, while conducting the DevSecOps model analysis, it was clear 
that there are no separate works related to the adaptation of the existing model that would 
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facilitate the automation of the security operations inside the DevSecOps model, for instance 
DAST scanning results remediation in particular. 

 
 
3 Research Methodology 
 
Based on the preceding literature review, it could be expected that a solution that could 
automate methods for repairing problems after dynamic testing is required. This solution 
should also be able to be included into the DevSecOps paradigm without going against its 
tenets. Similar to the previous section, the research methodology is divided into two sections. 
The first part describes the DAST tool and how its results will be automatically extracted, 
examined, and adjusted. The second section evaluates the DevSecOps model in order to adapt 
it to the integration capabilities of the solution created in the first paragraph of the approach, 
in line with the previously specified goals of the work. 

3.1 General Approach to the Research 
The research methodology for creating a solution that can automate the process of repairing 
vulnerabilities discovered by the use of a DAST scanner and verifying the possibility of its 
integration into the DevSecOps model is shown in Figure 4. The main phases of the latter 
consisted of the following steps: analysis of the previously done research in the field; identify 
(if possible) existing software-based solutions to the established research aim; select the core 
issue type that was being focused throughout the rest of the research cycle; breakdown of the 
DevSecOps requirements; actual realisation of the software component for automating 
remediation phase in CI/CD; evaluation of the developed product and further additional 
aspects related to future work and potential enhancement of the software delivered. 

 

Figure 4: Defining stages of the research methodology 

 
The following section contains the descriptive details regarding Stages 1–4, while Stage 

5, 6 and 7 are thoroughly described in the later parts of the work. While Stage 1 was covered 
in the previous sections of the work (as part of the literature review), Stage 2 of the research 
process began with an analysis and determination of the existing alternatives to the proposed 
scheme of the software that could potentially automate the remediation procedure of the 
DAST scanning. As it was mentioned in the latest section of the literature review, the lack of 
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existing solutions that fall under these requirements made it reasonable to assume the fact that 
this field hasn’t been properly researched and no solutions have been developed so far. 

3.2 Identifying the Target Issue Type 
A web-product may be examined for more than 150 vulnerabilities3 of varied severity and 
complexity using one of the commonly4 used DAST scanner called OWASP ZAP. It was 
required to identify the kind of vulnerability that would subsequently be goal to verification 
and automatic remediation in order to reduce and focus the subject area of this work. Since 
2021, according to data provided by the OWASP resource known as OWASP Top-105, the 
following vulnerability categories have occupied the top five positions: access control issues 
(A01), cryptographic failures (A02), injection problems (A03), insecure design concerns 
(A04), and security configuration issues (A05). Since the majority of the vulnerabilities 
discovered using OWASP ZAP fall into the A05 category, the latter is most suited for the 
primary objective of this paper. Therefore, in the further development of this work, the main 
focus was on vulnerabilities of category A05: Security Misconfiguration, which include 
configuration errors for the secure use of web services, the use of outdated or insecure 
components, the use of standard passwords and security certificates, non-closed ports, as well 
as displaying errors with sensitive information for the end user. 

3.3 Analysing the Format for Presenting Data 
According to the preferences of the author, the OWASP ZAP dynamic scanner has a function 
that allows a user to create a report on the scanning that has been done. HTML and JSON 
files are two of the most popular file types that the application standard supports6. At the 
same time, HTML files are created as local web pages, where the scanner creates a large list 
of sections in which it indicates things like the vulnerabilities found, their severity and risk 
for the application, options for resolving them, links to helpful sources for fixing them, 
constructed graphs and diagrams according to the vulnerabilities found etc. Additionally, 
customers have the option to modify the generated report utilizing a space designated for 
unique add-ons. While working on the project, it was determined to further examine reports 
in the common HTML format and choose technological tools that could access the data in the 
web files produced by OWASP ZAP.  

3.4 Breakdown of the Enhanced DevSecOps Model’s Requirements 
The outcomes of the performed literary analysis were examined for the notion of the 
DevSecOps model in addition to creating a software component capable of automating the 
remedy of discovered configuration vulnerabilities in web applications. In order to ensure the 
possibility of the developed product's implementation in the pipeline in the event of potential 
model integration, it was essential to consider the specifics of building the CI/CD model 
during the design stage. These considerations include taking into account the interaction of 
different components presented, offering flexibility in settings, and optimizing operating time 

 
 
3 https://www.zaproxy.org/docs/alerts/ 
4 https://brightsec.com/blog/owasp-zap/#owasp-zap-tutorial 
5 https://owasp.org/www-project-top-ten/ 
6 https://www.zaproxy.org/docs/desktop/addons/report-generation/templates/ 
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for this software. In light of the aforementioned primary requirements, it was identified that 
the DevSecOps concept can include an additional module compatible with DAST scanning. 
This unit would have the ability analyze any vulnerabilities discovered, attempt to fix them, 
and initiate a subsequent DAST check to ensure that there are no new vulnerabilities. 
Additionally, it was essential to structurally allow for manual confirmation of vulnerabilities 
by users, as well as the capability to turn off this functionality in the event that the developer 
is accountable for omitting a product version with a known vulnerability (for example, low 
priority and severity). 

The suggested model idea is further described under Section 4.2, which also takes into 
consideration the integration of the created software module for automating the repair of 
configuration problems. 

3.5 Defining the Evaluation Criteria for Software 
The techniques for assessing the generated program for conformity with different standards, 
measuring technical qualities, and performing comparative analysis are one of the last steps 
of the research approach. It is not feasible to conduct a fair comparison analysis because no 
analogues for the produced software component were discovered throughout the course of the 
literature review. However, the essential technical aspects that may be utilized for a 
comparison assessment with a more sophisticated solution in the future were represented in 
the performance evaluation stage of the developed program. The program's speed, precision, 
versatility, adaptation to different systems and launch settings, resource consumption, and 
other factors were among the primary suggestive qualities found at the stage of establishing a 
study methodology. Section 6 provides more information regarding the outcomes of the 
program's performance review. 
 

4 Design Specification 
 
This section describes how a developed software can automatically assess live scan results 
for a web product, interpret them for future usage, conduct adjustments to fix 
misconfiguration issues, and then retest the changes implemented into the configurational 
files. Additional information about the roadmap workflow that was followed during the 
development of the software component is provided in Section 4.1, and the architecture of the 
DevSecOps model is described in Section 4.2, with the option of incorporating the 
component from Section 4.1 into its design scheme. 

4.1 Automated Remediation Tool Design 
In order to narrow down the research scope and define the exact implementation features, a 
workflow roadmap was created that is shown on Figure 5. The main steps of the research 
route involved selecting a DAST tool from the available options, evaluating its features and 
the format in which results were presented, choosing an object for testing, picking a 
technology stack for putting a software solution into practice, and considering metrics that 
could be used to demonstrate the benefits of the developed approach. 
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Figure 5: The overall roadmap for specifying the workflow of the application developed 

 
While the majority of the aforementioned stages have been discussed earlier in the 

previous sections of this work, a separate accent was made to analyse the capabilities of 
different frameworks that provide a toolset to work with different data formats supported by 
OWASP ZAP (such as .html or .xml), as well as the server-side stack that was aimed to get 
changed while the ZAP scanner detects any misconfiguration issues. As a result, the final 
architecture is described on Figure 6: a separate CI/CD pipeline component is created to run 
the DAST scan using the OWASP ZAP tool and analyse results of the generated report. The 
rest of the work relies on a set of scripts that extract the misconfiguration issues into a 
separate file, apply additional changes (validation of the findings) and pass the valid options 
to a separate module that applies new configuration settings through the Apache server using 
both Bash and Java capabilities. After that, the ZAP scanning procedure is re-initiated in 
order to verify that the previously found issues are no longer exist in the new scan. 

 
Figure 6: Architecture of the proposed Java and Selenium based solution to automate the 

remediation of the OWASP ZAP scanning results 
 
 

In addition, every time the report is being analysed for the presence of misconfiguration 
issues, it pushes a status code to the main pipeline, indicating whether the current scanning 
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result obtains any flaws or if it is free to proceed with the application deployment in the 
DevSecOps model. 

4.2 Enhanced DevSecOps Model Design 
Speaking of the DevSecOps model, Figure 7 shows an improved scheme on how a previously 
mentioned software could fit with its own architecture and the defined workflow into the 
existing standards of the DevSecOps loop. For instance, the settings could be set in such a 
way to permit OWASP ZAP to start scanning the application after the job is being passed to 
the Code Deployment phase. As it was mentioned previously, by referring to the report 
analysis status, the pipeline decides whether it needs to proceed with the release or wait until 
the software conducts the remediation procedure to ensure that the build has no flaws 
documented.  

Furthermore, the proposed design of the enhanced DevSecOps model brings the idea to 
manually skip the report checking phase and proceeding with the release, when such actions 
need to take place in the pipeline (e.g., in case of hotfixes or continuous loops being made in 
the remediation software part of the pipeline). 

 
Figure 7: Proposed DevSecOps model including vulnerability remediation component 

 
5 Implementation 
 
The implementation phase of software for the automatic remediation of vulnerabilities and 
configuration errors discovered using the OWASP ZAP scanner are shown in this section. 
Based on the previously built architecture and logical model, a list of main tools and 
approaches is stated in the following roster:  

• Selenium framework and Chrome WebDriver are two of the primary technologies 
used to efficiently extract information from a report in the .html format. The 
application may analyze a previously created OWASP ZAP report for vulnerabilities 
linked to missing response headers by combining the skills of this tool with the web 
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driver. For further processing, the results of this function are written to a different file 
stored in the same directory, as the main program;  

• The produced file is analysed by a second Java-based module, which is also in charge 
of removing any instances of the headers that were extracted in the previous phase 
that were repeated. With this strategy, the developers have the chance to have access 
to a special set of headers that must be added to the web server configuration that 
hosts the web application. The present realization entails executing a bash-oriented 
line of code that alphabetically sorts the file and eliminates any duplicate rows, 
leaving just one instance of each header missing;  

• The information on the available headers and their initial default settings is being 
stored via the final Java-based module. The next component of the software ensures 
that all pertinent headers are added to the .htaccess file (Apache web server 
configuration file) and saves the modified settings when a file with unique headers is 
produced in the previous stage. The BufferReader and BufferWrite methods, which 
are included in the Java language, constitute the foundation for all file-related 
operations under this step;  

• The application comes with an optional add-on that may be activated if necessary to 
start the scanning process both before and after changing the configuration file (by 
using the OWASP ZAP CLI command set). 

While combining all the aforementioned libraries and tools under the single module, an 
independent application was written that addresses the issues related to setting the 
configuration headers in the Apache web-server settings (Figure 8). The OWASP ZAP 
scanner was initialized, scanning settings were established, and the address to be scanned was 
supplied using a command that was defined in the application code.  

 
Figure 8: Realization of automatic addition of missing headers to solve the misconfiguration 

issues raised by the OWASP ZAP scanner 
 

6 Evaluation 
 
The findings of the critical analysis performed about the creation of a software solution that 
may automate the process of correcting misconfiguration issues discovered by the OWASP 
ZAP scanner are presented in this section. It was already indicated earlier in the course of the 
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study that existing solutions covering this area and addressing previously given issues were 
not identified when assessing existing realisations. As a result, it is impossible to carry out a 
practical comparison study. In this case, a single produced software was examined by the 
author of this work in order to determine whether this product complied with numerous pre-
established features. 

6.1 Case Study 1: Technical-Oriented Features 
Analyzing the technical characteristics, one can express an assessment of such parameters as 
performance, speed, the load on system resources, and the accuracy of the execution of given 
commands. Since the developed program is written mostly in the Java programming 
language, all the main limitations on the performance of this program depend on the Java 
virtual machine (JVM), which interprets the bytecode with the written program. In addition, 
the program itself performs only simple operations with input and output streams, working 
with files at the level of reading and writing information, as well as working with the 
Selenium library and the Chrome web driver, which does not imply the occurrence of critical 
errors associated with the program environment. 

As for the coverage of the previously set condition for the program to work, the main 
emphasis in the work of the component was on fixing misconfiguration errors associated with 
missing headers in the Apache web server settings. Other vulnerabilities found during the 
operation of the OWASP ZAP scanner are ignored because they do not have an 
implementation for their remediation. Figure 9 displays the outcome of the program's 
successful execution, with an emphasis on the primary text prompts that were produced 
during the processing of each distinct function in the sequence they were invoked. 

 

Figure 9: Example of successful software execution and vulnerability remediation 

 
Despite the fact that the coverage of fixing the found vulnerabilities comes down to 

problems with setting headers in the Apache configuration file, the program detects missing 
headers with absolute accuracy, organizes them in a separate file, and also controls the 
absence of duplicates in the web server configuration file, which means that it can an error 
occurs on startup. 

6.2 Case Study 2: Usability and Versatility 
One of the important characteristics is the overall usability and user friendliness of the 

developed application. Since the current development assumed its subsequent integration into 
the DevSecOps model, there was no native UI interface, and all work was carried out through 
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the command line and the development environment console. In fact, the initial parameters 
were set in the source code, since when this software is connected to the CI/CD pipeline, 
different values are transferred to these fields each time a new build is generated. 

Speaking of the platforms supported by the developed application, one of the main pre-
requisite checks requires to verify the origin of the operation systems that hosts the program. 
As per initial design, a UNIX-based platform (namely macOS) was used while developing 
and testing the aforementioned application. Due to the fact that other OS (such as Windows) 
implement altered shell syntax, it was decided that the main aim would be focused on the 
UNIX-based OS because of the potential integration into the CI/CD pipeline. 

6.3 Research Discussion 
During the critical evaluation of the software component, it was proved that this 
implementation covers the gap found in the current DevSecOps development trend, namely 
the lack of a solution for automating error correction after DAST scanning, as part of the 
CI/CD architectural solution.  

Despite the relative ease of implementation of the program, as well as its clear focus on 
one of the types of vulnerabilities - misconfiguration issues, this approach has a number of 
limitations. For example, the implementation of a program made through bash scripts implies 
the execution of this program only on UNIX-like systems. In addition, the parameter values 
for the web server response headers, like other parameters, are set manually when working 
with the HashMap collection.  

Notwithstanding these limitations, the current implementation is able to improve the 
designated DevSecOps model not only by increasing the level of security of the released web 
application, but also by relieving the developer’s task of fixing the vulnerabilities found 
manually, but only to audit and control the operation of automatic error correction and, if 
necessary, to make their own manual changes. 
 

7 Conclusion and Future Work 
 
To put it concisely, it can be implied that the designed, programmed and evaluated solution is 
able to increase the percentage of implementation of secure software by correcting a category 
of misconfiguration errors related to the absence of the necessary headers in the responses of 
the web server to the client. Moreover, according to the previously set tasks and research 
questions at the beginning of this work, the option of developing a DevSecOps model was 
considered, which could implement the realized software product, thereby increasing the 
level of security in delivery architecture by totally solving the issues related to response 
headers misconfiguration.  

Speaking of the future work aspects, the application could be adapted for usage for 
different platforms as a standalone program with its own user interface, or practically 
implemented into the existing DevSecOps model. Moreover, another subcategory of 
misconfiguration issues could be addressed in order to increase the coverage of the software 
capabilities.  
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