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Abstract 

The purpose of this report is to research the secure proxy re-encryption method by utilizing post-

quantum cryptography. The disadvantages of this method are also evaluated by making an android 

application and testing this method on different models. The major bottleneck of this method is large 

encryption keys which take more time to encrypt data. There are three different parts of this 

methodology owner, user, and SRS (Setup and Re-encryption Server). Public cloud storage is also used 

in the implementation but that is only used to store data. The owner uploads their encrypted data into 

the cloud storage and controls the access by ACL (Access Control List). Users can download that data 

and SRS is responsible for generating encryption key pairs. In this whole process, the encryption key is 

never shared with CSP (Cloud Service Provider), and SRS has no access to owners’ data. The 

encryption and decryption processes are handled by the end-user applications. Our method of sharing 

data is also secured against any type of post-quantum attacks. 
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1 Introduction 
In the space of IT, one of the most developing fields is cloud computing. In this field data is 

stored in the pools of storage known as “the cloud”. In this scenario, CSP provides the hardware 

and storage over the Internet. Users have no access to the real hardware. The security of this 

hardware is also managed by the CSP. For the hosting of clients’ applications and storing data 

organizations lease or purchase the storage from the CSP.  The main issue arises when CSP 

stores data in the storage with symmetric key cryptography. Due to this process, CSP has access 

to our plain data. The security issue is that any of the internal employees have access to plain 

data. 

 

A new technique was introduced to remove this security issue known as proxy re-encryption. 

In this technique, the encrypted data is uploaded to the cloud platform, but the decryption key 

will not be shared with CSP. Other methods are used to send the decryption key to 2nd user. 

The user requests the encrypted data from the CSP while at the same time the decryption key 

is also shared by the owner. There are many ways to share the private key with users sometimes 

with the help of email. The most reliable and efficient way to share the private is using a 

dedicated server that manages all key distribution between owner and user. One of the main 

benefits of using the dedicated server is the owner doesn’t have to remain online for 24 hours 

to share the key. 

 

Our technique is the most secure way of sharing data on the public cloud known as secured 

proxy re-encryption. This technique is powered by NTRU which is secured against quantum 

cryptography. The application is built for the android platform. Android devices are turning 

into a significant piece of our life. Seventy-five percent of cell phone market shares are covered 

by android. According to different surveys, there are more than 2.8 billion android clients. Most 

of the smart home appliances are also using android based operating systems. 

 

All methods of conventional cryptography are now susceptible to quantum attacks. The most 

recent generation of computers that do so is known as quantum computers which substitute 

Qbits for conventional bits. Qbits are more powerful than regular bits because they can exist in 

a superposition state. Qbits may be both zero and one simultaneously. The true threat to all 

widely used security measures is posed by the quantum computer, which offers enormous 

processing capabilities. 

 

We are going to use the proxy re-encryption approach with quantum-proof cryptography to 

prevent the threat posed by quantum computers. In the field of computers, each approach has 

benefits and disadvantages of its own. Because of the huge key sizes required by the quantum-

proof encryption, this will defend us from quantum attacks. These huge keys need a highly 

expensive processing power that also has certain performance drawbacks. The setup and re-

encryption server, public cloud storage, and end-user devices are the main three players in our 

approach. The data will be encrypted before uploading into the cloud storage. The keys will be 

managed by the SRS server.  
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The following are the main contributions of our work: 

 

• Quantum secured proxy re-encryption for android users in which user can share their 

files in the cloud. 

• NTRU encryption scheme is used in the implementation of this methodology which is 

secured against quantum attacks. 

• A dedicated server is used for maintaining the encryption keys and ACL (Access 

Control List). 

• Benchmarking of this methodology is done to access the bottlenecks of the proposed 

system. 

 

2 Literature review 
 

2.1 Introduction 

The primary goal of this review of the literature is to examine earlier research on post-quantum 

cryptography, proxy re-encryption, and significant advancements in this area. The 

development of quantum computing has made all current, widely used classical encryptions 

vulnerable. Although several academics have contributed their discoveries in this field, their 

research studies all have significant flaws. Some people employ a vulnerable technique for 

using proxy re-encryption. In their research, the other researchers employed antiquated 

cryptographic methods. Therefore, the most significant studies on this topic as well as its 

shortcomings have been discussed in this literature review. 

 

2.2 Key Definitions 

 

2.2.1 Proxy re-encryption 

The data owner uses this technology to encrypt his data and put it in public cloud storage. So, 

the cloud is where the encrypted data is kept. The decoding key is not in the possession of the 

CPP. No one possesses the key to decode the data in the event of an accident, theft, or leak. 

When a legitimate user requests data from cloud storage, the user receives the plain text after 

the data has been decrypted. There are several methods for doing this; in some, the owner will 

send the key to the user through email upon request, while in others, a dedicated server is used. 

The administration and distribution of keys that this server must do. The encrypted data is 

obtained from the cloud when a legitimate user wants it, and the proxy key needed to decode 

it is obtained from another proxy server. (Ali et al., 2014; Ateniese et al., 2006; Chen et al., 

2011). 

 

2.2.2 Post Quantum Cryptography (PQC) 

The latest generation of computers, known as quantum computers, uses quantum computation 

to address issues. To function, they have interference, entanglement, and other quantum state 

features (Ladd et al., 2010). They provided a user with a significant amount of computing 

power that could somehow break all of the established cryptographic methods now in use. 

Assume an attacker possesses a powerful quantum computer that can defeat all current types 
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of cryptography. We require a quantum-proof cryptography method for this situation 

(Bernstein and Lange, 2017). The National Institute of Standards and Technology (NIST) is 

holding a competition to establish standards for quantum-proof cryptography. The majority of 

the remaining competitors use lattice-based encryption. Fully homomorphic lattice-based 

encryption has been proven to be quantum-proof up until this point. 

 

2.3 Related Work 

This section is a presentation of earlier work that is relevant to our study. In this part, the main 

flaws and holes in each relevant study are explored. 

 

The data is simply uploaded to the public by the researchers (Kandukuri and Paturi, 2009; 

Pecarina et al., 2012) using a regular device. They used a conventional, public key-based 

encryption method to upload their important data to the somewhat trustworthy cloud. Their 

medical histories are among the data. Using the key provided by the CPP, the user encrypts the 

data. The data is then decrypted by CPP using their private key. Then, re-encrypt the data using 

the symmetric encryption method, and put it in the storage with the location index. This is the 

problem—this method does not guarantee data confidentiality. The major security concern is 

that cloud service provider employees may quickly decode data. Therefore, the proxy re-

encryption method we have suggested is far more secure than this method since it guarantees 

the privacy of every user's data. 

 

2.3.1 Critical analysis of the papers related to proxy re-encryption 

(Li et al.,2013) presented a novel method called attribute-based encryption to address this 

problem. With this method, the author uses an ephemeral key pair (SKE) to dynamically 

regulate who may access the information stored in the cloud. The automatic revocation of the 

user is the most crucial component of this method. To prevent key management, they only have 

a limited relationship with the users. There is a flaw in this plan as well. To allow users to 

access data, the data owner must always be online. If the owner has not been online, the user 

cannot access the data using this method. Our method does not have any partial relationship 

problems; therefore, the owner does not need to be online continuously for the user to have 

access to the data.  

 

To increase the security of data in the cloud, other researchers (Jafari et al., 2011) suggested a 

Digital Right Management (DRM) strategy. They utilized Content Key Encryption (CKE), 

which leverages the license to provide the user access to the data. The most secure method, 

proxy re-encryption, was then presented by (Liang et al., 2009). The safest method for sharing 

data in the cloud as of right now is this one, however, it does make use of ciphertext 

characteristics and ciphertext size. With repeated usage, the ciphertext grows in length. It was 

exceedingly challenging to handle the data as it grew to be too huge. The method used by 

(Xhafa et al., 2015) also makes use of the ciphertext policy ABE (CP-ABE), which has the 

same issue with ciphertext length when handling excessive data. When processing a lot of data, 

this approach has a very serious problem. In our suggested method, this is avoided, hence the 

owner should not be concerned about the length of the ciphertext. 
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Authors (Ali et al., 2021) developed the Setup and Re-encryption Server (SRS) as a novel 

proxy re-encryption technique to address this problem. They utilized a separate server that was 

just responsible for managing keys. Data is exported to any public cloud after being initially 

encrypted by the user using their key. Transmit parameters to the Setup and Re-encryption 

Server concurrently. when a legitimate user requests information from the cloud. The third 

proxy server provides the user with the decryption key. They are encrypting the data using El-

Gamal Encryption, which is not a quantum-proof cryptographic method and is only suggested 

for computers, not for android devices. Additionally, this technique is limited to Personal 

Health Records exclusively (PHR). 

 

2.3.2 Critical analysis of papers related to post-quantum cryptography 

El-Gamal encryption's semi-homomorphic lattice-based cryptography security can be 

compromised if you can compute discrete logarithms accurately. Finding the value of x in the 

equation αx = β (mod p) allows us to transform a public key into a private one with ease. 

Utilizing Shor's algorithm makes this simple to do (Lanyon et al., 2007; Tsiounis and Yung, 

1998). However, completely homomorphic Lattice-based cryptography methods such as Ring-

LWE key exchange, FrodoKEM, NTRU, and LWE key exchange are quantum-proof 

(Bernstein and Lange, 2017; Septien-Hernandez et al., 2022). In our suggested method, proxy 

re-encryption as presented by (Ali et al., 2021) is made more secure by using quantum-proof 

encryption. To protect against quantum attacks, the new proxy re-encryption strategy proposes 

using a high key size, However, this will also have some bottlenecks on low power android 

devices. 

 

Researchers (Ali et al., 2014) also suggested an incremental proxy re-encryption strategy, 

although they do it using a methodology that is more suitable for editing existing files than for 

uploading new ones securely. As a result, the same authors (Ali et al., 2021) developed a new 

proxy re-encryption scheme, however, it still has the same drawbacks of security difficulties 

brought on by quantum computers. 

 

It has already been attempted by certain researchers to assess the efficiency of quantum-proof 

encryption. Different quantum cryptography algorithms are used by the authors (Khalid et al., 

2019), who test their effectiveness on embedded computers. On a cheap FPGA, they used 

FrodoKEM-640 and FrodoKEM-976. We may conclude from the data that this is the least 

preferred option for embedded devices. They also addressed the lattice-based cryptography's 

performance problem in the section on challenges. These systems are battling post-quantum 

cryptography. 

 

Researchers (Tamilmani et al., 2018) investigated post-quantum cryptography performance 

concerns on android mobile devices. They make use of a computer with a three GB primary 

memory and an octa-core CPU. Today's smartphones are powerful enough to manage post-

quantum cryptography in some way. Additionally, the majority of the techniques they have 

utilized have previously been invalidated by the NIST because of security concerns (Computer 

Security Division, 2017). However, they only track the effectiveness of post-quantum 



7 
 

 

cryptography when experimenting on a power-full device. On low-end devices like android 

devices, we'll track how well the safe proxy re-encryption mechanism performs. 

 

Some researchers (Cheng et al., 2020) present a novel cryptographic approach for power-

efficient devices to address these issues based on NTRU Prime cryptography. Great results 

were obtained when they tried this with an 8-bit AVR microcontroller. This was the response 

to the query we raised above, however, in the NIST competition's first round, NTRU Prime 

was disqualified because of security issues. Only four finalists for the public key encryption 

category survive in the final round of the NIST competition: Kyber, NTRU, SABER, and 

Classic Mceliece (Computer Security Division, 2020; O. Saarinen, 2020). 

 

2.4 Gap Analysis 

In gap analysis, we attempt to list all the drawbacks and benefits of earlier research in 

comparison to the suggested technique in this section. 

 
Table 2.1 Gap Analysis 

Related Work Advantages Disadvantages 

• (Li et al., 2013) • Quicker because of 

smaller keys 

• To allow access, the 

owner must be 

reachable online for 24 

hours. 

• Not secure 

• (Liang et al., 2009) 

• (Xhafa et al., 2015) 

• Quicker because of 

smaller keys 

• The issue to handle 

large files due to large 

ciphertext length 

• Not secure 

• (Ali et al., 2021) • Most trustworthy 

than the previously 

suggested plans 

because of SRS 

• Only works with PHR 

• Not available for low-

power devices 

• Not secure 

• Our approach • It is more secure than 

any other suggested 

methods due to post-

quantum 

cryptography 

• Not restricted to 

PHRs 

• Owners don’t have 

to be online for 24 

hours because of 

SRS 

 

• Have performance 

issues on large data 

due to a huge number 

of files created after 

the encryption process 

• The key size is very 

large 

• Does not have a 

support of continuous 

data 
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2.5 Conclusion 

Some doubts about the significance of using the proxy re-encryption process result from the 

research above. What if we just utilize a public encryption key that the CPP provides? There is 

a well-known incident when a US DVA employee obtained the personal health information of 

26.5 million people without their consent. Since this occurrence, HIPAA has made it a 

requirement that no one interferes with the privacy of computerized personal health data (Ali 

et al., 2021). We already know that post-quantum encryption is a challenge for the Internet of 

Things. We go one step further and test this on a little bit more powerful device than IoT. We 

have implemented our suggested secure proxy re-encryption on android devices and measured 

their performance. 

 

3 Model Explanation 
Figure 3.1 is the model diagram of our implemented methodology. 

 

 
Figure 3.1 Model Diagram 

 

Major components of this technique 

• Android device 

• Cloud storage 

• Proxy re-encryption 

• Setup and re-encryption server (SRS)  

 

3.1 Preliminaries 

The proxy re-encryption that is being suggested is the most secure one ever implemented. We 

used NTRU which is post-quantum cryptography to increase the security of proxy re-
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encryption, which was proposed in (Ali et al., 2021). Everything has benefits and drawbacks. 

It has performance constraints on low-end devices due to very high key sizes, making it 

potentially inappropriate for low-end devices, it is developed for android smartphones. 

However, the focus of this research is not on network security. The sockets used for 

communication between the SRS and android devices are not encrypted. 

 

3.2 Model Detail 

 

3.2.1 Android Devices 

The primary device in the implemented proxy re-encryption must perform the majority of the 

work. An individual must first register for the app. After that, he may upload any file. The file 

will be divided into parts of 65 bytes. Then, using the NTRU cryptography encryption key 

provided by the SRS, each of these parts is encrypted independently. Then every part is saved 

in a different file by using base 64 encoding and uploaded to the firebase public cloud. The 

user must enter the username to whom they want to see the file before uploading it. Following 

then, together with information about which user this file is permitted to decrypt, the 

parameters for the decryption key will be sent to the server for re-encryption. 

 

On the other hand, the user will ask the SRS for the decryption key and the cloud for the data 

at the same time. The only data that is uploaded for that user will be decrypted. The data that 

the owner uploads for one user will be accessible to only that user. The SRS will not disclose 

the data decryption key to the other users. Android Studio is used to write the code of the 

android application. 

 

3.2.2 Cloud Storage 

We can utilize any publicly accessible cloud storage for our project. Other researchers have 

tested their applications on Google Cloud and Microsoft Azure and employ various types of 

public cloud storage (Xhafa et al., 2015). On AWS S3, the authors of (Ali et al., 2021) tested 

their application. Here, it is considered that the public cloud is an unreliable source, hence only 

encrypted data will be uploaded to its storage. The encryption key is not made available to 

CPP. In most cases, users encrypt data using the CPP's public key, and the CPP subsequently 

decodes it using their private key. The data is once again encrypted using symmetric encryption 

before being stored (Yandong and Yongsheng, 2012), yet the CPP has complete access to our 

raw data. The encryption and decryption are carried out on the end devices under the suggested 

technique, meaning that CPP does not have access to our plain data. As we have implemented 

our technique for the android device firebase has the best support for the android platform. So, 

we are using firebase cloud storage. 

 

3.2.3 Proxy re-encryption 

This method involves a third semi-trusted party across the entire model to guarantee that data 

security is never affected. In this method, plain data is available to both end parties. The semi-

trusted server and CPP have no access to any plain data. Despite having encrypted data, the 

CPP lacks the decryption key. Although the decryption key is on the re-encryption server, the 
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data is not accessible. As a result, we also refer to it as end-to-end encryption with cloud storage 

capability. 

 

3.2.4 Setup and re-encryption server (SRS) 

The server that will handle all keys used to encrypt and decrypt data is semi-confidential. Each 

time a user uploads data to a cloud storage system the SRS receives the parameters for the 

decryption key. The owner also provides the username for which data is uploaded. The owner 

never shares data with the SRS since it is a semi-trusted server. The SRS will get just create an 

encryption key pair whenever new user signup. The SRS will offer the key whenever the user 

uploads or wants any data from the cloud. In this instance, our simple data is not accessible to 

SRS or Cloud. On the end devices, encryption and decryption take place. The SRS oversees all 

keys. This server is also in charge of access control because of the ACL. Because the cloud is 

not a reliable party in our circumstance, this server is not set up on any public cloud platforms. 

Any entity, such as a group of people may manage the SRS. The communication between the 

SRS and end application is done by sockets however sockets are not encrypted because network 

security is not in the scope of this research. NetBeans IDE is used to write the code of SRS. 

 

Figure 3.2 Shows all the internal activity of our implemented methodology. 

 

 
Figure 3.2 Activity Diagram 

 

The user first registers for the application. A new encryption key pair is generated and stored 

in the database every time a new user registers with the application. The user program splits 
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the data into many 65 bytes portions before encrypting each part with the user's public keys, 

which the SRS has supplied. After each component has been encrypted, it is stored into 

numerous base 64-encoded files and sent to the cloud storage. The program sends the 

parameters indicating which data is uploaded for which user in the last stage. The Android 

application will carry out the entire process. The second entity in this diagram is SRS. SRS is 

the second element in this diagram. For every new user, SRS produces the encryption key pairs. 

The parameters from the application will be sent to SRS. After that, it will wait for the 

decryption key request. SRS will verify the ACL to make sure that this user has access to 

decrypt data when it gets a request for the decryption key. It will transmit the decryption key 

to the user if they are listed in the ACL. The server will ignore the request if the user is not 

listed in the ACL. 

 

The application on the other end of this activity diagram initially makes a cloud-based data 

request. The public cloud storage will be used to download the encrypted data. Now that it 

requires a decryption key, which the SRS has, this program will ask the SRS for the decryption 

key. The program will decrypt all the data files, combine them, and then provide the user with 

meaningful information. 

 

3.3 Technical Analysis 

The NTRU encryption scheme will be used as the quantum-proof cryptography in the 

implementation of this application, which will be implemented in the Java programming 

language. The public cloud storage will be a firebase cloud storage. 

 

3.3.1 Java 

The high-level programming language Java gives you access to an object-oriented 

methodology. Abstraction, polymorphism, inheritance, and encapsulation are the four 

foundations of OOP. The Java programming language is a core tenet of the Android JDK. Java 

is the language used to write any android application. 

 

3.3.2 Firebase Cloud Storage 

Firebase Cloud Storage service is used to store and download files created directly by clients. 

There's no requirement for server-side code. The files are kept in Google Cloud Storage 

buckets, providing access from both Google Cloud and Firebase. 

 

3.3.3 NTRU 

We have used NTRU encryption in this project. NTRU is based on the lattice-based 

public/private key cryptography method created by Joseph H. Silverman, Jill Pipher, and 

Jeffrey Hoffstein. NTRU completes the time-consuming private key task far more quickly than 

RSA does. The time required to accomplish actions involving private keys in RSA also rises 

as the square of key size does, whereas NTRU activity rises quadratically. The three main 

parameters that make up the mathematical notation for NTRU (N, p, q). The polynomial that 

has been reduced includes NTRU operations (Hoffstein et al., 1998; Lange, 2015). 
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Key pair 

f ∈ Lf random polynomial. 

To produce, you must compute fp ≡ f-1 and fq ≡ f-1 (mod of q). 

A Polynomial g ∈ Lg at random. 

To produce, you must compute h ≡ g* fq (mod of q). 

The parameters for the public key are (N, h) and p, q, Lf, Lg, Lr, and Lm. 

The private key will continue to exist (f, fp). 

 

Encryption  

The message will be m ∈ Lm. 

A random polynomial r ∈ Lr. 

It will be encrypted with the public key according to the formula e ≡ p * r * h + m (mod of q). 

 

 

Decryption 

The user will calculate a ≡ f * e. (mod of q). 

The user must convert a to a polynomial in the range [-q/2, q/2 [. 

Determine m ≡ fp * a. (mod of p). 

 

Most lattice-based encryption methods are resistant to quantum attacks, as we know from 

related research. In the NIST competition's last round, there aren't many remaining. The most 

promising and effective substitute for today's most widely used encryption methods is NTRU, 

which is quantum-proof (Computer Security Division, 2017; Guillen et al., 2017; Septien-

Hernandez et al., 2022). 

 

4  Evaluation 
We examined the secured proxy re-encryption technique’s performance from a variety of 

perspectives, including key generation times, encryption and decryption times, and turnaround 

times. The next sections give the specifics of the experimental design and findings. 

 

4.1 Experimental Setup 

Android client application development was used to assess the effectiveness of the secure proxy 

re-encryption approach. Cloud storage, SRS, and users are some of the entities included in the 

proposed secure proxy re-encryption. We stored data in the cloud using firebase cloud storage. 

The SRS is implemented as a third-party server that generates the public/private key pairs and 

the re-encryption keys. NTRU encryption is used with APR2011_439_FAST parameters which 

offer 128 bits of security level. SRS is implemented on the computer having Intel Core i7-

10800H @ 2.60GHz (12 CPUs) with 32 GB ddr4 3200MHz memory. 
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On three separate Android emulators with Qualcomm SM7250 Snapdragon 765 processors, 

Android applications are installed. The first emulator has a 2GB memory and 2 cores limit, the 

second has a 4GB memory and 4 cores limit, and the third has an 8GB memory and 6 cores 

limit. The application is developed on 26_2 API. 

 

4.2 Results 

Secure proxy re-encryption performance was assessed in terms of creation, encryption, 

decryption, and turnaround time. Below is a discussion of the findings for each of the 

evaluation criteria mentioned above. 

 

4.2.1 Key Generation 

The SRS is responsible for creating the private/public key pairs for the authorized users, as was 

already mentioned. However, the duration of the key generation process for systems with a 

high user density may have an impact on the system's overall performance. As a result, we 

evaluated the secure proxy re-encryption efficiency in terms of how long the key generation 

phase took for various user counts.  

Fig 5.1 shows how long it takes to generate keys for 10, 100, 500, 1000, 5000, and 10,000 

users. 

 

Fig 4.1 Time consumption for users 

 

Figure 5.1 shows that it takes 0.51 seconds to produce keys for 100 users, whereas it takes 

1.672 seconds to generate keys for 1000 users. Similarly, the time required to generate keys for 

10,000 users is 12.881 seconds, which is also acceptable given a large number of users. Since 

these members-only sometimes join, the key creation time for them is likewise quite short, 

therefore creating keys for a single user is an efficient procedure. 
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4.2.2 Encryption and Decryption 

To evaluate the effectiveness of the Android application, we tested it on three distinct devices. 

We have used a variety of metrics to evaluate system performance. Time spent during 

encryption, decryption, and turnaround. The time needed to finish the entire procedure is 

included in the turnaround time. Time is required to read a file, split it into separate 65-byte 

portions, encrypt it, and save it into the file using base 64 encoding. Similarly reading encrypted 

data from files using base64 decoding. After decrypting the data, all 65 bytes are combined to 

form a single meaningful piece of information. Remember that the time it takes to upload and 

download encrypted data is not included in the turnaround time because it heavily depends on 

your network connection. 

 

T1 = reading file + encryption + base64 encoding + saving into files 

T2 = reading from files + base 64 decoding + Decryption + combing data 

 

The files which are used to measure the performance of the system are 50KB, 100KB, 200KB, 

500KB, 1024KB, 1500KB, and 2048KB. Time consumption on the different specifications is 

given below. As we can see from Table 5.1, the time required for encryption of a 50KB file on 

a device with 2GB of RAM and 2 cores is 0.39 seconds, which is practically the same across 

all devices. A device with 4GB of RAM and 4 cores takes 0.41 seconds, and a device with 8GB 

of RAM and 6 cores takes 0.4 seconds. The 2048KB file continues to follow a similar trend. 

The smartphone with 2GB of RAM and 2 cores finished the test in roughly 8.27 seconds, 

followed by the device with 4GB of RAM and 4 cores in 8.733 seconds, and the device with 

the highest specifications, 8GB of RAM and 6 cores, in 9.112 seconds. All devices follow the 

same pattern during the decryption procedure. 

 

Table 4.1 Encryption and decryption time among different devices. 

File 

Size 

The device with 2GB 

ram and 2 cores 

The device with 4GB 

ram and 4 cores 

The device with 8GB 

ram and 6 cores 

Encryption Decryption Encryption Decryption Encryption Decryption 

50KB 0.39 0.41 0.41 0.37 0.405 0.392 

100KB 0.462 0.402 0.547 0.492 0.467 0.495 

200KB 1.036 0.846 0.995 0.843 1.011 0.892 

500KB 2.309 2.055 2.494 2.07 2.323 2.014 

1024KB 4.523 4.108 4.428 3.92 4.765 3.708 

1500KB 6.187 5.986 6.524 5.780 6.404 5.973 

2048KB 8.27 8.073 8.733 7.778 9.112 7.743 
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4.2.3 Turnaround Time 

Table 5.1 only displays the encryption and decryption times for various file sizes across various 

devices, while table 5.2 show the values for turnaround time are much different and quite 

unsettling.   

 

Table 4.2 Turnaround time among different devices. 

File 

Size 

The device with 2GB 

ram and 2 cores 

The device with 4GB 

ram and 4 cores 

The device with 8GB 

ram and 6 cores 

T1 T2 T1 T2 T1 T2 

50KB 1.201 0.997 1.244 1.076 1.446 1.053 

100KB 1.846 2.058 2.228 1.942 2.203 2.069 

200KB 4.056 5.03 3.7 5.067 4.211 5.219 

500KB 11.216 18.142 10.628 20.021 11.619 18.504 

1024KB 26.829 51.171 28.690 50.805 29.684 51.860 

1500KB 41.289 90.067 42.745 90.023 41.762 90.253 

2048KB 57.140 154.365 64.763 150.684 62.305 149.367 

 

Here we can see that T2 is taking more time than T1. T2 involves the process of decryption 

and T1 involves the process of encryption but the results are the opposite. The T1 on the device 

with 8GB ram is 62.305 seconds for the 2048KB file and the T2 is 149.367 seconds which is 

very poor performance. The main reason behind this poor performance is handling and reading 

the huge number of files while decrypting. As we know the encryption process encrypts the 

data into parts of 65 bytes and saves them into a different file. While encrypting the 2048KB 

file it will create 32,264 new encrypted files and this will create the performance bottleneck for 

the decryption process. The device with 2GB ram and 2 cores becomes unresponsive for a few 

seconds in both encrypting and decrypting process when the file size increase from 1024KB. 

 

Here, Table 5.2 clears that T2 is taking longer than T1. T1 involves encryption and T2 involves 

decryption, but the outcomes are dramatically opposed. T1 for a 2048KB file on a device with 

8GB of RAM is 62.305 seconds, and T2 is 149.367 seconds, which is a very poor performance. 

The handling and reading of the enormous number of files during decrypting is the primary 

cause of this poor performance. As far as we are aware, the encryption mechanism divides the 

data into 65-byte segments and saves them to separate files. 32,264 additional encrypted files 

will be created while encrypting a 2048 KB file, which may slow down the decryption process' 

speed. When encrypting and decrypting files larger than 1024 KB, a device with 2GB of RAM 

and 2 CPUs becomes unresponsive for a short period. 
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5 Conclusions and Future Work 
The purpose of this study is to identify potential weaknesses in the previously suggested proxy 

re-encryption approaches. There are a lot of conclusions from prior relevant work that can be 

found with the use of a literature review. The earlier suggested techniques are vulnerable to 

quantum attacks. Some of the schemes additionally demand that the owner stay online for the 

entire 24 hours to provide the user access. The recently adopted approach promises to use SRS 

and quantum-proof proxy re-encryption techniques so that the owner does not need to remain 

online constantly. This strategy is put into practice using the Android platform. Due to the 

creation of many encrypted files and high key sizes of NTRU cryptography. On the decryption 

end, this approach suffers from a severe bottleneck. In the future, we will try to increase the 

performance of this methodology by improving file management. 
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