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Secure Cryptography Algorithm using 

Rubik’s Cube for IOT Devices 
Kevin Kehoe 

x20147228 

Abstract 

The importance of the internet has increased exponentially during the COVID pandemic with 

more businesses and individuals moving their data to the cloud. Whenever we need data to be 

sent to another person or business, we rely on the internet to send this data. It’s important that 

when sending sensitive data through the internet, it cannot be intercepted or stolen against 

unwanted individuals. Cryptography can allow businesses or individuals to transmit their 

sensitive data across the internet so that no one except the intended party can read the data. For 

any Cryptography algorithm to encrypt and decrypt sensitive data, mathematical equations are 

performed to alter the data. Depending on the complexity of these equations, more of the 

device’s resources are used. In the IoT landscape, it is difficult to secure the data because of 

the computing power needed. Another problem with current Cryptography standards is 

Quantum Computing. It has been suggested that Quantum Computing will be 100 million times 

faster than any computer currently. Therefore, new algorithms need to be created with the 

constraints of IoT devices but still provide the security that strong algorithms such as AES 

provide. To tackle this problem a new Cryptography algorithm will be proposed while testing 

its security and resource management on an IoT device versus the top algorithms used today. 

1 Introduction 

For data to be sent throughout the internet, there are multiple ways for the data to be handled. 

It is important that the method chosen to transfer this data is secure enough to prevent 

unintended parties from reading the data but also reliable to prevent a failure in the data 

transfer. One of these methods is Cryptography which has become more important in 

providing security for many different types of applications especially since the COVID 

pandemic. The CSO’s Information Society Statistics Enterprises 2021 report showed that 

“almost one in five (19%) enterprises reported an increase in sales via websites or apps 

during the COVID-19 pandemic” [1] while “one in ten set up a website to facilitate online 

sales” [1]. On the Internet of Things section of this report, nearly a quarter of these 

enterprises would use these devices to provide security to their premises. “A higher 

proportion of Manufacturing (26%) and Services (24%) enterprises use IoT devices for 

security than Construction (12%) firms” [2]. With many different enterprises utilising IoT 

device there is a bigger need to implement strong Cryptography algorithms.  

When trying to implement a cryptography algorithm specifically in an IoT device there are 

several key challenges that need to be addressed: 

 RAM and ROM on the device can be very limiting. 

 The computing power is more restricted compared to standard PC’s 
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 How fast the device can respond to a given command known as real-time. 

While there are a huge variety of IoT devices, they are quite small and attempting to work 

with the limited resources can be quite the challenge. Some of these resources such as the 

ROM and RAM are needed to store information in memory and run an application, while 

trying to process the data can be restricted due to the low computing power. With these 

limited resources, trying to apply standard Cryptography standards to these devices could be 

deemed as unacceptable since the response needs to be quick and accurate while satisfying 

the needs for security. With IoT device usage increasing since the COVID pandemic, it is 

important that Lightweight Cryptography algorithms are designed to work on these devices. 

Lightweight Cryptography has the benefit in that its usage is not just limited to IoT devices, 

but it can be utilised in other types of devices that would not have the limited resources IoT 

devices are confined to such as PC’s, servers, and mobile phones. 

While many new algorithms have been proposed for both standard and IoT devices, classical 

Cryptography could potentially be affected by Quantum Computing. Since Quantum 

computers can do computations that classical computers cannot, they threaten the security of 

any secure communication. On top of this, quantum computers can break cryptographic keys 

that are generated because they are able to search all possible secret keys faster than any 

classical computer. This would allow an attacker or eavesdropper to intercept a 

communication between two parties. Shor’s and Grovers algorithms can be implemented by 

quantum computers to break algorithms such as AES and RSA. With this threat towards 

classical Cryptography, new algorithms will need to be created to prevent Quantum 

computing from threatening the future of the field. 

While there are many proposed Cryptography algorithms, a lot of them are tailored towards 

powerful systems and not IoT devices. Therefore, the research question of this paper is: Due 

to the computing power required, can a strong and powerful algorithm be created specifically 

for IoT devices? 

This paper will investigate related work in Section 2 with the literature review focusing on 

the different types of cryptographic algorithms, a Rubik’s cube algorithm that was slightly 

similar to the proposed algorithm for this paper and researching security concerns towards 

IoT. Section 3 will go into detail about how the AES algorithm encrypts data and how 

Quantum Cryptography works. Section 4 will show the Design Specification for the proposed 

algorithm and some slight changes made to the implementation of AES to better suit the 

Rubik’s cube implementation. Section 5 will demonstrate the Implementation of the proposed 

algorithm for both encryption and decryption. Section 6 is the Evaluation phase which shows 

the case study that was done on the proposed algorithm and other algorithms on an IoT 

device, and section 7 will give a conclusion of the research carried out including the scope for 

future work on the algorithm. 

2 Related Work 

The Literature Review will represent recent studies made in different cryptography 

algorithms as well as security concerns for IoT devices. Sub section 2.1 will give a 

background on different cryptography algorithms, mainly based around their differences. 

Subsection 2.2 will discuss a cryptographic algorithm based around a 3x3 Rubik’s cube. With 

the proposed algorithm being based on a 4x4 Rubik’s cube, it is important to highlight the 
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similarities and what the proposed algorithm will do differently. Sub section 2.3 will address 

the security concerns towards IoT devices.  

2.1 Different Types of Cryptographic Algorithms 
In Cryptography, there are multiple methods for encrypting data. The first type of encryption 

is known as a symmetric key encryption which is when the algorithm produces a key that is 

used to both encrypt and decrypt data. The keys would be used to keep information private 

between two different parties. One of the drawbacks to this type of encryption is that both 

parties need access to the secret key, otherwise the data cannot be encrypted or decrypted 

unlike asymmetric encryption. The second type of encryption known as asymmetric 

encryption is when a pair of keys are used for encryption and decryption with one of these 

keys being public while the other is private. The public key would be used for the encryption 

phase while the private key would be used for the decryption phase. The final type of 

encryption is a hash function which is used to encrypt plaintext data of any length and turn it 

into unique ciphertext of a specific length. One of the strengths of a hash function is that 

since it is a flexible one-way algorithm it is nearly impossible to brute force all the possible 

combinations leading to the hash value. 

 

Figure 1 – Different types of encryption methods [3] 

On the lightweight cryptographic side of encryption there is the Elliptic Curve Cryptography 

(ECC). ECC has been describe as the alternative technique to the RSA algorithm because it 

focuses on using pairs of public and private keys for both encryption and decryption. It can 

provide the necessary security by using mathematic elliptic curves. An Elliptic curve is like a 

normal curve, but it is over a finite field and uses the equation in Figure 2 to satisfy the 

equation.  
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Figure 2 – Elliptic Curve Equation 

It’s important to note that with this curve, when adding two points together, the line created 

will only ever intersect one other point on this curve. The original point of intersection on this 

curve is known as the private key.  

Comparative Analysis has been performed on both normal and lightweight algorithms in 

terms of security. One of the most important parameters of an encryption algorithm is the 

performance of the algorithm.  The security levels of AES, DES and the RSA algorithms 

were tested with the results showing that the AES algorithm provided the highest level of 

security because it can use a variety of key lengths. Multiple attacks were attempted to crack 

the algorithm “like Square attack, Key attack, and Differential attack were tried, but none of 

them cracked AES algorithm” [4]. DES however had an inadequate level of security mainly 

because of the 56-bit length keys. “Brute force attack becomes possible with a massively 

parallel machine of more than 2000 nodes with each node, capable of a key search rate of 50 

million keys/sec” [4]. DES has been known for having weak S-boxes and with the short key 

lengths the algorithm is susceptible to an attack. The security of the RSA algorithm is based 

on how difficult it can be to factorise a large integer. The public key consists of two numbers, 

one being the multiplication of the two prime numbers. If this prime number would be 

factorised the private key would be compromised. This process would be very time 

consuming and because of this, RSA is proven to be a strong algorithm. Between these three 

algorithms, ranking them from most to least secure, AES would be the most secure with DES 

being the least secure. 

On the lightweight cryptography side, algorithms such as PRESENT and SIMON are well 

known in the field to be suitable for IoT devices in terms of encryption and decryption. 

PRESENT can function with a 64-bit block and its key size can be either 80 or 128 bits. 

Researchers have proven that from biclique cryptanalysis on the 80-bit version, “uses 527 S-

boxes in aa full-round encryption so the computational complexity is as follows:” [5] 

[5] 

SIMON was introduced in June of 2013 and is optimised for performance in hardware 

implementations. “The Simon block cipher with 2n-bit block and mn-bit key is denoted 

Simon 2n/mn where n must be 16, 24, 32, 48, or 64 and m must be 2, 3 or 4. For example, 

Simon32/64 refers to the version of Simon acting on 32-bit plain text blocks and using a 64-

bit key” [6]. From the comparative analysis on these algorithms, it was stated that these two 

algorithms had great performance in terms of tech, power, and area usage. While these 

algorithms are suitable for IoT encryption and decryption, attacks are still possible as shown 

in figure 4. 

AES is the most powerful and secure algorithm based on the comparative analysis, but it is 

important to highlight the level of security both PRESENT and SIMON provide for the low 

computational power needed and how they are suitable for IoT. 
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Figure 4 [7] 

2.2 Rubik’s Crypto-Cube – Trans-Composite Cipher 
On May 9th, 2010, a paper was released discussing the possibility of a cryptography 

algorithm based on a 3x3 Rubik’s cube. It took the weaknesses of the Vigenère and Mitchell 

algorithms to create a new algorithm that prevents attacks from anagramming and frequency 

analysis.  

The Vigenère Cipher is known as a polyalphabetic shift cipher because for all plaintext 

characters, they can point to multiple ciphertext letters based on either a keyword or a 

specific shift. If our plaintext would be THISISATEST and our key would be JUMP, our key 

would be extended until its length is the same as the plaintext. Our ciphertext would result in 

the following ciphertext based on Figure 5 

T H I S I S A T E S T 

J U M P J U M P J U M 

C B U H R M M I N M F 

Figure 5 – Vigenère Cipher Encryption 

Mathematically, to get our ciphertext our plaintext and keywords should be converted into 

vectors that have numbers which are mapped to a letter of the alphabet. With the keyword 

JUMP, if this were to be changed into a vector of numbers, if the numbers 0 – 25 are mapped 

to the alphabet in the same order (A = 0, B = 1 ….) The keyword would be converted to the 
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following vector: (9, 20, 12, 15). If the same is applied to the first four characters of the 

plaintext the vector would be (19, 7, 8, 18). In Figure 5, if using the plaintext T and the key J 

gives the ciphertext of C then using the converted vector values of 9 and 19 would give us the 

ciphertext vector value of 2. This is calculated by using the modulo calculator which is that 

the formula a mod b = c. The modulo operator gives us the remainder of the value of a 

divided by b so 28 mod 25 (0 – 25 indexes for alphabet a- z) gives the remainder of 3 which 

based on the index value for the alphabet gives the letter C.  

On a normal 3x3 Rubik’s cube, there are 54 pieces 6 sides and nine cubies each. Mitchell’s 

system involves some editing of the plaintext before the shuffling begins. “The first step in 

the process requires one to write the numeral “1” on the upper left square of a cube face. The 

number “2” can be on an arbitrarily chosen square on another face, and so on until all six 

sides have a characteristic numeral as its representative identifier” [8]. Starting with the face 

with the number 1 written on it, any empty cubies is filled with the plaintext character and 

this process then goes to the face with the number 2 until all the cubies on the cube are filled. 

An example of this is shown in figure 6 with the plaintext value given to be: 

LEARNINGCRYPTOGRAPHYINNCIHASBEENAGREATEXPERIENCE 

 

Figure 6 – Mitchells Algorithm – First step 

The second step in this algorithm is to generate the rotation key. This key will allow the cube 

to rotate back into what was setup in step one. The number 1 must be the starting sequence in 

the top left corner of whatever face is chosen. With this point mentioned, the “rotation key 

has more than 7.25 billion different encryptions due to the ways the plaintext can be 

initialized. Successful attacks cannot occur because of a lack of frequently repeated plaintext 

passages. Multiple anagramming as an attack would also be unreliable because this attack 

relies on the repeated use of the same ordering of the transposition” [8]. Another step taken 

by Mitchell was to propose an order of assigning the faces of the cube based on a six-letter 

extension for example “ACEDBF”. This special order would let the receiving party know 

how to assign the ciphertext to the cube. To scramble the cube, the requirements are that R 

equals to Row, C equals to Column and L equals to Level. 1, 2 ,3 would represent the 

clockwise rotation in multiples of 90-degree angles and 4, 5, 6 would represent the outside 2 

layers of the cube being rotated in multiples of 90-degree angles. With those requirements 

set, an example of a rotation key would be as shown in Figure 7. 
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AECBFDX-L4-C6-R1-C5-L3-R2 
Figure 7 – Example of Mitchells Rotation Key 

One of the problems of cryptography regarding a Rubik’s cube is there are bound to be 

instances where the same characters are repeated in the ciphertext which can decrease the 

actual size of the key. “Studies and research have proven that God's Number is number 20” 

[17]. Gods number for a 3x3 Rubik’s cubes is the maximum number of moves that would be 

needed to solve any of the “43 quintillions or to put it in perspective, 

43,252,003,274,489,856,000 permutations combinations of the cube” [17]. 

2.3 Security concerns regarding IoT 
Security is of upmost importance to achieve a private and safe way of communication 

between individuals, software’s, and other parties. There are three different processes that 

make up the required triad. 

1. Availability: To ensure that two different individuals or parties want to send and 

receive data, there needs to be a way to identify and authenticate both. The big issue 

with this in the world of IoT is that outside of its users, there can be other services 

involved with the device in use. To ensure safe authentication between different 

devices or parties there needs to be a procedure set before any interaction between the 

two are required. “These can be programmed to become available when the primary 

system has been disrupted or broken” [18]. 

2. Integrity: When transferring data between two individuals or parties it is of upmost 

importance that the data is not tampered with between its travel. The accuracy of the 

data being sent needs to be one hundred percent and any lower should be of concern 

to its integrity. With IoT devices exchanging data between multiple devices its 

accuracy can be affected due to the low computing power. IoT should follow 

traditional security procedures but currently it is not being following due to limited 

resources. 

3. Confidentiality: Even if the integrity of the data isn’t affected and there is a standard 

procedure between the two different parties, if the data can be revealed by an 

unauthorised user, the data would be deemed as public rather than private. To control 

access to private information for a party, that party must have an authorisation system 

to determine who needs to have access to the necessary privileges. With IoT users not 

being limited to just human users but also to different services, it is important that 

during its life cycle, the data is protected to ensure confidentiality.  

While CIA triad is important towards security, in IoT there are two other processes that 

should be a requirement which are Energy Efficiency and Heterogeneity. Since “each device 

of IoT operates on battery power or self-harvested energy sources, so it is critical to reduce 

energy consumption when each device functions” [9]. If the energy is not reduced, it can 

shorten the lifecycle of the device in use which can influence the IoT’s network. With IoT 

devices already able to incorporate heterogeneity devices, there can be a wide variety of 

devices connected to a network. Security measures need to be implemented to handle all 

types of heterogeneity devices. 
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In the field of Cryptography, there needs to be an energy efficient algorithm and many 

lightweight block ciphers were proposed during 2013 to the National Security Agency. The 

main two algorithms proposed were SIMON and SPECK but “they were criticized by many 

security researchers and have been rejected from ISO standardization in 2015” [9]. 

IoT can be broken down into three different layers which are as shown in Figure 8. 

 

Figure 8 – Three Layers of IoT Architecture [10] 

Unfortunately, with each of these layers there are security issues which can potentially affect 

cryptographic data.  

2.3.1 Perception Layer 

This layer can consist of smart devices which can contain sensors or microcontrollers. The 

high processing power of these devices can have the capability to connect with the network 

which can connect to the application running. Since this layer is responsible for collecting 

data, it’s important that this data is authenticated from the device before being sent to the 

network layer. The two security issues with this layer are tampering with the nodes and 

injection malicious code. Tampering with the nodes can allow an attacker to gain access to 

confidential data such as the keys to a cryptographic algorithm. If software is not updated, it 

could allow the attacker to inject code which would allow them to gain access to the network. 

2.3.2 Network Layer 

Data created from the perception layer, is transmitted across the network which makes up the 

Network layer. There are more possible threats from this layer than the perception layer 

because data can be transmitted from multiple heterogeneous devices. Some of the possible 

attacks that can be performed on this layer are routing, DDoS, and man-in-middle attacks. 

Routing attacks changed the path that the data is being sent to, which can affect the integrity 
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of the data. Most devices today are known to be heterogeneous, so any other malicious device 

can create a DDoS attack which could affect the network. Man-in-Middle attacks can occur if 

the devices that are sending and re receiving the data are not secured. 

2.3.3 Application Layer 

This layer receives the data from the Network layer and uses that data to provide the 

necessary function of the IoT infrastructure. “There are several different challenges at the 

application layer. For example, data access permissions and identity authentication can be a 

cause for concern. With all the different types of applications and users, it is difficult to 

manage access permissions and authentication” [11]. Some threats at this level that can occur 

are data leakage and misconfiguration of the device. Data leakage can be a security risk “if 

the attacker knows the vulnerabilities of the application. This can cause the manipulating of 

data that is stored on cloud” [12]. If an IoT device is not configured correctly in terms of 

security like an operating system or a database, the device could be open to attacks causing 

damage to the whole IoT network. 

3 Methodology 

From the literature review uncovering security issues regarding all layers of IoT, new 

cryptographic algorithms need to be designed to fight against quantum computing. Due to the 

low computing power of IoT devices, providing the adequate security is challenging. The 

proposed algorithm will improve on the generation of the Rubik’s Crypto-Cube rotation key 

while mixing in the AES algorithm to create a powerful cipher. This section will discuss the 

AES algorithm and an overview on Quantum Cryptography to highlight the power and speed 

compared to current cryptography algorithms. 

3.1 AES algorithm 
The AES algorithm also known as Advanced Encryption Standard is a block cipher which 

was sent to the National Institute of Standard and Technology in the year 2000. It was created 

to replace the DES algorithm since there were security vulnerabilities found with it. It is 

currently known as the most secure algorithm compared to other algorithms. For it to encrypt 

and decrypt data being sent, the data is split into a fixed size of 128 bits (16 bytes) and works 

based off a matrix. The key sizes for AES can be one of three sizes which are 128, 192 or 256 

bits. Depending on the size of this key, the algorithm is performing actions either 10, 12 or 14 

rounds. Figure 9 will illustrate the actions taken for each round. 
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Figure 9 – AES Encryption Architecture 

3.2 Quantum Cryptography 
Quantum cryptography is the first known quantum distribution scheme and was “developed 

by Charles H. Bennett and Gilles Brassard in 1984 (BB84) as part of research study between 

physics and information at IBM lab” [13]. Quantum Cryptography requires two parts of 

quantum distribution which are the photos polarisation and the Heisenberg Uncertainty 

principle. “A photon is a particle of light defined as a discrete bundle (or quantum) of 

electromagnetic (or light) energy. Photons are always in motion and, in a vacuum (a 

completely empty space), have a constant speed of light to all observers” [14]. Since light can 

be polarised, its direction can be reflected to any angle that is desired. “Heisenberg’s 

uncertainty principle states that there is a fundamental limit to the precision with which 

certain pairs of physical properties of a particle (complementary variables) can be measured 

simultaneously” [15]. This principle plays a crucial role in quantum cryptography because the 

light particle or photon being polarised will only ever be known from the moment that the 

point is measured. If this is applied to cryptography, it can prevent any eavesdropper from 

sniffing the data. Also, photons can be polarised in a specific direction thanks to the photon 

polarisation principle which again can also stop an eavesdropper from copying any known 

data such as a qubit. This was first mentioned in 1982 when W. K. Wootters and W. H. Zurek 

published their paper on “A single quantum cannot be cloned” [16]. 
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Quantum cryptography works by two parties agreeing on a sequence of bits but without them 

ever meeting face to face. While they can’t meet in this way, the BB84 protocol can ensure 

that its secret key is exclusively shared between just them. The theory behind this protocol is 

to alter all a secret key’s bits into the polarization state of a single photon. It’s important to 

note that because of this state, a photon cannot be measured since measuring it would destroy 

it, which prevents an eavesdropper from reading its state. The state of a photon can be 

denoted by one of 4 symbols which each could carry either a binary value of 0 or 1 as shown 

in Figure 10 below. 

 

Figure 10 – Filters being set from the sender with possible binary values 

Light – and | are allowed to pass through the filter + whereas / and \ light can pass through the 

filter X. With these parameters the BB84 protocol works with having a sender (Carly) and a 

receiver (John).  The steps taken with this protocol would be: 

1. Carly would send a secret key as a bit string (10010110) to John 

a. Carly would use the – | / \ filters to polarise the light while John would use the 

+ and X filters to filter and measure the light being passed. 

b. Carly would use the filters set in Figure 10 while John would randomly select 

the two filters + and X to measure the angle of the light. 

2. John would receive the bit string based on his filters sent from Carly as well as the 

filters used by Carly.  

3. The filters sent from both Carly and John are compared and where the filters do not 

match, that bit would be removed from the string bit as shown in Figure 11. The 

remaining bits are used as the final key for the encryption.  

This final key will also have been established by how many bits were sent as there needs to 

be a 50% threshold based on the possibilities of the filters. The security with this protocol is 

heightened since its impossible for an eavesdropper to sniff the data because if they use the 

wrong filter for a bit, that bit would be destroyed. Figure 11 shows that if Carly and John use 

the same filter but the eavesdropper used the wrong filter, that bit would be destroyed, and 

the eavesdropper would not get all the bits of the final key. If the wrong filters used by the 

eavesdropper exceed a threshold, Carly and John will know that an attacker is there and can 

restart the whole process. 
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Figure 11 – BB84 protocol example 

4 Design Specification 

This paper will propose a new cryptographic algorithm to ensure secure sharing of a 

cryptographic key based on AES and a 4x4 Rubik’s cube for both encryption and decryption 

AES has been slightly modified in this algorithm, but the implementation of the other steps is 

the same. There are two phases for the proposed algorithm which are the AES phase and the 

4x4 Rubik’s rotation key. 

4.1 AES Modified 

While most of the AES algorithm is the same, the shift rows have been altered since this 

algorithm will be used with a 4x4 Rubik’s Cube. Usually on the shift rows step the 4x4 

matrix rows are shifted from 0 to 3 depending on the row as shown in Figure 12. 

 

Figure 12 – Normal AES Shift Rows 

In the modified version of AES, the shift rows depend on the length of the plaintext and key 

provided. If the length of both is either 24 for 32 bytes in length the matrix is changed to be 

either a 6x4 or 8x4 matrix. The rows shifted to the left are changed to be either 2 – 5 for 24 

bytes or 4 - 7 for 32 bytes as shown in Figure 13. 
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Figure 13 – Modified AES Shift Rows 

This change in design was to accommodate a 4x4 Rubik’s cube since there are six 4x4 

matrixes (96 cube faces). This can add an extra level of security since an attacker will not be 

able to determine the length of the ciphertext returned since the Shift Rows operation depends 

on the plaintext and key originally sent. The ciphertext length is extended to be 192 

characters in length when it is hexed. The ciphertext and the rotation key created are joined 

together using an XOR operation to create the Rotation Cipher Key. When decrypting the 

ciphertext into plaintext only the first N characters will be kept. This N value depends on the 

length of the original key. 

4.2 Rubik’s cube Rotation Key 

After the ciphertext has been generated with the modified AES algorithm, the rotation key 

can be created. The rotation key is designed with official Rubik’s notations and positionings 

in mind. A snippet of a rotation key is shown in Figure 14. 

 

Figure 14 – Rotation Key Snippet 

The snippet DA269 represents the cubes movement and the position of the first value of the 

ciphertext. The DA2 is broken down into the following: 

 D – this is the notation for the Rubik’s cube, this will move the bottom layer of the 

cube either clockwise or anticlockwise. 

 A – This can be A for anticlockwise or C for clockwise. 

 2 – This value will be either 1 or 2 and indicates in sets of rotations how many 

rotations need to be done. 

The value of 69 indicates which cube face the first ciphertext is assigned to. The rotation key 

is generated from 96 movements with each movement being 1 of 72 possible cube 

movements. To calculate all the possibilities of movements that can be chosen, we must 

calculate 72^96 which gives us the value 2.01335175E178. The chances of an attacker 

getting the exact same rotation key is around twenty octoquinquagintillion. A full example of 

a rotation is key is shown in Figure 15 
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Figure 15 – Full sample of Rotation Key 

This rotation key does not require any knowledge of the colours of the Rubik’s cube if it has 

its positions. There are 96! possible combinations for the ciphertext to be arranged based on 

the cube movements chosen by the algorithm. Finally, the rotation key generated is 

completely random from each execution. Without the rotation key, the attacker would never 

be able to decipher the original key and vice versa.  

5 Implementation 

For this algorithm, Python was the programming language chosen and is run using VSCode 

on the Raspberry Pi 4B using the Raspberry Pi OS. The goal of this algorithm is to provide 

greater security than previous implementations of Rubik’s cube algorithms and classic 

cryptography algorithms.  

5.1 Encryption Phase 

This phase starts with AES encryption and after encrypting, the ciphertext is assigned to the 

faces on the cube. After assigning the ciphertext onto the cube, Figure 16 will demonstrate 

how the text is assigned before the cube is scrambled. 

 

Figure 16 – How ciphertext is assigned to 4x4 cube 

After this, the cube is scrambled, the ciphertext is changed to reflect the scramble and a 

rotation key is generated to tell the cube how it was scrambled. This key can look like the key 
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in Figure 15. Both the Rotation Key and the original key are XORed together to generate the 

Rotation Cipher Key which can look as shown in Figure 17. 

 

Figure 17 – Example of Rotation Cipher Key 

5.2 Decryption Phase 

To decrypt the Rotation Cipher Key back into plaintext, we need to provide the Rotation 

Cipher Key, the original key and the ciphertext after the cube had been scrambled. The 

original key is hexed and XORed with the Rotation Cipher Key and then the result is de-

hexed to get the Rotation Key. With this rotation key each position of the ciphertext can be 

assigned to the correct cube face based off its number. To position the text correctly the code 

must know which face, column and row the text must be assigned on.  

If the position of the ciphertext is 43 for example, the index calculated will be 43 / 16 which 

is 2.68 which turns into 2 since the math.floor method is used. To calculate the column, the 

ciphertext position value 43 needs to be misused from (16 * 2) which gives us 11. Using this 

value, the column can be calculated by using the modulus equation which would result in the 

number 3 – (11 % 4 = 3). The row value is calculated by dividing 11 into 4 and by using the 

math.floor method again like before the value will be 2. The final values in the face, column 

row arrangement will be 2, 3, 2 as shown in Figure 18. 

 

Figure 18 – Position Calculated for Rotation Key 

With this rotation key and the ciphertext values being positioned correctly, the cube is 

descrambled by checking the opposite movement of the rotation key to show the original 

ciphertext before any of the modified AES algorithm steps are applied. If the cube movement 

were to be DA2 as explained in section 4.2, the opposite movement would be DC2 since the 

A would be anticlockwise 180 degrees whereas C would be clockwise 180 degrees. 

Decrypting the ciphertext from the steps and keys used in the key schedule will uncover the 

original plaintext. 
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6 Evaluation 

In this section, three algorithms were tested on the Raspberry Pi 4 using psutil to check for 

the CPU usage when the encrypting and decrypting functions would be executed. The time 

taken to perform this was also measured. 

6.1 CPU Usage and Time for each algorithm / Case Study 1 

The three algorithms that were tested were the proposed algorithm, AES 128 and Ascon-128. 

“AES” [19] and “Ascon” [20] were pure Python implementations like the proposed algorithm 

to get a more accurate time to complete the encryption and decryption phases. Each algorithm 

was executed ten times each to get an average CPU usage and time. Figure 19 will show the 

results of the algorithms. While AES and Ascon are limited to 128 bits, the proposed 

algorithm will show results for 192 and 256 bits also to show the differences between the 

different versions. 

 

Figure 19 – CPU and time results for each algorithm 

6.2 Discussion 

The main aim of this research was to propose a new cryptography algorithm that could be 

secure but run on IoT devices without using too much of the device’s resources. From testing 

these algorithms, we can prove that Ascon 128 encrypts and decrypts data around six and a 

half times faster than AES 128 whereas AES128 runs around eight and a half times faster 

than the proposed algorithm. Evidently the proposed algorithm is the slowest in terms of 

encryption and decryption as well as the CPU usage per execution. Considering the results 

that have been provided, if the primary focus of this research were to be speed and efficiency 

of the algorithm then the methods other than the proposed one be considered mainly Ascon. 

However, since the focus of this research is to provide security and speed, a brute force attack 

for example would be unable to get the original plaintext and key since the algorithm would 

be secure. To prove that this algorithm is more secure than AES, more tests would need to be 
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ran against the algorithm to ensure its security strength. With the final ciphertext being so 

long compared to the other algorithms and having the key unknown to an attacker, it would 

take a long time for it to be brute forced. 

7 Conclusion and Future Work 

The main goal behind this research was to propose a cryptography algorithm that could 

provide at least the security of AES while being able to run on a small IoT device without 

using too many resources available to it. The motivation to conduct this research was based 

off section 1 of this paper.  With AES having been proven to be an industry standard 

algorithm by the NIST, this goal would be ensured since AES was implemented into the 

algorithm while being slightly modified. The proposed algorithm would generate the 

ciphertext with the modified AES algorithm before being placed on a 4x4 Rubik’s cube and 

scrambled to produce another key. This would provide a higher level of security compared to 

the standard AES implementation with the sacrifice being that it took 8% longer to encrypt 

and decrypt. 

Considering the results of the research, there is a possibility that this proposed algorithm 

could be implemented for security towards IoT devices, but a lot of work would need to be 

carried out to improve performance while maintaining its current security level. The future 

scope for this research would be to redesign the algorithm from the ground up to ensure that 

the best coding practises are used since the algorithm is not yet optimised. Secondly, after 

improving this algorithms performance, more benchmarking needs to be carried out against 

other algorithms to ensure that the resources being used on the test device is the same as the 

other algorithms. While the proposed algorithm was tested on a Raspberry Pi 4, there are 

other IoT devices that this algorithm needs to be tested on before it could possibly be 

implemented for real world use. 
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