
0 
 

 

 

 

 

 

National College of Ireland 

Software Project (BSHCSDE) 

Software Development 

Academic Year 2020/2021 

Florence Migliorini dos Santos 

18138896 

X18138896@student.ncirl.ie 

 

 

Crossing Borders 

Technical Report 

 

 
 

 

 



1 
 

 

Contents 
Executive Summary ................................................................................................................................. 3 

1.0 Introduction ................................................................................................................................ 3 

1.1. Background ............................................................................................................................. 3 

1.2. Aims......................................................................................................................................... 3 

1.3. Technology .............................................................................................................................. 4 

1.4. Structure ................................................................................................................................. 6 

1.4.1 Introduction ............................................................................................................................... 6 

2.0 System ......................................................................................................................................... 7 

2.1. Requirements .......................................................................................................................... 7 

2.1.1. Functional Requirements .................................................................................................... 7 

2.1.1.1. Use Case Diagram ........................................................................................................... 7 

2.1.1.2. Requirement 1: Google Sign-In ....................................................................................... 8 

2.1.1.3. Description & Priority ...................................................................................................... 8 

2.1.1.4. Use Case .......................................................................................................................... 8 

Use Case – Requirement 2: User Login ............................................................................................. 10 

Use Case – Requirement 3: User Sign up .......................................................................................... 12 

Use Case – Requirement 4: Get Transport Journey .......................................................................... 14 

2.1.2. Data Requirements ........................................................................................................... 22 

2.1.2.1 Google API ............................................................................................................................. 22 

2.1.2.2 Directions API ........................................................................................................................ 22 

2.1.2.3 Data Transfer Object (DTO) .................................................................................................. 23 

2.1.3. User Requirements ........................................................................................................... 23 

2.1.3.1 Non-Functional Requirements .............................................................................................. 23 

2.1.4. Environmental Requirements ........................................................................................... 25 

2.1.5. Usability Requirements ..................................................................................................... 25 

2.2. Design & Architecture ........................................................................................................... 26 

2.2.1 Physical architecture ................................................................................................................ 26 

2.2.2 Navigation map ........................................................................................................................ 27 

2.3. Implementation .................................................................................................................... 27 

2.3.1 Route - Maps on Android ......................................................................................................... 27 

2.3.2 Favourite Class ......................................................................................................................... 29 

2.3.3 DbFavorite ................................................................................................................................ 30 

2.3.4 Login Class ................................................................................................................................ 31 



2 
 

2.3.5 History Class ............................................................................................................................. 33 

2.3.7 DbLogin .................................................................................................................................... 34 

2.3.8 Home Class – Get ticket ........................................................................................................... 35 

2.3.9 Payment Class .......................................................................................................................... 40 

2.3.10 SQLiteMan Class ..................................................................................................................... 42 

2.4. Graphical User Interface (GUI) .............................................................................................. 43 

Screen design .................................................................................................................................... 43 

2.5. Testing ................................................................................................................................... 54 

2.5.1 USER TESTING .......................................................................................................................... 54 

2.5.2 JUnit TESTS .............................................................................................................................. 55 

2.6. Evaluation ............................................................................................................................. 59 

3.0 Conclusions ............................................................................................................................... 60 

4.0 Further Development or Research ........................................................................................... 60 

5.0 References ................................................................................................................................ 61 

6.0 Appendices ................................................................................................................................ 62 

6.1. Project Proposal .................................................................................................................... 62 

6.2. Reflective Journals ................................................................................................................ 93 

6.2.1 Reflective Journals April .................................................................................................... 93 

6.2.2   Reflective Journals May ......................................................................................................... 93 

 

 

 

 

 

 

 

 

 

 

 

 

 



3 
 

Executive Summary 
The purpose of this document is to provide an overview of the technical details, explaining in 

detail the functionality of the application. As the project is in the middle of development, it is 

not possible to explain in detail how the implementation will be done. 

The key focus for the preparation of this documentation is in the requirements part, which I 

tried to explain in detail. 

1.0 Introduction 

1.1. Background 
I wanted to create an app to connect all forms of public transport in one simple and easy to use app 

in the hands of the user. This app would eliminate the need for extra cards or tickets as payment, 

would be completed digitally (Google Pay, Stripe) and a QR code would be used as proof of purchase. 

Transport is something that I’m very interested in but sometimes when travelling in other EU cities I 

find it difficult to know what public transport to use and what area each different ticket covers. This is 

when I came up with an idea for an all-in-one public transport app that can be used across multiple 

cities in the EU. This would prevent me from being unsure when travelling in other cities and would 

also be a very useful tool for me to use everyday getting to work or college. Going all digital and 

avoiding unnecessary cards and tickets is something I’ve always wanted for public transport. 

I wanted to create a mobile app because of its usefulness in everyday scenarios. Our phones are almost 

always next to us at any given time, making them a great tool to develop for. Mobile app development 

is also completely new to me which will provide a great challenge for me and I’m looking forward to 

seeing how my mobile app development skills develop during the project. I think this project offers 

me a great opportunity to do extra research and complete tasks that I would otherwise not do as part 

of my module. 

1.2. Aims 
Crossing Borders is a mobile application that aims to streamline the user’s experience when 

taking public transport. The app’s goal is to help facilitate a quick and comprehensive way to 

travel. The modes of transport I will be targeting for this app are the Luas, Dart, and Bus. 

1.      The main objective of this project is to develop a mobile application that can facilitate 

day-to-day travel in an intuitive way. This is true domestically as well as for international 

travel. The app will work in the same way when in another supported city in the European 

Union. This means there is no extra stress when taking transport in an unfamiliar part of 

Europe. 

2.      The app will make daily traveling more convenient for users by helping them save time 

for their routine commutes to work or school. Every step of the user’s daily commute is 

handled through the app. The user can purchase tickets for their preferred method of travel 

completely digitally using either Google Pay or Stripe. This means the user does not have to 

carry around any extra cards or a physical ticket to travel. Instead, the user will receive a QR 

code that lasts for the duration of their trip. 

3.      Tourism is a large industry across the EU and this app is aiming to make transport as easy 

as possible for tourists. The route planner calculates multiple ways for the user to get from 
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their starting point to a designated destination. This will allow tourists to easily figure out 

what public transport to take, how long the journey will last and what the cost of the trip will 

be. Purchasing of tickets takes place on the app so there is no need to deal with a convoluted 

ticket machine UI. 

1.3. Technology 
The Crossing Borders application is a mobile application that works on Android devices, as it is an 
open-source language. The app is developed using the android studio IDE with the Java development 
language. This tool also includes an SDK (Software Development Kit) that helps in the development of 
certain applications, since it has several packages such as Google APIs. 

SDK (Software Development Kit) is a set of tools and libraries provided by a vendor that are required 

to create software on a specific platform, these tools and libraries that make up the SDK allows for 

interaction between other software within the platform. These tools include compilation, debugging 

and other utilities that are normally presented in an integrated development environment (IDE). Many 

SDKs include code samples, technical support notes, APIs, as well as other documentation to help 

inform the user about the reference material. SDKs can give access to one or many APIs. 

 

API (Application programming Interface) allows for communication between two systems, 
where the base system extends the API to provide a set of services to the application. There 
are different kinds of API architectures, for this project I will be focusing on RESTful 
applications. A REST API has a Client-Server architecture. The client and server communicate 
with each other via HTTP (Transfer Protocol) using URIs (Unique Resource Identifiers), CRUD 
(Create, Read, Update, Delete) and JSON (JavaScript Object Notation) conventions. REST API’s 
store the server responses within the client to reduce redundant server requests, which 
contributes to a faster and more efficient user experience. APIs are very useful as they’re 
independent from the application that is extending them, this means that APIs can be re-used 
by a number of applications by using RESTful HTTP actions (mobile app and web app can use 
the same API). 

Vysor an app that lets you display a smartphone screen on a PC in a practical and efficient 
way. 

Firebase is a cloud computing service that allows developers to connect mobile and web applications 
to cloud services via APIs and SDKs. 

Firebase offers a variety of high-quality documentation, including examples, tutorials, and supporting 
documentation for all of its products. For this application I am using firebases Authentication service. 

Postman is to make HTTP requests, as it provides a simple and intuitive interface that facilitates testing 
and debugging of REST services, as well as the ability to make HTTP requests such as GET, POST, PUT, 
and DELETE. Furthermore, it can test an API's performance by issuing a series of requests to verify its 
response performance. Postman allows you to examine the contents of both the request and response 
to verify that the API call is working as expected. It is a very useful tool for checking HTTP messages, 
headers and the body of the response to aid in both testing and troubleshooting processes. 

SQLite database to ensure that data is persisted for users to access when they use the app. 

GitHub It is the most popular platform for hosting and managing projects. I use this platform regularly 
to upload code from the projects I work on, this version control software allows me to have control 
over the changes made and safely revert back to previous versions in case of any major issues. (the 
link)  

https://github.com/FlorMigliorini/Software_Project-_NCI
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Dependencies 

To develop the entire implementation of the system, it is necessary to use a series of libraries that will 
help in the development of the system. 

Firebase serve as a backend for the app. 

Firebase Authentication:  

For this application it was important to recognize the user's identity to allow them to have a personal 
experience with the app. Firebase functionality allows users to register by providing some information 
that is stored. Figure XX shows the methods used in this project, which are Email/Password and 
Google. All instructions were followed from google documentation and links already provided in that 
document. Firebase authentication is a great choice for security reasons too as firebase itself handles 
the encryption user’s passwords using an internal hashing algorithm. This removes the need for a 
custom hashing/salting method that may have vulnerabilities. 

Firebase BoM-> manage the versions. 

Zxing -> generate QR code. (link) 

GSON -> Convert JSON in JAVA and vice versa. 

Volley -> consume API. 

Android SDK to run devices and emulators. 

Google Mobile Services (GMS) -> APIs that help functionality across the device. 

Google API 

Since this application needs to display maps and locations on maps, it is necessary to use the Google 
Maps API. This API allows you to place maps in the application interface. In addition, it allows you to 
obtain the location of the mobile device and add points on the map, moving along the longitude and 
latitude. This API is free, but it only allows you to make 2,500 requests per day. If you want to make 
additional requests every day, you must upgrade to Google Maps for Business API. The use of Google 
Maps and SDKs requires an API Key, for this application I am using Directions API, GeoLocation API, 
and GeoCoding API.  

Additionally, the Google Sign-In API works by generating a JWT token with the Google Profile data and 
metadata attached that is validated using a backend Firebase authenticator.  

Direction API consists of a service that calculates directions between locations using the available 
means of transport. This service also allows you to specify a set of waypoints to calculate routes 
through additional locations, in which case the returned route includes stopovers at each of the 
provided waypoints. Finally, this API also makes it possible to predict the traffic of the returned path 
based on averages previously registered. 

GeoLocation API consist of a service that can provide the location of the user if they choose to allow 
it. The user is asked whether they want to provide location information for privacy reasons. 

GeoCoding API Provides a service which can translate a certain address into geographic coordinates 
(latitude and longitude) which are calculated using mathematical equations and the location is then 
represented by a symbol (or marker) on the map. 

Stripe + Google Pay will be offered as an alternative method for payment. Stripe works by creating a 
source object that stores the user's payment information. Next, Stripe checks if any further action is 
required such as payment verification from the user’s payment source. Once the payment source is 

https://github.com/journeyapps/zxing-android-embedded
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ready to be used a charge request is completed in the backend using the source object information. 
The GooglePayLauncher is used to accept payment which is integrated with Stripe. The API key is a 
one-of-a-kind identifier that is used to authenticate associated project requests for usage and billing. 
All the steps and procedures were followed from the documentation provided at this link. 

 
Figure 01: Dependencies. 

1.4. Structure 

1.4.1 Introduction 
Background – In this section I explain my reasoning behind choosing my project idea and how 

that idea came to be. I also discuss why I decided to use the technologies that I did and how 

it’ll benefit the project. Finally, I discussed why I think this app is important and how it will 

challenge me. 

Aims – This section addresses the overall aims and objectives of the project and represents 

what I would like to have accomplished by the end of the development cycle. 

Technology – Here, I discussed the technologies that I used to build the application. 

Requirements – This section encompasses all the different requirements/functionality of the 

proposed project. This includes all the functional and non-functional requirements, which 

have been split into different headings to address each one individually. Use cases have been 

designed to illustrate and further explain each requirement and the flow of operations. 

Design & Architecture – Here, I list all the screens and display them all in a structure chart to 

highlight the apps design and how to navigate between the different screens. I have also 

included a system architecture diagram to show the relationship between the app, database, 

and required components such as API’s. 

Implementation – This is where I took some snippets of my core functionalities and elaborated 

on how they were developed. 

https://stripe.com/docs/google-pay
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Graphical User Interface – I provided screenshots of my GUI and explained the process of how 

the screens were designed and created using Adobe Xd.  

Testing – In this topic, all types of tests performed during the development of the application 

are documented. Along with an evaluation of the results based on the evidence presented 

using images and supported documents. 

2.0 System 

2.1. Requirements 
In this section, the requirements analysis will be performed to determine the needs to be satisfied for 

the application creation. First, the functional requirements that describe the functionality that the 

system must provide will be discussed. Second, the non-functional requirements that define the 

emerging properties of the system, such as response time, reliability, etc., will be detailed. 

2.1.1. Functional Requirements 
This section defines the functionality of the system. In each of the features will be detailed 

what to do, the criteria for customer satisfaction. The system features are as follows: 

Functional 
Requirement No. 

Function Requirement Description 

FR1 Actor should be able to Sign In throw a Google account, that gets the 
auth token and user data 

FR2 Actor should be able to Login with Email/Password registered. 

FR3 Sign Up, Actor shall have the ability to create an account using email 
and password. 

FR4 Actor shall have the ability to search for a journey using a starting 
point and a destination. 

FR5 Actor shall have the ability to choose how to pay for the journey. 

FR6 Actor shall have the ability to add a daily journey as favourites. 

 

2.1.1.1. Use Case Diagram 
The use-case diagram, which represents the operations the user can perform on the 

system. 
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Figure 02: Use Case 

 

2.1.1.2. Requirement 1: Google Sign-In 

2.1.1.3. Description & Priority 
The Google Sign-In API is being used to identify users and assign them a JWT access token 

that can be used to access the app's features while the token is still active. After a JWT 

token has expired the token will need to be refreshed to grant access to the app again. 

Initially, when a user signs in a GET request is made to retrieve the JWT token and then 

the ID token must be sent to the firebase backend using a POST request to validate the 

integrity of the token. If a token is valid a HTTP 200 successful response will be returned, 

and the user will be redirected to the home screen where they can access the main menu 

and create a new journey. The JWT token will be stored in local storage and will contain 

important meta data for the token’s validation as well as profile information for the user. 

This profile information can be used to retrieve the user’s name, email, and Google profile 

picture. 

This requirement is a CSF (critical success factor) for the project and acts as a gateway to 

allow users access to the core functionality of the app. This requirement provides the app 

with secure authentication using the Google API Sign-In, ensuring that user accounts are 

secure and validated. 

2.1.1.4. Use Case 
Scope 

The scope of this use case is to verify the actor's google account using a backend firebase 

server to authenticate the actor's ID token and credentials obtained from the Google Sign-

In API. 

Technical issues 

I have initial worries about implementing the API with the firebase backend to enable the 

validation of the JWT tokens. I have read the documentation of the Google Sign-In API but 

I’m still unclear about some of the concepts around the token validation such as the token 

expiry and refresh and how they will be reflected back to the user. 

Dependencies with other requirements 

This use case is critical as it’s a requirement for all other use cases in the application. 

Before the actor can access the app, they must be issued a valid and authenticated JWT 
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token. While a JWT token is active the user will be automatically signed in allowing them 

access to the other services. 

 

Use Case Diagram 

 
Figure 03: Login use case 

 

Precondition 

The actor must have a pre-existing google account to sign in and access the apps services. 

Activation 

The actor clicks on the google sign in button and selects their google account. 

Main flow 

1.   The actor opens the app 

2.   The actor clicks on the Google Sign-In Link 

3.   The actor selects their google account 

4.   The system retrieves the JWT token using a GET request 

5.   The system sends the ID token to the firebase backend using a POST request 

 6.   The system validates the ID token using the tokens metadata to ensure the integrity 

of the token 

7.   The system sends back a HTTP 200 successful request 
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8.   The actor is redirected to the home screen  

Alternate flow 

A1:  Active JWT token found 

1.      The actor opens the app 

2.      The JWT token is found in local storage 

3.      The use case continues at step 5 of the main flow 

  

Exceptional flow 

E1: User does not have a google account 

1. The actor opens 

2. The actor clicks on the Google Sign-In Link 

3. The actor does not have a google account 

4. The system prompts the actor to create a Google account before continuing 

Termination 

The system redirects the actor to the home screen. 

Post condition 

JWT token is stored in local storage to be retrieved by the system the next time the actor 

opens the app (as long as the token is still valid). 

The actor's Google profile information is stored as JSON data in the JWT token and can be 

retrieved and displayed by the system to the actor. 

The actor must choose what service they would like to choose next for example, view 

favourites or start a new journey. 

Use Case – Requirement 2: User Login 
Scope 

To allow the actor to login to their account using an email and password combination. 

Description & Priority 

This use case allows people to create an account without attaching their private Gmail 

account. Some users may prefer to login using a different email and this gives them the 

option to do that. To start the user must click the login button and enter their email and 

password that correspond with their account. Next, the firebase authentication checks 

that the data entered by the user matches the email and encrypted password in the 

firebase Realtime database. If successful the system shows a message notifying the user 

that their login attempt was successful and the user is redirected to the main screen and 

can now view specific content related to their account such as: favourites, history and can 
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search for and purchase tickets. If the login attempt is unsuccessful an error message will 

be displayed, and the user will be prompted to type in their login details again. 

Dependencies with other requirements 

In order to login to an account, first of all the user must have created an account 

with the same login details so that the firebase authenticate can confirm the user. 

Use Case Diagram 

 
Figure 04: User Login 

Precondition 

The user must have created an account using the sign up link. 

Activation 

The user clicks on the login button on the initial screen. 

Main flow 

1. The user opens the app and clicks on the login button 

2. The user enters their email and password and clicks the button to enter their 

details 

3. The system checks that the login details match in the Realtime database 

4. System confirms the details entered by the user 

5. The system returns a message to the user stating that the login was successful 

6. The System redirects the user to the home screen 
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Exceptional flow 

1. The user opens the app and clicks on the login button 

2. The user enters their email and password and clicks the button to enter their 

details 

3. The system checks that the login details match in the Realtime database 

4. The system could not find the login details in the firebase Realtime database 

5. The system prompts the user to re-enter their login details. 

 

Termination 

The user is redirected to the home screen and have successfully been logged into their 

account. 

Post condition 

The user can now view specific content related to their account such as: favourites, history 

and can search for and purchase tickets. 

Use Case – Requirement 3: User Sign up 
Scope 

The scope of this use case is to allow the user to register and create an account. 

Description & Priority 

The user has the option to register and creating an account using an email and password 

if they do not have a Google account or do not want to use it with the app. To register the 

data with the firebase authentication the actor must fill in the provided email and 

password fields. The button press starts an event that uses the data the actor entered into 

the fields and inserts that data into the firebase Realtime database. The benefit of using 

the firebase Realtime database to authenticate users is that the passwords are encrypted 

automatically meaning that the user’s data is stored securely and not at risk. 

Dependencies with other requirements 

There are no prior dependencies for this functionality as this is a starting point for 

the actor, the only requirement is that the user has not signed up previously using 

the same email. 

Use Case Diagram 
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Figure 05: User Sign in 

 

Precondition 

The actor cannot have an account registered. 

Activation 

The actor clicks on the sign-up button and fulfil the form. 

Main flow 

1.   The actor opens the app 

2.   The actor clicks on the Sign-Up Link 

3.   The actor fill the fields. 

4.   The system check on the database if the data does not exist. 

5.   The system shows a message saying …. Successfully. 

 6.   The system validates the ID token using the tokens metadata to ensure the integrity 

of the token 

7.   The system sends back a HTTP 200 successful request 

8.   The actor is redirected to the home screen 

   

Exceptional flow 

E1: Actor uses an email from a previous account to sign up. 

1. The actor opens the appp 

2. The actor clicks on Sign Up button 

3. The actor user an email that has already been used on a previous account 
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4.  The system prompts the actor to use a different email when filling out the sign-up 

form. 

Termination 

The system redirects the actor to the home screen. 

Post condition 

 

Use Case – Requirement 4: Get Transport Journey 
 

Scope 

This use case will allow the user to search for available public transport for a journey based 

on a start and endpoint. 

Description & Priority 

Once the actor has logged in the app will get the actors geolocation (if permissions are 

enabled), the geolocation will then be used as the actor’s current location. The actor can 

choose to keep this starting location or replace it with another location of their choice by 

entering the address. The actor begins by entering a starting and ending location for the 

journey and then clicking a button to search for possible routes. The button press starts 

an event that retrieves the data from the Google Directions API including the available 

transport for train, bus, and tram, and the time it takes to complete the journey. I have 

created a custom algorithm to determine the price of the trip by charging €0.20 per 

kilometre.  

Technical issues 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature. 

This use case is required in order to develop the favourites and payments use cases. 
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Use Case Diagram 

 
Figure 06: Get transport Journey 

 

Precondition 

The actor must have a starting location and destination in mind for their journey 

Activation 

The actor searches for a new journey using a start location and destination. 

 

Main flow 

1.   The actor enters in a start location and destination for the journey 

2.    The actor selects the ticket options they need, for this case the actor will select a 

single ticket for one passenger. 

3.   The actor searches for the journey 

4.   The system makes a request to the Google Directions API using the starting point and 

destination 

5.   The system checks to see if the starting point and destination has a transportation 

method available 

6.   The ticket price is calculated based on the parameters entered by the user in step 2 

as well as the distance of the journey. 

7.   The system returns the transportation method 

8.   The actor selects a transportation method returned by the system 

Alternate flow 
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A1:  Return Ticket 

1.    The actor enters in a start location and destination for the journey 

2.    The actor selects the ticket options they need, for this case the actor will select a 

return ticket for one passenger. 

3.     The use case continues at step 3 of the main flow 

A2:  Multiple passengers 

1.    The actor enters in a start location and destination for the journey 

2.    The actor selects the ticket options they need, for this case the actor will select a 

return ticket for one passenger. 

3.     The use case continues at step 3 of the main flow 

 

Exceptional flow 

E1: User does not have a google account 

1.   The actor enters in a start location and destination for the journey 

2.   The actor searches for the journey 

3.   The system makes a request to the Google Directions API using the starting point and 

destination, but no public transport options are available for this trip 

4.   The system outputs an error message to the user 

5.   The system prompts the actor to enter another journey 

6.   The actor begins the process again 

  

Termination 

The system will present a list of possible transport routes that the actor can take for 

their journey, the routes will be listed in order of shortest journey duration. 

  

Post condition 

The actor chooses one of these routes based on a number of factors such as time, cost, 

and convenience. 

Once the actor has chosen their preferred route, they can choose to add the route to 

their favourites or simply continue to payment. 
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Use Case – Requirement 5: Payment 

  
Scope 

Allows the actor to pay for a journey including all methods of transportation in one 

transaction. As a proof of purchase the actor will receive a QR code that will expire after 

a certain amount of time. 

Description & Priority 

The user selects their journey and selects the get ticket button which redirects the actor 

to the payment screen. The system calculates the cost of the trip using an algorithm, 

taking into account the duration and transportation methods of the journey. The price, 

starting point and destination are all included on the ticket. If the ticket is acceptable for 

the actor, they can choose to pay using either Stripe or Google Pay. Google Pay is used as 

an option for payment in the app and works similarly to the Google Sign-In API. Google 

Pay sends a payment token with details about the purchase to the app which is then 

processed by the backend and a payment token is sent to the payment service provider. 

Stripe will be offered as an alternative method for payment. Stripe works by creating a 

source object that stores the user's payment information. Next Stripe checks if any further 

action is required such as payment verification from the user’s payment source. Once the 

payment source is ready to be used a charge request is completed in the backend using 

the source object information. After payment is confirmed the system sends a QR code to 

the user as proof of purchase for the journey. Finally, the trip is saved to the users history 

to act as a receipt or proof of purchase for the trip, this way users can view all their past 

trips if they desire. 

This use case is a CSF for the project and as a result has a very high priority level. A 

payment feature for an app like this is expected from users and the absence of this feature 

would put the app at a big disadvantage to competitors and alternative travel options. 

Technical issues 

Two different payment methods are accepted: Stripe and Google pay. Both are 

implemented using an API. I will need to follow the documentation to implement these 

features. Stripe is primarily used for web apps and as a result I may need to make 

additional changes compared to a web application. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature.  The 

requirement to search for a new journey will be required and the add to favourites use 

case is an optional requirement that will help speed up the process of this use case. 

Once a payment has been made a QR code will be presented to the user and the journey 

will be added to the history screen. 
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Use Case Diagram 

 
Figure 07: Payment use case 

Precondition 

The actor selects a route and their preferred method of transportation(s) 

Activation 

The actor clicks on the get ticket button which redirects the actor to the payment screen. 

Main flow 

1.   The actor clicks get tickets on their selected journey 

2.   The actor clicks on the Google Pay icon 

3.   The actor selects a payment method 

4.   The system gets a payment token from Google pay 

5.   The system sends the payment token and payment details to the apps backend 

6.   The system processes the purchase using the payment details in the payment token 

7.   The system sends the payment token to the payment service provider 

8.   The system sends confirmation of the purchase to the user 

9.   The system generates and sends a QR code for the journey 

10. The journey is saved to the database and is then fetched using the users history screen 
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Alternate flow 

A1:  Pay using Stripe 

1.      The actor clicks get tickets on their selected journey 

2.      The actor enters their card details and clicks Pay 

3.      The system creates a source object with the payment details entered by the actor 

4.      The system checks if any further action is required by the actor 

5.      The actor completes the extra action if required 

6.      The system completes a charge request in the backend 

7.      The use case continues at step 8 of the main flow 

  

Exceptional flow 

E1: Invalid payment option 

1.   The actor clicks get tickets on their selected journey 

2.   The actor clicks on the Google Pay icon 

3.   The actor selects a payment method 

4.   The system gets a payment token from Google pay 

5.   The system sends the payment token and payment details to the apps backend 

6.   The system processes the purchase using the payment details in the payment token 

7.   The system can’t verify the purchase using the payment details provided in the 

payment token. 

8.   The system sends an error message to the actor and prompts them to try again 

9. The actor starts the payments process over again 

  

Termination 

The system confirms the payment and sends the actor the QR code for their journey. 

Post condition 

The system will generate a QR code that is active for the course of the journey 

The actor can use the QR code as proof of purchase or to scan at security gates to gain 

access to the transportation. 

Journey will be added to the actors history. 
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Use Case – Requirement 6: Add to Favourites 

  
Scope 

The scope of this use case is to implement a feature for the actor to save a trip to their 

favourites, allowing them to save time for their most regularly searched trips. 

Description & Priority 

The favourites list will act as a quick and convenient way for the actor to access their most 

frequently used journeys. The actor can search for a journey and add it to their favourites 

by clicking on the favourite icon located next to the journey information. This button press 

will serve as the trigger for the event to add the journey to the actors’ favourites. The 

system will then collect the associated information from the journey and the actor (token 

profile information) and insert them to the favourites table using the database connection 

that has been established. If all the data is as expected the data will be inserted into the 

favourites table and the system will send back a confirmation message to the actor. The 

actor will be able to view the newly added favourite journey in their favourites. 

Out of the 5 core functionalities, I believe this requirement has the lowest priority and as 

a result I will tackle this requirement last. 

 

Technical issues 

I will need to ensure that the method of relating the data to the user works as intended 

and that the search operation performed on the table does not affect the overall 

performance of the app. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature. 

Once a trip has been added to the actors’ favourites, they will be able to quickly create 

that trip and pay for their ticket without having to search. 

In terms of development use cases 1-3 will need to be finished before development can 

begin on this use case. Sign in is required to generate the foreign key in the favourites 

database table to connect the user to their favourites. Also, the requirement to search for 

a new journey will be required. 

  

 

 

 

 

 



21 
 

 

Use Case Diagram 

 
Figure 08: Favourite use case 

 

Precondition 

The actor must have a pre-existing google account to sign in and access the apps services. 

The actor must search for the journey that they wish to favourite. 

Activation 

The actor clicks on the favourite icon next to the journey. 

Main flow 

1.   The actor searches for a journey with a start and end point 

2.   The actor clicks on the icon to favourite the journey 

3.   The system gathers the associated data into an object 

4.   The system inserts the object into the database favourites table 

5.   The system notifies the actor that the journey was added to their favourites 

6.   The user checks their favourites to verify the journey has been added to their 

favourites list 

7.   The system gets the favourites data associated with the actor’s email 

8.   The actor confirms the new journey has been added to their favourites 

  

Alternate flow 

A1:  Get current location as start point 
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1.      The actor searches for a journey with an end point only 

2.      The system generates the start point from the user’s current geolocation 

3.      The use case continues at step 2 of the main flow 

  

Exceptional flow 

E1: User enters an invalid start or end point 

1. The actor searches for a journey 

2. The system searches the routes table but can’t find any occurrence of the start or end 

point 

3. The system prompts the actor to enter another location as no results were found 

  

Termination 

The system adds the trip to the actors’ favourite trips. 

Post condition 

The system will add the trip to the actors’ favourite trips list. The trip will be stored in a 

database table called favourites which will have a one-to-many relationship with the user 

table to ensure the correct user data is retrieved. 

The actor will be able to view their favourite trips with the newly included trip added to 

the list. 

 

2.1.2. Data Requirements 

2.1.2.1 Google API 

In order to use the APIs developed by Google, settings were added to the mobile 

application to integrate these services, as well as the generated access keys. Also 

based on a small form of the application's digital certificate, known as a SHA-1 

fingerprint. The fingerprint is a unique text sequence, generated from the 

commonly used algorithm, SHA-1 hashing, being unique and exclusive to the 

device where the application will be developed. 

2.1.2.2 Directions API 
As an alternative to using the public APIs, I decided to use The Google Directions API. 

Within provides everything that this application needs including searching for directions 

using the location and destination, and calculating extra factors like the trips duration, 

and mode of transport. The objective at this moment is to display a route in the mobile 

application, for this the API has been implemented in the project. In addition, it is more 

efficient to use an API that provides everything in a single API, and the search can be 

done in other cities and countries, using the Google Directions API. This allows me to 

broaden the scope of the app and no longer be restricted to a single city. 
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All the steps that were used to apply this API are referenced on the website 
developers.google.com. 
 
The Geolocation and Geocoding APIs are activated in this project. When opening the 

application, with the user’s permission, the geolocation displays in the Edit View which 

automatically enters the users current location in the corresponding text field for 

location. 

The user can search for an address, by entering the address details, this would be an 

example of how the geocoding function works. 

2.1.2.3 Data Transfer Object (DTO) 
They are a very effective pattern for transmitting information between a client 

and a server, since they allow us to create data structures that are independent 

of our data model, which allows us to create as many "views" as necessary from 

a set of tables or data sources. In addition, it allows us to control the format, 

name and data types with which we transmit the data to adjust to a certain 

requirement. Finally, if for some reason the data model changes (and with it the 

entities) the client will not be affected, since it will continue to receive the same 

DTO. In the application, the DTO is in the model folder. With the use of DTO it 

became easier to access and map the data. 
 

2.1.3. User Requirements 
1. An Intuitive design that is easy to use and pleasant to look at. 

2. A simple way to find out the fastest and cheapest way to get from a starting 

location to a destination. 

3. An easy and stress-free way to pay for the transportation required for the journey. 

4. An app that can be used for regular daily commutes but also for discovering new 

transport routes in unfamiliar locations. 

2.1.3.1 Non-Functional Requirements 

This section presents requirements that do not focus on system behaviour but are 
qualities or properties that the application must have. 

1. Perception requirements 

The Style requirements 

Application #: 1 

Requirement Type: 1st 

Description: The system has a simple design 

Rationale: The system must have a simple design so that the user feels comfortable 
using it. 

https://developers.google.com/maps/documentation/directions
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Origin (interested): User 

Satisfaction criteria: The user can understand application functionality. 

  

2. Humanity and usability requirements 

The. Ease of Use Requirements 

Application #: 2 

Type of requirement: 2nd 

Description: The system should be easy to use for users. 

Justification: As the user profile is diverse, the system must be easy to use to allow 
greatest possible number of users. 

Origin (interested): User 

Satisfaction criteria: The user can use the application easily and simply. 

  

3. Performance requirements 

The. Speed and latency requirements 

Application #: 3 

Requirement Type: 3rd 

Description: The system must be able to respond quickly to user requests. 

Justification: The system must respond to user requests as quickly as possible, 
otherwise the user may get tired and stop using the application. 

Origin (interested): User 

Satisfaction criteria: The user can quickly access requests. 

  

B. Confidentiality and Availability Requirements 

Application #: 3 

Requirement Type: 3b 

Description: The system will be available most of the time. 
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Justification: The user must be able to use the system at any time. 

Origin (interested): User 

Satisfaction criteria: The system must be available and operate flawlessly 99% of the 
time. 

4. Preservation and support requirements 

The. Preservation and Support Requirements 

Application #: 4 

Type of requirement: 4th 

Description: The system must have a user manual for the application. 

Justification: The user must be able to consult the user manual whenever he wants to 
know how the application works. 

Origin (interested): User 

Satisfaction criteria: A user manual will be created to provide information on how to 
use the app. 

2.1.4. Environmental Requirements 
N/A 

2.1.5. Usability Requirements 
To be able to use the application, the user must log in, and the system offers two options for 

this, the user can register an email and password or log in using the Google account. 

Crossing Borders is an easy-to-use app with a practical interface app for all user, furthermore, 

the design has a simple and effective colour scheme that is visually pleasing. 

The system has a simple and intuitive layout. The screens contain the same colour scheme, 

button styling and font sizes. 

The icons are easy to understand and represent their respective functions very well, so there 

is no need to put explanatory texts. 

The user's location is already filled in using geolocation, so the user doesn't have to type. 

Navigation 

The system offers simple navigation, capable of providing the user with greater ease in 

locating the elements they are looking for. 

Privacy 

Each user has a separate account, but no user can have access to other users' information. 

The system must handle requests according to each user's identifier. 

Performance 
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The system must be able to perform the functions quickly, so that the user does not 

experience any delay in processing, so as not to cause the user to lose time or patience with 

the app. 

In cases the app being unable to find a route, the system informs the user with an error 

message, so they are aware that transport options were not found on that particular journey. 

2.2. Design & Architecture 

2.2.1 Physical architecture 
The system will have a client-server architecture, since the client will be the mobile application 
that connects, through the Internet, to a server to retrieve data from the data source. The 
drawing of this architecture is shown in the figure 7. 

The client-server architecture was chosen since a mobile device has little memory to store 
public transport data in many cities, so a server is needed to store a large amount of data and 
process it. In addition, with this architecture, it will not be necessary to replicate the data of 
each city on different mobile devices, as it will only be stored on the server. Having a server 
allows for the number of concurrent users to be increased and results in higher scalability. 

 

 

 
Figure 09: Client-server architecture  

 

In the illustration 7 you can see a mobile application, which contains the complete user 
interface. This mobile application will allow the user to interact with the application and 
obtain all the information related to public transport. 

For the application to obtain the information, it is necessary to connect to the server through 
the Internet. This server will be made up of three components: the service layer, which is 
where the application and the server will exchange requests; the business layer, in which all 
the necessary operations will be carried out to satisfy the needs of the system's functionalities; 
and the data layer. This last layer will be in charge of accessing the Crossing Border database 
and services to obtain and save the data. 
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The data tier will connect to a database, Google API and Firebase seen in the illustration. The 
city transport data is obtained from the Directions API (Google API) to display in the 
application the routes. This API uses a HTTP request to return a result in the form of JSON or 
XML. The result will return a list of the available transportation methods for the requested 
trip, this is the primary goal of the project. The instructions used can be viewed from this link 

The app also uses a number of API’s that require a backend infrastructure. In this application 
I am using firebase as a backend to help authenticate the tokens obtained from the Google 
Sign-In API and the Google Pay API. 

2.2.2 Navigation map 
The structure diagram shown in the figure below showcases the design of the app and clearly 
demonstrates how the user will be able to navigate from screen to screen while using the app. 
The menu acts as an easy and intuitive way to navigate between screens and acts similarly to 
a navbar on a website. 

 
Figure 10: Navigation map 

 

2.3. Implementation 

2.3.1 Route - Maps on Android 

To provide an application that shows the Realtime location of the user on the map, there is a 
Google API that allows for working with maps. I'm using the geolocation API and geocoding API. 

To work with maps, you need to create a layout that contains a fragment in which a map is defined. 
But in order for this map to be displayed in the application, a Java class must be implemented to 
display the map view. An implementation example for the map display is shown in figure 11, in 
which a View class is created and assigned to the shard defined in the layout. All the steps to 
implement the API you can find on developers.google.com. 

https://developers.google.cn/maps/documentation/javascript/directions
https://developers.google.com/maps/documentation/android-sdk/start
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Figure 11: RouteActivity 

 

To get the user location, its necessary to get the permissions to use this functionality, as this is going 

to access restricted data/action from the user. Android has different types of permissions, which can 

be seen in this link, that I used to gain information on the topic, and in the figure 12 show the 

permissions I am using in this application, this permissions are located in the AndroidManifest.xml. 

 
Figure 12: Permission used. 

These permissions are called at the onStart() method on the class RouteActivity.java. 

 
Figure 13: onStart() method. 

https://developer.android.com/reference/android/Manifest.permission
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The dependency Volley is used to consume the APIs, figure 14 shows the request. Also, after 

confirming the user's permissions it then gets the user location. 

 

 
Figure 14: Geolocation. 

The alterAddressMap() transforms the address through geocoding and change the map address, 

the figure 15 shows the method. 

 
Figure 15: alterAddressMap() Method - geocoding. 

 

 

2.3.2 Favourite Class 
The favourites list acts as a quick and convenient way for the actor to access their most frequently 

used journeys. The actor can search for a trip and add it to their favourites by clicking on the 

favourite icon located above the location and destination text fields. This button press will trigger 

the event to add the journey to the actors' favourites. The system will then collect the associated 

journey and actor information (token profile information) and insert it into the favourites table 

using the database connection that has been established. If all data is as expected, the data will 
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be entered into the favourites table. The actor will be able to preview the newly added favourite 

journey in their favourites. 

 

 
Figure 16: Favourite Activity class. 

 

2.3.3 DbFavorite 
To access the SQLite database within the Android platform, I use an access API, which comes in 

the SDK package. 

Two classes will be used to create the database via the application, and both can be seen in the 

code in Figure XX. 

By extending its SQLiteOpenHelper class, Android Studio forces the developer to implement two 

methods that are of paramount importance for the correct implementation of the database 

creation: 

onCreate() method is called when the application creates the database for the first time. In this 

method, all the creation guidelines and the initial population of the bank must be included. 

onUpgrade() method is the method responsible for updating the database with some structural 

information that has been changed. It is always called when an update is needed, so as not to have 

any kind of data inconsistency between the existing database on the device and the updated 

version that the application will use. 

 



31 
 

 
Figure 17: DbFavorite 

 

The code in Figure 18 contains the name of the table and database creation code, that is located 

in the onCreated() method. 

 

 
Figure 18: onCreate() method. 

 

2.3.4 Login Class  
The user has two option to do the Login to access the main screen for this application. If the user 

does not have an account, they can register in the system by clicking in the Sign-Up button, that 

will bring the actor to fill out a form by providing an email and password for their new account. 

Completing the form and being authorised into the system, will grant access to main screen. The 

Figure 19 shows the method that configures the login with firebase auth. 

The Google Sign-In API will be used to identify users and assign them a JWT access token that can 

be used to access the app's features while the token is still active. After a JWT token has expired 

the token will need to be refreshed to grant access to the app again. Initially, when a user signs in 

a GET request is made to retrieve the JWT token and then the ID token must be sent to the firebase 

backend using a POST request to validate the integrity of the token. If a token is valid a HTTP 200 

successful response will be returned, and the user will be redirected to the home screen where 

they can access the main menu and create a new journey. The JWT token will be stored in local 

storage and will contain important meta data for the token’s validation as well as profile 

information for the user. This profile information can be used to retrieve the user’s name, email, 

and Google profile picture. 
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Clicking the login with google button initiates an intent previously created by google and obtained 

in the signIn() method. 

 
Figure 19: Register Activity  

 

 
Figure 19: Login Activity 

 
Figure 20: configLoginWithFirebaseAuth() method. 
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2.3.5 History Class 
The history list in this app is a convenient way for the actor to keep track of trips and payments 

made. All trips in which the payment is made are saved in the history. The system will then collect 

the associated journey and actor information (token profile information) and insert it into the 

history table using the database connection that has been established. 

The contructListFavorites() method is used in this class as in the FavoriteActivity class to build the 

dynamic list of history. What is being accomplished in this method is the building of the layout and 

bringing all the attributes from TravelDTO class and transport icons from the 

castingCdTypeTransport() Method as well.  

 
Figure 21: History Activity class. 

 

2.3.6 DbHistory 

The DbHistory Activity works in the same way that DbFavorite. 

 
Figure 22: TB_History  
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Figure 23: addHistory() method. 

 

 
Figure 24: getHistory() method. 

 

2.3.7 DbLogin 

In this Activity, the User table is created, where the application saves all emails from users who 
log in to the app using sign up or a Google account, making it possible to identify who saved each 
trip in the History and Favourite tables. shown in Figure 25. 
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Figure 25: DbLogin 

 

 
Figure 26: DbLogin 

 

2.3.8 Home Class – Get ticket 
The Home Activity is the important class for this application, where the actor can add information 
about the destination and the system returns the available routes. 

When starting a route search, the fillListRoutes() method is invoked and receives a list of possible 
routes with modes of transport, and fills the linear layout with the corresponding information. 

When creating an element dynamically, an id is required and, in this list, the ids start with base 80 
and are added 1 by 1. 

Each route has its layout based on 4 columns and each scope in Figure 27 corresponds to a column 
with its respective elements. 
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Figure 27: fillListRoutes() Method 

 
Value calculation based on €0.20 per KM, Figure 28. 

 
Figure 28: Price based on €0.20 per km 
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Actions to query possible routes. 

The method executes 3 requests in Google Directions API (the link) 

1. Search routes for train type 

2. Search routes for bus type 

3. Search routes for tram type 

To consume the API, the RequestQueue class from the Volley library is used (the link). 

For JSON manipulation I chose to use a DTO design, that is being used every time needed because 
it is more transparent about what is being fetched and received instead of knowing the name of 
all keys in JSON Object. For casting JSON to DTO (Java class) the GSON class was used (the link). 
Figure 29 shows the searchAction() method.  

 
Figure 29: searchAction() method. 

 
Volley library, JSON manipulation with DTO design are also used for the filter methods Figure 30, 
getCoordenation(), Figure 31, and Figure 32 for initialLocalization().This helped to make the code 
less redundant as the code didn’t have to be repeated. 

The following methods (filterTrain(), filterBus(), filterLuas(), clearLastFilter()) perform the actions 
of filtering the routes by a specific transport type and the action of clearing the list of routes before 
filling the new one. Also, the logic of changing colors and filter icons is related to transport types. 
Figure 30. 

https://developers.google.com/maps/documentation/directions/overview
https://google.github.io/volley/
https://sites.google.com/site/gson/gson-user-guide
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Figure 30: filter and clear methods. 

 
The following method queries the coordinates of an address sent using the google geocoding 
API, the link. 

The request to the API is also done with Volley, the link. 

   
Figure 31: getCoordenation() method. 

 
The following method initializes the current location to a not-so-precise radius. Using the 
geolocation API, the link 

https://developers.google.com/maps/documentation/geocoding/overview
https://google.github.io/volley/
https://developers.google.com/maps/documentation/geolocation/overview
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Also a request to the geocoding API, the link 

 
Figure 32: initialLocalization() method. 

 
The home screen allows the user to choose the number of passengers for their trip, the user can 
choose between the selection shown below (1-3 passengers) Figure 33. An array list was created 
that returns the list of the number of passengers for the users selection. 

 
Figure 33: Spinner passengers list 

 
In the mobile application, this service is called immediately after the user requests the execution 
of this use case, and the list returned is displayed in a Spinner, enabling the selection of 
passengers, as shown in Figure 33. Figure 35 shows the part of the code, Figure 34 shows the array 
located in strings.xml file. 

https://developers.google.com/maps/documentation/geocoding/overview%20to%20get%20the%20street%20name%20found%20by%20geolocation
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Figure 34: string.xml file 

 

 
Figure 35: Spinner code. 

2.3.9 Payment Class  
Stripe supports many types of electronic payments, for example, it is possible to easily integrate 
wallets like Apple Pay, Google Pay, and others into the app, in the same way, Stripe supports credit 
and debit cards. 

Stripe provides a native UI to securely accept payments in Android and iOS apps. Likewise, the SDK 
comes with a predefined UI for accepting payments in Google Pay, which is used in this app. 

The first step with Stripe is to create an account, which is necessary to obtain a personal access 
key. 

All the steps to configure in the link. 

 
Figure 36: Stripe  

https://stripe.com/docs
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Figure 37: Stripe API key configuration. 

 
The payment method with google pay was used based on Stripe documentation, link. Figure 38 
shows the configuration for the payment button with Google Pay. 

 
Figure 38: Google Pay 

 
The following method configures and creates an intent for the Stripe payment method, card 
payment. Link 

 
Figure 39: fetchPaymentIntent() method. 

 
The following method performs actions for Stripe's return. If the payment is confirmed, the 
method executes an intent for the Activity responsible for generating the QR Code by passing the 
necessary information. Also, it’s then added to purchase history and favourites (if selected) using 
a local SQLite database. Link. 

https://stripe.com/docs/google-pay
https://stripe.com/docs/payments
https://www.sqlite.org/docs.html
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Figure 40: onPaymentSheetResult() method.. 

 

2.3.10 SQLiteMan Class 
The singleton pattern is an object creation pattern that ensures that there is only one instance of 
a class and provides a global access point to it. For this application, I believe it is critical to have 
only one instance. For example, in the project, a database management class (SQLiteMan class - 
centralizing class for the database) is used to encapsulate SQLite's read and write operations. As 
SQLite doesn't support multithreading very well. If two threads are computing operations to the 
database at the same time, the error "The database is locked" will be reported. By using Singleton, 
I can have more control over the access to properties and methods of a class, and I also reduce 
unnecessary memory consumption by using many unnecessary instances of a class. 

 
Figure 41: SQLiteMan class. 
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2.4. Graphical User Interface (GUI) 

Screen design 

In order for a user to access all the functions specified above, an Android application was created 
for the user to interact with. A series of screens have been designed to create an intuitive and 
easy to use app with the primary goal to retrieve data from all public transport in Dublin based on 
the user’s search. The app also allows for the payment of the journey in a very convenient way 
and the allocation of a ticket in the form of a QR code.  

The screens used in the app are: 

Splash Screen -> When the Application is opened and is launching, the first start-up screen is 
Splash Screen with the logo, this gives the app a professional look while the app is getting the data 
leaving the user with a good impression of the application. 

 
Figure 42: Splash Screen 

 
Login Screen -> The user has the option to register by filling in their email and password for their 
registered account or to link their Google account. The google account is authenticated by 
validating the JWT token using a firebase backend. 
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Figure 43: Login Screen 

Main screen -> this screen is the most important of all since it is where the user enters their desired 
destination and then the available transport in the city appears. This screen will be accessed 
whenever the user wishes to get a transport option for their journey and to buy the associated 
ticket. The user can click on their preferred transport method and the results will be filtered 
accordingly. 

This screen will appear after the user logs in, the geolocation will determine the city that the user 
is in, for this reason it is necessary to have GPS and WIFI activated. The app asks permission to 
allow to get the location. (Figure 44). 

 

 
Figure 44: Main Screen 
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Figure 45: Home Screen displaying options 

 
If for some reason the journey option has no route, the system displays a message, as 
shown in Figure 46. 

 
Figure 46: No routes Found. 

When the user chooses the best option for their journey, the system displays the payment 
method. 

Payment Screen -> This screen displays the ticket with the options chosen by the user. At this 
point, the user can choose to pay with their card details using stripe or pay with Google Pay using 
a payment option available in their digital wallet. After the payment is confirmed, the user will be 
re-directed to a confirmation screen to let the user know their payment was successful, Figure 49, 
then the system displays the QR Code. (Figure 48). 
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Figure 47: Payment 

Screen 

 

 
Figure 48: QR Code 

Screen 

 

 
Figure 49: Confirm 

payment 

 

 
Figure 50: Card information. 

 

Navigation screen (Menu) -> This screen displays a list of functions that can be accessed. The 
screen appears when a user clicks the menu in the upper right corner of the screen. The list of 
functions allows the user to check favourite routes, check travel history, search for tickets 
(returning to the main screen) and open a map with real-time location. 
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Figure 51: Menu screen 

 Favourite Screen -> Users have the option to save commonly used routes to their favourites, this 
screen can be accessed by clicking on the Menu option (upper right) and selecting favourites. This 
screen displays a list of all trips saved by the user. The user has an option to delete by clicking on 
the “Remove” button, and also the option to return to the Main screen, by clicking on the “Back” 
button. 

 

 
Figure 52: Favourite Screen 

 
History Screen-> This screen will display a list of the last trips completed by the user. There are 
two buttons; “Remove” allows the user to delete the trip from their history, and the “back” 
button that returns the user to the main menu. 
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Figure 53: History Screen 

 
Route Screen -> The purpose of this screen is to get the user’s location in real-time and display it 
on the map, which the user can interact with to see nearby locations. Also, the user can search for 
an address by clicking on the Search button and clear the search bar by clicking on the Clear button 
as seen below. To leave that screen the user needs to click on the upper right to have access to 
the Menu and then pick an option. 

 

 
Figure 54: Route screen 
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2.5. Testing 

To ensure that the system works properly, it is necessary to perform the relevant tests on the 
system. These tests will be carried out as the different features of the system are implemented. 

Comprehensive testing is to be carried out on each of the functional requirements using a number 
of different testing strategies that are detailed further below. For a feature to be considered 
complete it must have passed each of the tests I have outlined, these include: 

Vysor (an application to view and control your Android mobile from your PC through a Chrome 
extension) was used for testing that each use case worked as expected from the user’s 
perspective. Vysor tests were completed regularly as new features in the code were implemented 
to ensure that new and older (previously working) features were working as expected. 

An excel document was used to record the results of the Vysor (functional) tests as a historical 
document for the project. 

Furthermore, JUnit was used to check that the methods in the code were functioning as intended, 
each of the core methods of the program was tested in JUnit to give the app good code coverage. 
Finally, Postman was used regularly throughout the development lifecycle to test the APIs using 
API calls. 

 

2.5.1 User Testing 
Functional testing ensures that all aspects of the software work correctly and in accordance with 

the project's requirements. 

During these tests, valid and invalid data are inserted in order to validate the functionality of the 

application is working correctly. 

To ensure that the initially proposed requirements were met, it’s necessary to carry out tests on 

the mobile application, these tests were planned to validate its correct operation. All the results 

can be found in an excel table that is attached to this document, it contains Test Log, Test Plan, 

and Test Data. (The link to the Excel table) 

https://drive.google.com/drive/folders/14UImUa1o2-slXIEIqnB5m9g7kUgT5dZ8?usp=sharing
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Figure 55: User tests 

 

2.5.2 JUnit Tests 
JUnit checks the functionality of classes and their methods. JUnit works on annotations and these 

annotations indicate whether a method is tested or not, and whether a method should be 

executed before the class and/or after the class. The annotations also indicate whether the test 

should be ignored or not and whether the class in question is a test suite, that is, whether the 

execution of the other test classes is triggered from this class, among other less used annotations. 
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ExampleInstrumentedTest class is where the JUnit tests can be found. Some tests were created to 

test the time and directions in the getRoutes() method, for login, save history, and favourites, 

where a new database is created named “databaseTeste”, a test for the QR code and stripe as 

well. A simple test was created useAppContext() method where I am testing the project package 

name.  

-> assertEquals([message,] expected, actual): Tests whether two values (expected and actual) are 

the same. In the case of arrays, the check is against the reference and not the content. 

 
Figure 56: ExampleInstrumentedTest Class. 
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Figure 57: getRoutes() method 

 
Figure 58: login() and saveHistory() methods. 
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Figure 59: saveFavorite(), createQrCodeWithZxing(), and configStripe() methods 

 

 
Figure 60: Test Results 

 

2.5.3 POSTMAN - API Tests 

In order to test RESTful services (Web APIs) I used postman to send HTTP requests and analyse 
their return. In Postman, it is possible to easily consume local and internet services, sending data 
and performing tests and gathering the response. A good reason to use this tool is that it can 
drastically reduce the time needed to test and develop APIs. Figure 61 below shows my 
workspace, where I created a collection called Dublin and Madrid, to test the APIs. Also, Figure 61 
shows a "404 Not Found" request to the Dublin Bus API. And in Figure 62, the Dublin Rail return 
data. 
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Figure 61: Dublin Bus Postman Test 

 
Figure 62: Dublin Rail Postman Test 

 

2.6. Evaluation 
Regarding the evaluation of this project, I believe I have accomplished many of the objectives that 

I had initially established. Initially, the project went as planned, following the schedule, but due to 

other projects and deadlines, I ended up getting lost in the development and delaying the 

schedule. Finally, I managed to implement the features, algorithms, UI design, and testing. In the 

first semester, I presented the prototype and documentation, the result of great effort and focus, 

getting positive feedback from my supervisor, and I felt excited to complete and deliver the 

application as promised. 

I think the final product of my application has met the expectations of what I had initially set, and 

I have worked hard to meet my own expectations. The app, however, is not perfect, but it does 

what it promises. I believe that with more time, it would be possible to add more to the 

application. Although, I'm satisfied with the project I'm delivering. 
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3.0 Conclusions 
Crossing Borders emerged from the intention of having an application to facilitate the daily life of 
those who use public transport. During the initial development of this project, it was intended to 
develop a service that manages the open transport data provided by the city of Dublin, Ireland, and 
an application that allows the consultation and purchase of the ticket. As I couldn't get the Dublin 
Public Transport Data API, I had to look for another alternative, which was to use Google's Directions 
API. With this, it was possible to obtain routes and thus meet the proposal of the initial idea in an 
alternative way. Although there are similar applications, these do not have the option to search for 
public transport, and the one that comes closest to the idea would be Omio, which does not work well 
in all countries. With that, I found a limitation, making this application a good idea, which allows you 
to have access to a travel ticket of your choice in a few clicks, and eliminate the use of cards and 
money, after all, nowadays, we use the cell phone for everything. In addition to having a technology, 
which is on the rise at the moment, the QR code. 
I managed to increase my knowledge by using the client-server architecture using the exchange of 
RESTful requests as a form of communication, the use of SQLite, and also the use of libraries and 
frameworks that helped in the development of the project. 

 
The app is not perfect, but I'm happy with the final result. One of the biggest challenges was adapting 
with the IDE and learning how to build the layouts. The goal was to develop a mobile app for Android 
that the user could search for routes and buy tickets and receive a QR code as a voucher, and that's 
exactly what is being delivered. 
The university provided me with the necessary tools to carry out the project, not only in the coding 
part, but also in the project management part, essential lessons were provided for carrying out the 
project. 
From the above conclusion, it can be stated that my project objectives were achieved, and I can say 
that it was possible to apply knowledge acquired in the course and learn new technologies, 
methodologies, and frameworks. 

 

4.0 Further Development or Research 
Concluding the work and taking a constructive self-criticism perspective, the following limitations 

and potential for future development are noted: 

Add a profile, which the user can have control over their own profile, being able to add a photo, or 

change a password. 

Plan options, such as for 3 or 4 days, full month ticket, etc. 

Ongoing development and research will continue to add new features, such as an analysis of how to 

improve user location accuracy. And along with that making it a complete travel app. 
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6.0 Appendices 

6.1. Project Proposal 

Executive Summary 
The purpose of this document is to provide an overview of the technical details, explaining in 

detail the functionality of the application. As the project is in the middle of development, it is 

not possible to explain in detail how the implementation will be done. 

The key focus for the preparation of this documentation is in the requirements part, which I 

tried to explain in detail. 

https://github.com/journeyapps/zxing-android-embedded
https://apidocs.emtmadrid.es/#api-reference-for-a-submenu-entry
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1.0 Introduction 

1.1 Background 
I wanted to create an app to connect all forms of public transport in one simple and easy to use app in 

the hands of the user. This app would eliminate the need for extra cards or tickets as payment, would 

be completed digitally (Google Pay, Stripe) and a QR code would be used as proof of purchase. 

Transport is something that I’m very interested in but sometimes when travelling in other EU cities I 

find it difficult to know what public transport to use and what area each different ticket covers. This is 

when I came up with an idea for an all-in-one public transport app that can be used across multiple 

cities in the EU. This would prevent me from being unsure when travelling in other cities and would also 

be a very useful tool for me to use everyday getting to work or college. Going all digital and avoiding 

unnecessary cards and tickets is something I’ve always wanted for public transport. 

I wanted to create a mobile app because of its usefulness in everyday scenarios. Our phones are almost 

always next to us at any given time, making them a great tool to develop for. Mobile app development 

is also completely new to me which will provide a great challenge for me and I’m looking forward to 

seeing how my mobile app development skills develop during the project. I think this project offers me 

a great opportunity to do extra research and complete tasks that I would otherwise not do as part of 

my module. 

 

1.2 Aims 
Crossing Borders is a mobile application that aims to streamline the user’s experience when 

taking public transport. The app’s goal is to help facilitate a quick and comprehensive way to 

travel. The app will be available for use on multiple modes of transport across a few selected 

cities in the European Union. The city I will base my project on is Dublin and afterward, I will 

look to implement the app in other cities. The modes of transport I will be targeting for this 

app in Dublin are the Luas, Dart, and Dublin Bus. 

1.      The main objective of this project is to develop a mobile application that can facilitate day-

to-day travel in an intuitive way. This is true domestically as well as for international travel. The 

app will work in the same way when in another supported city in the European Union. This 

means there is no extra stress when taking transport in an unfamiliar part of Europe. 

2.      The app will make daily traveling more convenient for users by helping them save time for 

their routine commutes to work or school. Every step of the user’s daily commute is handled 

through the app. The user can purchase tickets for their preferred method of travel completely 

digitally using either PayPal, Google Pay, or Stripe. This means the user does not have to carry 

around any extra cards or a physical ticket to travel, Instead, the user will receive a QR code 

that lasts for the duration of their trip. 

3.      Tourism is a large industry across the EU and this app is aiming to make transport as easy 

as possible for tourists. The route planner calculates multiple ways for the user to get from 

their starting point to a designated destination. This will allow tourists to easily figure out what 

public transport to take, how long the journey will last and what the cost of the trip will be. 

Purchasing of tickets takes place on the app so there is no need to deal with a convoluted ticket 

machine UI. 
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1.3 Technology 
The Crossing Borders application will be a mobile application that works on Android devices, as it is an 
open-source language. The app is developed using the android studio IDE with the Java development 
language. This tool also includes an SDK (Software Development Kit) that helps in the development of 
certain applications, since it has several packages such as Google APIs. 

Google API 

Since this application needs to display maps and locations on maps, it is necessary to use the Google 
Maps API. This API allows you to place maps in the application interface. In addition, it allows you to 
obtain the location of the mobile device and add points on the map, moving along the longitude and 
latitude. This API is free, but it only allows you to make 2,500 requests per day. If you want to make 
additional requests every day, you must upgrade to Google Maps for Business API. 

Additionally, the Google Sign-In and Google Pay API will also be used. Google Sign-In API works by 
generating a JWT token with the Google Profile data and metadata attached that is validated using a 
backend Firebase authenticator. Google Pay is used as an option for payment in the app and works 
similarly to the Google Sign-In API. Google Pay sends a payment token with details about the purchase 
to the app which is then processed by the backend and a payment token is sent to the payment service 
provider. 

Dependencies 

To develop the entire implementation of the system, it is necessary to use a series of libraries that will 
help in the development of the system. 

Firebase to serve as a backend. 

Android SDK to run devices and emulators. 

Google Mobile Services (GMS) -> APIs that help functionality across the device. 

Stripe will be offered as an alternative method for payment. Stripe works by creating a source object 
that stores the user's payment information. Next Stripe checks if any further action is required such as 
payment verification from the user’s payment source. Once the payment source is ready to be used a 
charge request is completed in the backend using the source object information. 

SQLite database to ensure that data is persisted for users to access when they use the app. 

 

1.4 Structure 

      1.4.1 Introduction 
Background – In this section I explain my reasoning behind choosing my project idea and how that 

idea came to be. I also discuss why I decided to use the technologies that I did and how it’ll benefit 

the project. Finally, I discussed why I think this app is important and how it will challenge me. 

Aims – This section addresses the overall aims and objectives of the project and represents what I 

would like to have accomplished by the end of the development cycle. 

Technology – Here, I briefly discuss the technology that I plan to use. 
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1.4.2 System 
Requirements – This section encompasses all the different requirements/functionality of the 

proposed project. This includes all the functional and non-functional requirements, which have been 

split into different headings to address each one individually. Use cases have been designed to 

illustrate and further explain each requirement and the flow of operations. 

Design & Architecture – Here, I list all the screens and display them all in a structure chart to highlight 

the apps design and how to navigate between the different screens. I have also included a system 

architecture diagram to show the relationship between the app, database, and required components 

such as API’s. 

Implementation – This is where I took some snippets of my core functionalities and elaborated on 

how they were developed. 

Graphical User Interface – I provided screenshots of my GUI and explained the process of how the 

screens were designed and created using Adobe.  

Testing – From the planning stage, I had testing in mind and in this section, I explain how testing was a 

constant in the project. Whether that be unit testing, regression testing GUI testing or black box 

testing. 

 

1.4.3 Conclusions 
In this section I draw my final conclusions about the project development lifecycle from the initial 

planning stage all the way to the deployment of the app. I reflect on what I accomplished and what I 

would do differently had I the chance to work on the project again with more experience and 

development time. 

 

1.4.4 Further Development or Research  
Finally, I discuss additional features that I would have liked to develop but were beyond the scope of 

the project. If I was to continue with more time and resources these are the features I would like to 

complete. 

 

2.0 System 

2.1 Requirements 
In this section, the requirements analysis will be performed to determine the needs to be satisfied for 

the application creation. First, the functional requirements that describe the functionality that the 

system must provide will be discussed. Second, the non-functional requirements that define the 

emerging properties of the system, such as response time, reliability, etc., will be detailed. 

  

2.1.2 Functional Requirements 
This section defines the functionality of the system. In each of the features will be detailed what to do, 

the criteria for customer satisfaction. The system features are as follows: 

Requirement 1: Login 
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Requirement 2: Single transport journey 

Requirement 3: Multiple transport journey 

Requirement 4: Payment 

Requirement 5: Favourites 

 

2.1.3 Use Case Diagram 
The use-case diagram, which represents the operations the user can perform on the system 

 
Figure 1: Use Case 

 

Use Case – Requirement 1: Sign-In 
Scope 

The scope of this use case is to verify the actor's google account using a backend firebase server to 

authenticate the actor's ID token and credentials obtained from the Google Sign-In API. 

Description & Priority 

The Google Sign-In API will be used to identify users and assign them a JWT access token that can be 

used to access the app's features while the token is still active. After a JWT token has expired the token 

will need to be refreshed to grant access to the app again. Initially, when a user signs in a GET request 

is made to retrieve the JWT token and then the ID token must be sent to the firebase backend using a 

POST request to validate the integrity of the token. If a token is valid a HTTP 200 successful response 

will be returned, and the user will be redirected to the home screen where they can access the main 

menu and create a new journey. The JWT token will be stored in local storage and will contain important 

meta data for the token’s validation as well as profile information for the user. This profile information 

can be used to retrieve the user’s name, email, and Google profile picture. 

This requirement is a CSF (critical success factor) for the project and acts as a gateway to allow users 

access to the core functionality of the app. This requirement provides the app with secure 

authentication using the Google API Sign-In, ensuring that user accounts are secure and validated. 

Technical issues 

I have initial worries about implementing the API with the firebase backend to enable the validation of 

the JWT tokens. I have read the documentation of the Google Sign-In API but I’m still unclear about 

some of the concepts around the token validation such as the token expiry and refresh and how they 

will be reflected back to the user. 
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Dependencies with other requirements 

This use case is critical as it’s a requirement for all other use cases in the application. Before the actor 

can access the app, they must be issued a valid and authenticated JWT token. While a JWT token is 

active the user will be automatically signed in allowing them access to the other services. 

 

Use Case Diagram 

 
Figure 2: Login use case 

 

Precondition 

The actor must have a pre-existing google account to sign in and access the apps services. 

Activation 

The actor clicks on the google sign in button and selects their google account. 

Main flow 

1.   The actor opens the app 

2.   The actor clicks on the Google Sign-In Link 

3.   The actor selects their google account 

4.   The system retrieves the JWT token using a GET request 

5.   The system sends the ID token to the firebase backend using a POST request 

 6.   The system validates the ID token using the tokens metadata to ensure the integrity of the token 
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7.   The system sends back a HTTP 200 successful request 

8.   The actor is redirected to the home screen 

  

Alternate flow 

A1:  Active JWT token found 

1.      The actor opens the app 

2.      The JWT token is found in local storage 

3.      The use case continues at step 5 of the main flow 

  

Exceptional flow 

E1: User does not have a google account 

1. The actor opens 

2. The actor clicks on the Google Sign-In Link 

3. The actor does not have a google account 

4. The system prompts the actor to create a Google account before continuing 

Termination 

The system redirects the actor to the home screen. 

Post condition 

JWT token is stored in local storage to be retrieved by the system the next time the actor opens the 

app (as long as the token is still valid). 

The actor's Google profile information is stored as JSON data in the JWT token and can be retrieved and 

displayed by the system to the actor. 

The actor must choose what service they would like to choose next for example, view favourites or start 

a new journey. 

 

  Use Case – Requirement 2: Single Transport Journey 
 

Scope 

This use case will allow the user to create journeys that are possible using only one transportation 

service. 

Description & Priority 

The actor begins by entering a starting and ending location for the journey and then clicking a button 

to search for possible routes. The button press starts an event that retrieves the data the actor entered 
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into the search bars and uses that information to search the database. As it is early in development, I 

still have not decided how to base my searches, whether it be by location name or geolocation. This 

will be decided when I start development on this feature and will probably be heavily influenced by 

which method is easier to connect multiple forms of transport as this will be the most complex part 

of my project. I anticipate I will need to implement data structures and algorithms to make this 

possible. For a single transport only journey the information gathered will be used to see if a route 

can be found in either the dart, luas, or bus alone. The dart and luas are relatively straightforward, on 

the other hand the bus data will need to be divided by bus number to ensure that only one bus is 

required to be taken for the journey. For example, the 27 bus from Tallaght to Town. If a route was 

found it is returned to the actor. 

This requirement is a CSF (critical success factor) for the project and represents the core functionality 

of the project. I believe use case 2 and 3 will take critical priority for the project and will account for a 

large majority of the development time. Use case 3 in particular I believe will be very complex and 

difficult to achieve. 

  

Technical issues 

Dublin is a large city with many different small and large towns. As a result of this the search 

parameters are very large. An issue I may face is the quantity of data present in the Dublin Bus API 

and the specificity of that data. The data relates to bus stops which in the majority of cases have a 

street location. This is fine if users end up searching by street, but this will not always be the case as 

it’ll be more common for a user to search by town instead, for example Tallaght. As a result, it may be 

necessary to associate bus stop locations with their surrounding area. It may also be possible to do 

this using geolocation coordinates as the bus stop data has a longitude and latitude associated with 

each bus stop. I will need to explore the possibilities while developing this feature in the next 

semester. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature. This use case is 

required in order to develop the favourites and payments use cases. 

  

Use Case Diagram 
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Precondition 

The actor must have a starting location and destination in mind for their journey 

Activation 

The actor searches for a new journey using a start location and destination. 

Main flow 

1.   The actor enters in a start location and destination for the journey 

2.   The actor searches for the journey 

3.   The system checks the database for a matching starting point and destination 

4.   The system checks to see if the starting point and destination are both a part of the same 

transportation method 

5.   The system returns the transportation method 

6.   The actor selects the transportation method returned by the system 

Alternate flow 

A1:  See Multiple Transport Journey Use Case 

  

Exceptional flow 

E1: User does not have a google account 

1. The actor enters in a start location and destination for the journey 

2.   The actor searches for the journey 

3.   The system checks the database for a matching starting point and destination 

4.   The system doesn’t find a matching pair in the database 
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5.   The system prompts the actor to enter another journey 

6.   The actor begins the process again 

  

Termination 

The system will present a list of possible transport routes that the actor can take for their journey, 

the routes will be listed in order of shortest journey duration. 

  

Post condition 

The actor chooses one of these routes based on a number of factors such as time, cost, and 

convenience. 

Once the actor has chosen their preferred route, they can choose to add the route to their favourites 

or simply continue to payment. 

 

 

  Use Case – Requirement 3: Multiple Transportation Journey 

Scope 

This use case will allow the user to create journeys that require using multiple transportation services. 

Description & Priority 

The actor begins by entering a starting and ending location for the journey and then clicking a button 

to search for possible routes. The button press starts an event that retrieves the data the actor entered 

into the search bars and uses that information to search the database. As it is early in development, I 

still have not decided how to base my searches, whether it be by location name or geolocation. This 

will be decided when I start development on this feature and will probably be heavily influenced by 

which method is easier to connect multiple forms of transport as this will be the most complex part 

of my project. I anticipate I will need to implement data structures and algorithms to make this 

possible. If it’s not possible to complete a journey using one transportation method, then a 

combination of multiple transportation methods will be needed to complete the journey. At maximum 

three transportation methods can be connected as I believe the algorithm and search operations 

taking place on the database may have a performance effect on the app after this point. I think it will 

be easier to work backwards finding first the list of possible transport methods that will arrive at the 

destination point and assuming from there the best way to arrive at the starting point. This may be 

possible by checking all the prior stops and confirming if the coordinates are in an acceptable distance 

from another transportation service. If the journey is possible with 3 or less transportation methods 

the results are sent back to the user. 

This requirement is a CSF (critical success factor) for the project and represents the core functionality 

of the project. I believe use case 2 and 3 will take critical priority for the project and will account for a 

large majority of the development time. Use case 3 in particular I believe will be very complex and 

difficult to achieve. 
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Technical issues 

A journey can be very complex when joining multiple forms of transport together deciding when and 

how to connect these transports will be very difficult to achieve and I anticipate that the algorithm 

will be very complex and intensive as the number of possibilities available is huge. I hope that these 

operations don’t have serious negative effects on the performance of the app. One way I’m thinking 

to counter this is by evaluating whether a stop’s coordinates value represents a + or a – compared to 

the current coordinate value of a stop. If the value of the starting position is positive relative to the 

ending point then all negative values can be ruled out as they’re going in the wrong direction. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature. This use case is 

required in order to develop the favourites and payments use cases. 

 

Use Case Diagram 

 

Precondition 

The actor must have a starting location and destination in mind for their journey 

Activation 

The actor searches for a new journey using a start location and destination. 

Main flow 

1. The actor enters in a start location and destination for the journey 

2.   The actor searches for the journey 

3.   The system checks the database for a matching starting point and destination 
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4.   The system checks to see if the starting point and destination are both a part of the same 

transportation method 

5.   The system confirms this is not possible 

6.   The system finds all transport routes that have the destination specified by the actor 

7.   The system runs an algorithm to identify all transport routes that connect to the destination list 

of routes 

8. The system identifies all stops that trend in the same direction as the starting point using 

coordinates. 

9.   The system identifies the transport method that gets the actor closest to their starting point 

10. If required the system repeats steps 8 and 9 one more time 

11. If the result gets the user to an acceptable distance from their starting point the system accepts 

the transport route. 

12. The system returns the transportation method 

13. The actor selects the transportation method returned by the system 

  

Alternate flow 

A1:  See Single Transport Journey Use Case 

  

Exceptional flow 

E1: User does not have a google account 

1. The actor enters in a start location and destination for the journey 

2.   The actor searches for the journey 

3.   The system checks the database for a matching starting point and destination 

4.   The system doesn’t find a matching pair in the database 

5.   The system prompts the actor to enter another journey 

6.   The actor begins the process again 

  

Termination 

The system will present a list of possible transport routes that the actor can take for their journey, 

the routes will be listed in order of shortest journey duration. 

  

Post condition 
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The actor chooses one of these routes based on a number of factors such as time, cost, and 

convenience. 

Once the actor has chosen their preferred route, they can choose to add the route to their favourites 

or simply continue to payment. 

 

Use Case – Requirement 4: Payment 

  
Scope 

Allows the actor to pay for a journey including all methods of transportation in one transaction. As a 

proof of purchase the actor will receive a QR code that will expire after a certain amount of time. 

Description & Priority 

The user selects their journey and selects the get ticket button which redirects the actor to the payment 

screen. The system calculates the cost of the trip using an algorithm, taking into account the duration 

and transportation methods of the journey. The price, starting point and destination are all included on 

the ticket. If the ticket is acceptable for the actor, they can choose to pay using either Stripe or Google 

Pay. Google Pay is used as an option for payment in the app and works similarly to the Google Sign-In 

API. Google Pay sends a payment token with details about the purchase to the app which is then 

processed by the backend and a payment token is sent to the payment service provider. Stripe will be 

offered as an alternative method for payment. Stripe works by creating a source object that stores the 

user's payment information. Next Stripe checks if any further action is required such as payment 

verification from the user’s payment source. Once the payment source is ready to be used a charge 

request is completed in the backend using the source object information. After payment is confirmed 

the system sends a QR code to the user as proof of purchase for the journey. 

This use case is a CSF for the project and as a result has a very high priority level. A payment feature for 

an app like this is expected from users and the absence of this feature would put the app at a big 

disadvantage to competitors and alternative travel options. 

Technical issues 

Two different payment methods are accepted: Stripe and Google pay. Both are implemented using an 

API. I will need to follow the documentation to implement these features. Stripe is primarily used for 

web apps and as a result I may need to make additional changes compared to a web application. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature.  The requirement 

to search for a new journey will be required and the add to favourites use case is an optional 

requirement that will help speed up the process of this use case. 

Once a payment has been made and the QR code has expired the journey will be added to the history 

screen. 

  

Use Case Diagram 
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Figure 3: Payment use case 

Precondition 

The actor selects a route and their preferred method of transportation(s) 

Activation 

The actor clicks on the get ticket button which redirects the actor to the payment screen. 

Main flow 

1.   The actor clicks get tickets on their selected journey 

2.   The actor clicks on the Google Pay icon 

3.   The actor selects a payment method 

4.   The system gets a payment token from Google pay 

5.   The system sends the payment token and payment details to the apps backend 

6.   The system processes the purchase using the payment details in the payment token 

7.   The system sends the payment token to the payment service provider 

8.   The system sends confirmation of the purchase to the user 

9.   The system generates and sends a QR code for the journey 

  

 

Alternate flow 
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A1:  Pay using Stripe 

1.      The actor clicks get tickets on their selected journey 

2.      The actor enters their card details and clicks Pay 

3.      The system creates a source object with the payment details entered by the actor 

4.      The system checks if any further action is required by the actor 

5.      The actor completes the extra action if required 

6.      The system completes a charge request in the backend 

7.      The use case continues at step 8 of the main flow 

  

Exceptional flow 

E1: Invalid payment option 

1.   The actor clicks get tickets on their selected journey 

2.   The actor clicks on the Google Pay icon 

3.   The actor selects a payment method 

4.   The system gets a payment token from Google pay 

5.   The system sends the payment token and payment details to the apps backend 

6.   The system processes the purchase using the payment details in the payment token 

7.   The system can’t verify the purchase using the payment details provided in the payment token. 

8.   The system sends an error message to the actor and prompts them to try again 

9. The actor starts the payments process over again 

  

Termination 

The system confirms the payment and sends the actor the QR code for their journey. 

Post condition 

The system will generate a QR code that is active for the course of the journey and add it to the actor’s 

active journeys. 

The actor can use the QR code as proof of purchase or to scan at security gates to gain access to the 

transportation. 

 

Use Case – Requirement 5: Add to Favourites 

  
Scope 
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The scope of this use case is to implement a feature for the actor to save a trip to their favourites, 

allowing them to save time for their most regularly searched trips. 

Description & Priority 

The favourites list will act as a quick and convenient way for the actor to access their most frequently 

used journeys. The actor can search for a journey and add it to their favourites by clicking on the 

favourite icon located next to the journey information. This button press will serve as the trigger for the 

event to add the journey to the actors’ favourites. The system will then collect the associated 

information from the journey and the actor (token profile information) and insert them to the 

favourites table using the database connection that has been established. If all the data is as expected 

the data will be inserted into the favourites table and the system will send back a confirmation message 

to the actor. The actor will be able to view the newly added favourite journey in their favourites. 

Out of the 5 core functionalities, I believe this requirement has the lowest priority and as a result I will 

tackle this requirement last. 

 

Technical issues 

I will need to ensure that the method of relating the data to the user works as intended and that the 

search operation performed on the table does not affect the overall performance of the app. 

Dependencies with other requirements 

Firstly, the actor must have signed in using their google account to access this feature. Once a trip has 

been added to the actors’ favourites, they will be able to quickly create that trip and pay for their ticket 

without having to search. 

In terms of development use cases 1-3 will need to be finished before development can begin on this 

use case. Sign in is required to generate the foreign key in the favourites database table to connect the 

user to their favourites. Also, the requirement to search for a new journey will be required. 

  

Use Case Diagram 
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Figure 4: Favourite use case 

 

Precondition 

The actor must have a pre-existing google account to sign in and access the apps services. 

The actor must search for the journey that they wish to favourite. 

Activation 

The actor clicks on the favourite icon next to the journey. 

Main flow 

1.   The actor searches for a journey with a start and end point 

2.   The actor clicks on the icon to favourite the journey 

3.   The system gathers the associated data into an object 

4.   The system inserts the object into the database favourites table 

5.   The system notifies the actor that the journey was added to their favourites 

6.   The user checks their favourites to verify the journey has been added to their favourites list 

7.   The system gets the favourites data associated with the actor’s email 

8.   The actor confirms the new journey has been added to their favourites 

  

Alternate flow 

A1:  Get current location as start point 

1.      The actor searches for a journey with an end point only 

2.      The system generates the start point from the user’s current geolocation 

3.      The use case continues at step 2 of the main flow 

  

Exceptional flow 

E1: User enters an invalid start or end point 

1. The actor searches for a journey 

2. The system searches the routes table but can’t find any occurrence of the start or end point 

3. The system prompts the actor to enter another location as no results were found 

  

Termination 

The system adds the trip to the actors’ favourite trips. 
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Post condition 

The system will add the trip to the actors’ favourite trips list. The trip will be stored in a database table 

called favourites which will have a one-to-many relationship with the user table to ensure the correct 

user data is retrieved. 

The actor will be able to view their favourite trips with the newly included trip added to the list. 

 

2.1.4 Data Requirements 

2.1.4.1 Open data 

Most cities provide data about public transport and transport stations in their cities in certain formats. 

The data offered by the custom cities have a similar attribute in common which is the exact location of 

each stop, so there are other attributes that depend on what each city wants to offer. In this section, 

the formats provided by the Dublin government will be analysed. 

2.1.4.2 Public data 

Dublin -> The open data offered by the city is available on the Data.gov.ie website, in various formats.  

Below is a screenshot from the website to demonstrate all the options available, see figure 5. 

 
Figure (5): Public data Formats 

 

An example of one of these data is shown in the figures below. In the illustration 6 you can see 

the data offered for buses in xlsx. 

https://data.gov.ie/dataset?theme=Transport
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Figure (6): Bus data in XLSX  

 

2.1.4.3 Data Formats 

In the previous section I analyzed the different data formats that Dublin city has made available to 
developers like myself. I will now highlight and explain some formats, which I will consider using in the 
next semester. 

API -> defines a REST-based protocol that allows data to be queried, updated, and exposed using 
standardized syntax from a wide variety of data stores. API provides access to different forms of data 
using technologies such as HTTP, XML or JSON. This protocol provides metadata that provides an 
electronic description of the data model. 

 CSV (Comma Separated Values) -> is an open format for representing data in a tabular form. This data 
format structures the data using commas to separate values. 

 GEO is a microformat used to refer to geographic coordinates in HTML, this is achieved by getting  the 
longitude and latitude values. To do this, you just need to define a section in the HTML that the geo 
class uses to indicate the latitude and longitude within the section. 

 XML Extensible Markup Language -> is a plain text format developed by the World Wide Web 
Consortium (W3C). This format structures information into a prologue describing the XML version, 
document type, etc. Additionally there are tags of type <name>, where name refers to the referenced 
element. These elements, in many cases, can contain attributes that provide information about the 
characteristics of a particular element. 

KML Keyhole Markup Language -> is a format used to display 2D or 3D geographic data. KML files can 
be viewed in geospatial information software such as Google Earth or Google Maps. The KML format 
uses XML grammar to encode and transport data; therefore, it uses a tag-based structure with nested 
elements and attributes. 

This format contains information such as latitude, longitude and relevant information about a place. In 
addition, it can support data for user navigation control in order to direct a user on where to go and 
where to search. 
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 XLS is an extension of a spreadsheet used in the Microsoft Excel program. An XLS file displays 
information in cells arranged in rows and columns. In addition, cells can contain formulas or references 
to other cells. 

2.1.5 User Requirements 
1. An Intuitive design that is easy to use and pleasant to look at. 

2. A simple way to find out the fastest and cheapest way to get from a starting location to a 

destination. 

3. An easy and stress free way to pay for the transportation required for the journey. 

4. An app that can be used for regular daily commutes but also for discovering new transport 

routes in unfamiliar locations. 

 

2.1.6 Non-Functional Requirements 

This section presents requirements that do not focus on system behavior but are qualities or 
properties that the application must have. 

1. Perception requirements 

The. Style requirements 

Application #: 1 

Requirement Type: 1st 

Description: The system has a simple design 

Rationale: The system must have a simple design so that the user feels comfortable using it. 

Origin (interested): User 

Satisfaction criteria: The user can understand application functionality. 

  

2. Humanity and usability requirements 

The. Ease of Use Requirements 

Application #: 2 

Type of requirement: 2nd 

Description: The system should be easy to use for users. 

Justification: As the user profile is diverse, the system must be easy to use to allow greatest possible 
number of users. 

Origin (interested): User 

Satisfaction criteria: The user can use the application easily and simply. 
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3. Performance requirements 

The. Speed and latency requirements 

Application #: 3 

Requirement Type: 3rd 

Description: The system must be able to respond quickly to user requests. 

Justification: The system must respond to user requests as quickly as possible, otherwise the user may 
get tired and stop using the application. 

Origin (interested): User 

Satisfaction criteria: The user can quickly access requests. 

  

B. Confidentiality and Availability Requirements 

Application #: 3 

Requirement Type: 3b 

Description: The system will be available most of the time. 

Justification: The user must be able to use the system at any time. 

Origin (interested): User 

Satisfaction criteria: The system must be available and operate flawlessly 99% of the time. 

4. Preservation and support requirements 

The. Preservation and Support Requirements 

Application #: 4 

Type of requirement: 4th 

Description: The system must have a user manual for the application. 

Justification: The user must be able to consult the user manual whenever he wants to know how the 
application works. 

Origin (interested): User 

Satisfaction criteria: A user manual will be created to provide information on how to use the app. 
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2.2 Design & Architecture 

  

2.2.1 Physical architecture 
The system will have a client-server architecture, since the client will be the mobile application that 
connects, through the Internet, to a server to retrieve data from the data source. The drawing of this 
architecture is shown in the figure 7. 

The client-server architecture was chosen since a mobile device has little memory to store public 
transport data in many cities, so a server is needed to store a large amount of data and process it. In 
addition, with this architecture, it will not be necessary to replicate the data of each city on different 
mobile devices, as it will only be stored on the server. Having a server allows for the number of 
concurrent users to be increased and results in higher scalability. 

 
Figure 7: Client-server architecture 

 

In the illustration 7 you can see a mobile application, which contains the complete user interface. This 
mobile application will allow the user to interact with the application and obtain all the information 
related to public transport. 

For the application to obtain the information, it is necessary to connect to the server through the 
Internet. This server will be made up of three components: the service layer, which is where the 
application and the server will exchange requests; the business layer, in which all the necessary 
operations will be carried out to satisfy the needs of the system's functionalities; and the data layer. 
This last layer will be in charge of accessing the databases and services to obtain and save the data. 

The data tier will connect to a database and the open data services seen in the illustration. The city 
transport data obtained from the open data services must be extracted and then integrated into the 
database. 

The app also uses a number of API’s that require a backend infrastructure. I will be using firebase as a 
backend to help authenticate the tokens obtained from the Google Sign-In API and the Google Pay 
API. 
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2.2.4 Navigation map 
The structure diagram shown in the figure below showcases the design of the app and clearly 
demonstrates how the user will be able to navigate from screen to screen while using the app. The 
menu acts as an easy and intuitive way to navigate between screens and acts similarly to a navbar on a 
website. 

 
Figure (8). Navigation map 

 

2.3 Implementation 

Once the initial design was defined, I continued with the implementation phase. To carry out this 

phase, it is necessary to select the technologies to use and implement the system following the 

previously defined projects. 

2.3.1 Deployment details 
The implementation process started from scratch, meaning that there was no code that could be 
reused to continue its development. With the use of previously defined technologies, it was possible 
to implement some of the system's functionality by this point in the development lifecycle of the 
project. These parts are explained in detail below. 

2.3.2 Data extraction and integration 

An important part of the system is the data that can be accessed to show the user how they can 
achieve the journey they wish to complete. 

The problem with obtaining public transport data is that when accessing the data catalog provided by 
Dublin, the formats and variables of the data obtained are different depending on the transport. 
Therefore, it is necessary to integrate the data into a single schema that is more easily accessible. 

This part will be implemented in the next semester. 

2.3.3 Maps on Android 
To offer an application that shows the real location on the map, there is a Google API that allows you 
to work with maps. 
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To work with maps, you need to create a layout that contains a fragment in which a map is defined. 
But for this map to display in our application, a Java class must be implemented to display the map 
view. An example implementation for displaying the map appears in the figure 9, in which a View class 
is created and assigned the shard defined in the layout. 

 

 
Figure 9: Map code 

 

2.3.4 Favourite Class 
The favourites list will act as a quick and convenient way for the actor to access their most frequently 

used journeys. The actor can search for a journey and add it to their favourites by clicking on the 

favourite icon located next to the journey information. This button press will serve as the trigger for the 

event to add the journey to the actors’ favourites. The system will then collect the associated 

information from the journey and the actor (token profile information) and insert them to the 

favourites table using the database connection that has been established. If all the data is as expected 

the data will be inserted into the favourites table and the system will send back a confirmation message 

to the actor. The actor will be able to view the newly added favourite journey in their favourites. 
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Figure 10: Favourite Class 

 

 

2.3.5 Login Class  
The Google Sign-In API will be used to identify users and assign them a JWT access token that can be 

used to access the app's features while the token is still active. After a JWT token has expired the token 

will need to be refreshed to grant access to the app again. Initially, when a user signs in a GET request 

is made to retrieve the JWT token and then the ID token must be sent to the firebase backend using a 

POST request to validate the integrity of the token. If a token is valid a HTTP 200 successful response 

will be returned, and the user will be redirected to the home screen where they can access the main 

menu and create a new journey. The JWT token will be stored in local storage and will contain 

important meta data for the token’s validation as well as profile information for the user. This profile 

information can be used to retrieve the user’s name, email, and Google profile picture. 
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Figure 11: Login Activity 

2.4 Graphical User Interface (GUI) 

Screen design 

In order for a user to access all the functions specified above, an Android application was created for 
the user to interact with. A series of screens have been designed to create an intuitive and easy to use 
app with the primary goal to retrieve data from all public transport in Dublin based on the users search. 
The app also allows for the payment of the journey in a very convenient way and the allocation of a 
ticket in the form of a QR code.  

The screens used in the app are: 

Splash Screen -> When the Application is opened and is launching, the first start-up screen is Splash 
Screen with the logo, this gives the app a professional look while the app is getting the data leaving 
the user with a good impression of the application. 
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Figure 12: Splash Screen 
 

Login Screen -> The user has the option of filling in their email and password for their registered 
account or to link their Google account. The google account is authenticated by validating the JWT 
token using a firebase backend. 

 
Figure 13: Login Screen 

Main screen -> this screen is the most important of all since it is where the user enters their desired 
destination and then the transport available in the city appears. This screen will be accessed whenever 
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the user wishes to get a transport option for their journey and to buy the associated ticket. The user 
can click on their preferred transport method and the results will be filtered accordingly. 

This screen will appear after the user logs in, the geolocation will determine the city that the user is in 
,for this reason it is necessary to have GPS and WIFI activated.  

 

 
Figure 14: Main Screen  

Figure 15: Home Screen displaying options 
 

When the user chooses the best option for their journey, the system displays the payment method. 

Payment Screen -> This screen displays the ticket with the options chosen by the user. At this point 
the user can choose to pay with their card details using stripe or pay with Google Pay using a payment 
option available in their digital wallet. After the payment is complete, the user will be given a QR Code. 
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Figure 16: Payment Screen 

 

 
Figure 17: QR Code Screen 

 

Navigation screen(Menu) -> This screen displays a list of functions that can be accessed. The screen 
appears when a user clicks in the upper right corner of the screen. The list of functions allows the user 
to check favourite routes, check travel history, search for tickets (returning to the main screen), and 
open a map with real-time location. 

 
Figure 18: Menu screen 

  



90 
 

Favorite Screen -> Users have the option to save commonly used routes to their favourites, this screen 
can be accessed by  clicking on the Menu option (upper right) and selecting favourites. This screen 
displays a list of all trips saved by the user. The user has an option to delete by clicking on the 
“Remove” button, and also the option to the Main screen, by clicking on the “Back” button. 

 

 
Figure 19: Favourite Screen 

 
History Screen-> This screen will display a list with the last trips completed by the user. There are 
two buttons; “Remove” allows the user to delete the trip from their history, and the “back” button 
that returns to the main menu. 
 

 
Figure 20: History Screen 
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Route Screen -> The purpose of this screen is to get the user’s location in real time and display it on 
the map, the user can interact with the map to see nearby locations. To leave that screen the user 
needs to click on the upper right to have access to the Menu and then pick an option. 

 

 
Figure 21: Route screen 

  

2.5 Testing 

To ensure that the system works properly, it is necessary to perform the relevant tests on the system. 
These tests will be carried out as the different features of the system are implemented. 

The tests to be carried out for each characteristic will consist of three phases. In the first phase, what 
will be done is to test the main scenarios of the different use cases. Later, in the second phase, the 
extensions of each use case will be tested to see if they behave as expected. Finally, the third and final 
phase will consist of testing some unusual scenarios that are not included in the use case specification. 

For a feature to work properly, it must go through the three testing phases described above. If a 
feature fails in any of these phases, it will be addressed and testing will be resumed from the first 
phase. Regression testing will be used to ensure that new changes or newly added features do not 
have a knock-on-effect on previously functional and tested features. 

2.5.1 Evidence 

This section will be carried out in the second semester, and its purpose is to show the tests have been 
carried out to verify if the functionalities are working correctly. To capture these tests, this document 
shows a table for each requirement in which three columns appear indicating the purpose of the test, 
the tests to be performed, and whether the test completion is successful or not. 
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2.5.2 Functional requirements 

At this point, the results of the tests performed for each of the functional requirements specified in 

the Requirements section are shown in the table (number here). 
Example of how the table will work next semester. 

 

 
Table 1: Test 

2.6 Evaluation 

This section will be carried out in the second semester. 
 

3.0 Conclusions 

During the initial development of this project, the intention was to develop a service that would 

manage the open transport data made available by the city of Dublin, Ireland, and an application that 

would allow the consultation and purchase of the ticket. This purpose is still under development, 

although the goals defined above of showing the user the best transport options between a point of 

origin and a point of destination will not be something easy to achieve, as the entire project is at a 

very advanced level, and the size of this project would be better suited for a development team and 

not just one person. What I have noticed so far is that time is not the main factor for delays in some 

phases, but also the lack of experience in planning and knowledge of the new tools used. 

To manage open data in the system, the best way to integrate the data must be decided. 

By the end of the project, some research must be done to use the open data. With the layouts ready, 
for the second semester, the focus will be the code and the tests. And with that, I'm satisfied with 
what I have managed to develop in a short period of time, along with other projects I have completed 
in the same time span. 
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4.0 Further Development or Research 

The focus for the next semester will be code and testing. The plan is to format the open data 
in a way that it can be used to find the best transport routes based on a user's search and 
evaluate the best way to access the data. My aim is to complete this in the first few weeks of 
January. 

5.0 References 
Developers.  

Available at: https://developer.android.com/docs  

[Accessed in December 2021] 

 

Firebase 

Available at: https://firebase.google.com/  

[Accessed in December 2021] 

 

Google Maps 

Available at: https://developers.google.com/maps/documentation/android-sdk/start  

[Accessed in December 2021] 

 

6.2. Reflective Journals 

6.2.1 Reflective Journals April 

April was a busy month, and the focus was on the software project, splitting between 

documentation and code. I got the application working at the end of April, and I was fixing details, 

special the layouts that were not responsive. The user tests were in progress. 

6.2.2   Reflective Journals May 
For this month, I focus on fixing some details in the application, code, and layout, for the favourite 

layout, the one that I had a lot of work to try to keep nice, was the last one I got working the way 

I would like it. I worked on slides and videos. I spent more than I was expecting on the 

documentation, but in the end, I am glad about the time invested in it. 

 

 

_____________________ 
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