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1 Pre-Requisites

For implementing the automated dockerization of python based web apps we have followed
the following steps. Our approach was to make use of combination of ability to python
programs to call shell commands and corresponding measure stacks around it. We are
aiming at dockerizing non-docekrized web applications using our method and create a
dockerized form of this application which will create a docker file for the application that
can be run on any platform of our choice.

Firstly for the environment setup, we have the python 3.7 or above installed. The
preference being the latest version. For dockerization we need Docker desktop be installed,
within which we can execute the docker commands. In cases where docker desktop cannot
be installed we make use of Docker client for lower versions of Operating systems.

2 Execution Steps

• Begin with starting the docker interactive shell with the command ”start.sh”

• Import the source code of any python web application(non-dockerized version) on
which we are going to apply dockerization.

• We import our 2 main python files, ”dockermaker.py” and ”runcommands.py”
within the same folder.

• Within dockermaker we make use of tkinter for python with which we create a UI
to accept input parameters for the imput web application.

• We input the project name, project directory, modules, and then the directory of
python installation, then the app name and the port number on which we want to
expose this application.

• At this point if docker installation is not done right, the process will fail right
away. If installed, the performDocker commands will be called from within ”run-
commands.py” file.

• Within this file we take care of creating a ”run.bat” file.

• In run.bat , we create a python virtual environment and we install all the modules
required within virtual env to run that particular application.
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• Then we perform steps within the bat file to create a directory with name ”pip cache”
which will be copied into docker.

• We collect statistics , that will combine all the htmls.

• Finally we do a docker build to create a docker image of the python web app.

In python we have django, flask web frameworks. These are excellent frameworks but
we need a load balancer.The load balancer which we have used is ”ngnix”. Hence while
making a docker file, we need to take care of installing ngnix as well. This is achieved
from within runCommands.py file.

3 Result

Last step is to create docker file and have the following steps run from within

1. Download python

2. Perfrom ngnix installation .

3. Copy source and install dependencies which we generated in the virtual environment
using pip cache.

4. create project folder, copy all the requirements, stats files within that.

5. Then run the install command. We need to note that here the install command is
running within docker.

6. Then start the server, We mention the port on which the URL must be exposed.

Figure 1: Dockerized application

The final build gives us a docker file which we can run in our local system as well to
check the application is running or not. To deploy on cloud, we build image, deploy to
docker repo and deploy to any cloud as well.
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