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Abstract

Cloud computing is at the forefront of Information Technology and has revolutionized

computing in many ways. As numerous enterprises move into the cloud, the chances

of being targeted by attacks especially Application Layer Distributed Denial of Service

(DDoS) attacks will increase dramatically. Such attacks are capable of exhausting a

victim’s resources (such as servers, network, storage and applications), denying access

and overloading with bogus requests, resulting in significant economic loss. Unlike the

traditional DDoS attacks which occur at the network layer, these attacks occur at the

application layer where the detection is comparatively difficult, since the attacker al-

ready has a valid connection to the victim server. Fuzzy logic is a precise algorithm

for imprecise system that plays an important role in decision making process of the in-

coming HTTP requests to decide whether the request is malicious or genuine. Hence, a

Fuzzy Logic based Application Layer Mitigation is necessary to handle such threats for

maintaining cloud based services and ensuring availability of enterprise systems. Hence,

this thesis is focused on combining evidences of the existing architectures (used for pro-

tecting and tracing DDoS attacks) as well as filtering malicious requests using DDoS

mitigation system and Fuzzy Logic.

Keywords: DDoS, Application Layer, Cloud, Fuzzy Logic, Mitigation
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Chapter 1

Introduction

1.1 Preface

The recent history of enterprise computing is characterized by near-constant change.

There are two changes that are prominent i.e. there is an evident shift from monolithic

applications to distributed applications, as a result the enterprise data is moving to

different locations. Secondly, the sensitive data of the enterprises is no longer in the

datacenters, it is moving out from the company to the cloud.

Undoubtedly, cloud computing is a promising technology but as the technology emerges

and more enterprises move to cloud, there are going to be voids and weaknesses which

can be easily penetrated to implode a whole organization from within.

Hence, the attacks on the cloud are going to be frequent (Sabahi [2011]). Among these

attacks, Distributed Denial of Service (DDoS) attacks are the most conspicuous in the

cloud environment as they are capable of destroying organization by leeching resources

and stealing bandwidth. Layer 7 (Application layer) based DDoS attacks are becoming

the most prominent DDoS attacks in cloud which are devastating to organizations and

are hard to identify and mitigate as compared to the network layer DDoS attacks.

In an application layer DDoS attack, the attacker first establishes a genuine connection

to the server and starts flooding the server with bogus HTTP requests which depletes

resources in the application layer and makes the services unavailable. Identifying and

mitigating such attacks is essential to protect sensitive data of an enterprise.
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Fuzzy logic is a precise technique to analyze datasets. According to Novak et al. [1999],

fuzzy logic is more accurate in determining the nature of incoming requests when com-

pared to other methods . In this context, Fuzzy Logic will aid in determining the nature

of incoming HTTP requests with the help of pre-defined rules and datasets.

So, the research question that is going to be discussed in this thesis is ‘Can we

mitigate Application-Layer DDoS attacks with the help of Fuzzy Logic

techniques?’

1.2 Motivation

There is a lack of substantial mitigation against application layer DDoS attacks. Unlike

other malware and network based attacks, these are mostly invulnerable as they occur

in the application layer. (Imperva [2012]) Also, when Botnets (nodes or terminals that

are unaware of being involved in an attack) are used for a DDoS attacks, the origin is

not limited to a single source, in fact the attack can have multiple sources and finding

the primary source poses a great challenge for research.

Hence, the hypothesis is that by mitigating Application Layer DDoS attacks with the

help of Fuzzy Logic will make defense against DDoS attacks more feasible.

1.3 Contributions

This thesis provides the following research contributions:

1. A comprehensive literature review that introduces the cloud and its architecture,

Denial of Service attacks and its impact in cloud.

2. A taxonomy of the recent surviving DDoS defense mechanism for network and appli-

cation layer.

3. Proposal of a novel cloud-based Application Layer DDoS mitigation system which

incorporates effective algorithms that help in distinguishing between legitimate and non-

legitimate HTTP POST/GET requests.
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4. A cloud based application that will detect and mitigate HTTP based DDoS attacks

pro-actively where Fuzzy Logic will act as a backbone.

5. The implementation of the proposed mitigation system that describes the workflow

and the development involved in creating this framework.

6. The evaluation of the proposed system based on Open Web Application Security

Project (OWASP)1 testing framework and a set of metrics.

1.4 Outline

Chapter 2 introduces to cloud architecture and its challenges and provides an analysis

of the work related to Distributed Denial of Service attacks and its impact in cloud. A

taxonomy of current surviving DDoS mitigation system is also presented and analyzed.

Chapter 3 provides the specification and outlines the design of the proposed system.

Chapter 4 discusses the implementation of the proposed system. Chapter 5 presents the

evaluation of the mitigation system based on testing frameworks and a set of metrics.

Chapter 6 provides a corollary of inconsistencies, gaps and challenges and finally the

conclusion of thesis

1https://www.owasp.org/index.php/Main Page
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Chapter 2

Background Research

2.1 Preface

Distributed Denial of Service attacks have become very common in the area of cloud. The

availability of tools to launch such attacks attracts amateur hackers who have limited

knowledge about them. Fortunately, there has been a lot of advancements in DDoS

mitigation and protection which are capable to withstand attacks even by professional

attackers.

The Literature Review will be classified under different headings and the corollary of

inconsistencies, gaps and challenges followed by a hypothesis, expected contributions

and bibliography in the end.

Section 2.2 introduces to the cloud and its architecture. Section 2.3 talks about appli-

cation arcitecture that includes layers of the OSI model that are relevant for the thesis.

Section 2.4 gives an overview of different DDoS attacks and how they affect cloud ser-

vices. Section 2.5 classifies the mechanisms based on different parameters. Section

2.6 gives an outline of existing DDoS protection for Application Layer. and the fact

that Traceback is equally significant. Section 2.7 gives an outline of surviving DDoS

protection for Network and Transport layers. Section 2.8 discusses unsupervised and

supervised machine learning and how fuzzy logic is helpful in determining the nature of

HTTP requests and mitigation of a DDoS attack. The chapter concludes in Section 2.9.
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2.2 Cloud Computing Architecture

Cloud Computing is emerging as a new form of computing which is nothing but accessing

and synchronizing data over the internet. Armbrust et al. [2010] mention that cloud

computing can be seen as an assembly of application, hardware and operating system

provided as a service to the customers. Such services as referred as IaaS (Infrastructure

as a Service), Paas (platform as a Service) and SaaS(Software as a Service).

Figure 2.1: Cloud Stack (Lenk et al. [2009])

The Figure 2.1 depicts the cloud services

offered to the customers. Starting off from

the hardware that includes the mainframe

and the infrastructure of the data center,

each layer from the bottom represents a

cloud service model. Infrastructure as a

service is provided in the bottom layer

that has a pool of networking, storage and

computational services that is partitioned

using virtualization. Platform as a service

is the middle layer that includes program-

ming environments and application frame-

works such as Azure, Google App Engine

and Amazon EC2. Finally, the top layer,

software as a service includes software ap-

plications such as google docs that are pro-

vided to the clients as a service.

When the deployment of cloud is con-

sidered, there are four cloud deployment

models namely private, public, commu-

nity and hybrid. According to Mell and

Grance [2011], private cloud refers to the

cloud infrastructure owned and managed

by a single organization regardless of the

location. The community cloud is exclu-

sively intended for a group that have mu-

tual interests and can be managed/owned

5



Figure 2.2: Cloud deployment models (Jess [2012])

by one or more individuals of that group. public cloud as the name suggests is intended

for general public, the cloud is owned and managed by the cloud service provider.Dillon

et al. [2010] says hybrid cloud is a combination of one or more public, community or

private clouds that are bound by standardized technology and regulations.

Takabi et al. [2010] entails some of the essential features that include ubiquitous com-

puting, on-demand self service, rapid elasticity, location independent resource pooling

and measured service. The author also highlights multi-tenancy aspect of public cloud

that involves sharing of services between different customers

Although, cloud computing is becoming a major success, there are significant obstacles

and challenges that affects the growth of cloud computing that have been discussed by

Armbrust et al. [2010] and Zhang et al. [2010]. Some of the challenges include data

security and confidentiality, standardization, software licensing, interoperability, service

availability and reliability. Hence, Cloud computing is not mature enough to be consid-

ered as a competent computing model yet. There are still some areas where researchers

can contribute to strengthen the core features provided by cloud and help in delivering

them to the customers without any limitation of standardization and interoperability.

6



2.3 Cloud Application Architecture

It is important to understand the web application architecture before analyzing DDoS

attacks. Ollman [2014] illustrate that applications have different architectures in order to

meet business requirements that affect the strategies that are deployed to detect DDoS

attacks in a cloud environment.

The OSI (Open Systems Interconnection) model, originally defined by ISO [1989] (In-

ternational Standards Organization) depicts seven layers which are vital for computer

networking and the cloud. The figure 2.3 below represents the detailed cloud model of

OSI model presented by Ollman [2014].

Figure 2.3: OSI seven layer representation (Ollman [2014])

This thesis is only concerned about the Network Layer, Transport Layer and the Appli-

cation Layer. Network Layer is responsible for the end-to-end logical connections over

a wide network. According to Li et al. [2011], the primary function of network layer is

to complete packet transmissions between two hosts with the help of data link layer.In

addition, Transport Layer is one of the most important layers in the OSI model which is

responsible for determining what services to provide for the end-users. This layer is very

7



vital in a network as it involves data communication and multiplexing between different

hosts. Whereas, Li et al. [2011] have described the application layer as the highest level

for user-experience and software applications accessed through a graphical user inter-

face. All the software and applications are deployed and installed in that layer. All

the dependencies and configurations aid the application layer in providing the services

required by the user.

2.4 DDoS attacks and their impact in cloud

This section provides an overview about DDoS attacks in general and how they pose a

threat to cloud based services.

2.4.1 Distributed Denial of Service (DDoS)

Anitha and Malliga [2013] and Darwish, Ouda, and Capretz [2013] ascertain that DDoS

is an attack made on a victim by multiple systems by flooding messages to an extent

that the victims server cannot process any more requests and eventually it collapses.

In addition, Darwish, Ouda, and Capretz [2013] also say DDoS attacks can also leech

resources such as memory, bandwidth and processing power.

Darwish, Ouda, and Capretz [2013] establish the fact that DDoS attacks can affect any

layer of the cloud computing architecture i.e. SaaS, PaaS and IaaS that are described in

2.2. Also the attacks can happen either internally or externally. SaaS layer is affected

when the attack happens internally i.e. within the cloud, whereas PaaS and IaaS layers

are affected when attacks happen outside the scope of cloud. Hence, DDoS is a prominent

attack and defending against such attacks is a challenge for cloud based services.

Vissers et al. [2014] and Fan, Hassanein, and Martin [2003] outline that when a Denial

of Service attack occurs, the resources are not available for the users as the system is

compromised by the attacker resulting in a denial of service, whereas in the Distributed

case of DoS, the attacker takes control over computers which Vissers et al. [2014] refer to

as zombies. They have the potential to destroy an organization by ruining the services,

consuming the resources and making them unavailable to the users. In addition, Fan,

Hassanein, and Martin [2003] also say that it is difficult for the router to distinguish

between legitimate and non-legitimate packets.
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Chonka et al. [2011], Vissers et al. [2014] and Anitha and Malliga [2013] discuss the

emerging application layer attacks on cloud based web services i.e. X-DoS (XML based

Denial of Service) and H-DoS (HTTP based Denial of Service) attacks collectively known

as HX-DoS attacks. These attacks consume web resources by sending malicious packets

to the server. Vissers et al. [2014] say that these malicious packets are considered as

legitimate packets at the TCP/IP layer; so they suggest that a defense mechanism should

be designed at the application layer rather than the network layer.

Vissers et al. [2014] and Chonka et al. [2011] share the same thoughts on X-DoS and

H-DoS attacks. X-DoS attacks are targeted on web servers that are based on XML web-

pages. One of the examples is the coercive parsing attack which uses SOAP (used to com-

municate between web servers via XML) to create an overhead on web servers.Whereas,

H-DoS attacks are very basic, they flood the web server with HTTP requests. Since such

attacks are easy to implement, denial of service achieved effortlessly as these requests

consume minimum amount of resources.

According to Imperva [2012] the DDoS attacks can be classified as per the layers of

OSI model i.e. Layer 3 that comprise of IP attacks affecting network bandwidth. Layer

4 consist of TCP/UDP attacks on servers and Layer 7 are affected by HTTP/XML

based web application attacks. Network and Application Layer attacks are indifferent

when considering the initiation and propagation. The differences have been listed and

explained in the Table 2.1.

2.4.2 Impact of DDoS attacks on Cloud

As far as the impact of DDoS attacks are concerned, the destination can range from a

small private server to huge enterprises like Amazon, Google, and IBM.

There have been several attacks but a noticeable attack was on Bitbucket.com which

runs on Amazons Elastic Compute Cloud (EC2); it was collapsed by a DDoS attack

in 2009. The problem was that the storage system of that website was situated on a

network channel outside the scope of cloud. (Metz [2009])

Perhaps these frequent attacks would require some tools or applications wherein Chonka

et al. [2011] mention that the most popular DDoS tools such as Agobot, Mstream and

Trinoo are comparatively more complex than the tools used for XML and HTTP based

9



DDoS Attacks

Network Layer Attacks Application Layer Attacks

A typical attack occurs at the TCP
layer where three-way handshake of
SYN-SYN ACK-ACK

AL-DDoS attacks are of a tricky sort.
The attacker mimics the behavior of a
genuine user by completing the three-
way handshake.

Attacks ignore the SYN ACK sent by
the server and keep flooding with SYN
packets

Later on, the attacker floods the
server with HTTP POST/GET re-
quests which ultimately leads to denial
of service.

Such attacks can be mitigated by tra-
ditional defense mechanisms

More difficult to mitigate as the server
can be penetrated with HTTP requests
after the three-way handshake.

Table 2.1: Difference between Layer 3/4 and Layer 7 attacks

DDoS attacks, hence attackers use the application layer attack tools more as the former

are very simple to implement and there are no practical defenses against such tools.

Hence it is evident that defending against such attacks is a vital challenge for all en-

terprises and mitigating such attacks will help secure a companys sensitive data. Such

mitigation techniques will be discussed in the next section below

2.5 DDoS mitigation techniques

Generally, mitigation systems deal with defending, identifying and sometimes tracking

the source of the attack from where it originated. There are quite a lot of mitigation

techniques for DDoS attacks but they are classified based on the layers of the OSI model

they attack - Layer 3/4 attacks and Layer 7 attacks

2.5.1 Classification based on Layers

Layer 3/4 defense mechanisms involve tackling DDoS attacks at network/transport lay-

ers. Since, the attack tools for Layer 3/4 attacks are easy to set up, the DDoS attacks
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are very common in general. However, there are various defense mechanisms to tackle

such attacks easily. Hence, there has been a major switch of the attacks being focused

on Layer 7 rather than the former.

Layer 7 is the Application Layer which has been gaining popularity among DDoS attacks.

Attackers have resorted to the Application Layer which is the most vulnerable in a

fully developed stack. The attacker establishes a valid connection at the Network and

Transport layers and then starts flooding HTTP requests at the Application Layer in

Cloud. This makes mitigating DDoS attacks at Layer 7 a tedious job.

2.5.2 Classification based on the type of approach

Whereas, based on the type of approach, mitigation techniques can be classified into

Reactive and Proactive approaches.

Reactive approaches are based on an accident or a failure that has occurred in the past.

The parameters are based on the alerts that happened because of a failure, for example

server node down, system alerts on application etc. There are only a few interesting

reactive approaches for DDoS security. Kwon et al. [2012] put forward a forecasting

architecture for DDoS attacks using Honeynet which is a reactive approach for assigning

countermeasures and strengthening the security of devices after the attack has occurred.

Generally, reactive approaches are not favorable for all the enterprises, they want to

protect their sensitive data before it is compromised. Proactive approaches are described

in the Section below.

Proactive approach is based on alerts that occur before a failure. It is usually based on

a pre-defined set of rules that help in evading the collateral damage done to the machine

to an extent. Component failure in a server is one of the examples. Although a proactive

approach wont be able to mitigate attacks completely but it minimizes the risk inflicted

upon the servers.

2.5.3 Classification based on the location

DDoS defense techniques can be categorized based on the location : Victim-based,

Source-based and intermediate.
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Victim-based defense systems are set up within the vicinity of the victim. Eventually,

the victim is the most vulnerable and protecting from DDoS attacks when the defense

system is installed at the victim is better as the attacks can be responded quickly. This

is the most common location for laying out the defense systems.

Source-based defense systems are set up at the predicted origin of attacks. This way,

the victim is not harmed and there are no resource overheads at the targetted servers.

Intermediate defense system are third-party provisions which are preferred when the

organization is not certain about the origin of attacks. Such third-party infrastructures

can be contacted for providing an adequate compensation for protection.

Table 2.2 shows all the DDoS defense techniques that have been considered for the

research and they also list the type of attacks and the layers that are affected.
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DDoS Mitigation Techniques

Attacks/Vulnerabilities Layer Mitigation Authors

Application and Network

based DDoS attacks

Layer 7/4 DDoS attack forecasting system ar-

chitecture using Honeynet

Kwon et al. [2012]

Policy Violations and Ma-

licious activities

Layer 7 An architecture based on proactive

model for security in cloud comput-

ing

Srivastava et al. [2011]

Application Layer DDoS

attacks

Layer 7 Trust management framework for

attenuation of application layer

DDoS attack in cloud computing

Contractor and Patel

[2012]

HTTP, XML based DDoS

attacks

Layer 7 Defense System of Web Services in

Cloud Environment

Vissers et al. [2014]

HTML, XML based DDoS

attacks

Layer 7 ENDER(Pre decision, advance de-

cision, learning system)

Chonka and Abawajy

[2012]

Network and Transport

Layer based DDoS attacks

Layer 3/4 Moving Target Defense Mechanism Wang et al. [2014]

IP spoofing and other net-

work attacks

Layer 3 FDPM (Flexible deterministic

packet marking approach)

Xiang, Zhou, and Guo

[2009]

Network Layer attacks Layer 4 SBTA (SOA based Traceback ap-

proach)

Yang, Zhang, Song, Wang,

and Chen [2012]

TCP, UDP based attacks Layer 4 IDP (Intelligent Decision Proto-

type)

Chonka et al. [2008a]

Table 2.2: A taxonomy of surviving DDoS mitigation systems across layers.
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2.6 Application Layer DDoS defense Mechanisms

This section talks about the defense techniques for DDoS attacks at the Application

Layer. Before discussing the different techniques, let’s consider the two main factors

outlined by Surace [2013] that make an effective defense mechanism worse.

Firstly, the lack of knowledge about Application Layer attacks poses a threat to the

existing defense systems. Secondly, while looking from a developer’s point of view,

developing applications in low budget as well as meeting deadlines make the application

vulnerable to DDoS attacks at Layer 7.

Srivastava et al. [2011] propose a proactive model wherein a Cloud Policy has been

constructed which acts as a security policy. Also a distinct cloud within a private cloud

is assigned to proactively monitor the operations. Srivastava et al. [2011] claim that the

system is not passive rather it actively monitors the ongoing processes. Quite similar

to the suggested model by Srivastava et al. [2011], Contractor and Patel [2012] suggest

that a trust management framework which uses trust to differentiate between legitimate

and non-legitimate packets with an added license feature. There are no specific security

measures taken beyond the authentication and filtering.

However, the Moving Target defense mechanism Against Internet DDoS attacks (MO-

TAG) architecture proposed by Wang et al. [2014] is really interesting. It involves proxy

nodes (whose IP address is hidden) which not only provide security but the fact that

they are moving which makes the possibility of inflicting damage even more problematic.

Another key aspect of this method is that the proxy nodes are replaced when they are

attacked. Although this architecture is capable of defending DDoS attacks it entails a

great deal of overhead on the machines.

On the other hand, Vissers et al. [2014] implement a system which effectively mitigates

attacks made through XML or HTTP requests, but anything other than that is not

affected by the proposed filter. Nevertheless, it proves to be an efficient way of mitigating

DDoS attacks while inducing minimal overheads. Chonka and Abawajy [2012] have

come up with ENDER (pre decision, advance decision, learning system) which is a cloud

application based on the intelligent decision prototype which is proposed in previous

research papers by the same authors. With the help of CLASSIE (A pre decision system

based on IDP), RAD (Reconstruct and Drop) and ADMU (Added decision making and
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update); the ENDER is able to proactively detect and mitigate HX-DOS attacks on

cloud. Basically, the ADMU decides the nature of the incoming packet, sends it to

CLASSIE which marks the packet with a 1bit mark. These marked packets are sent

to RAD where the marked messages are dropped while the others are reconstructed.

Overall, this approach has minimal overheads and is an effective mitigation technique

for DDoS attacks.

Some of the surviving Network and Transport Layer based DDoS Mitigation systems

have been analyzed and discussed in the section below.

2.7 Network and Transport Layer DDoS defense Mecha-

nisms

Network And Transport layer attacks are now considered as a primitive way to attack

an organization, as there have been many developments and research in that field. Ad-

ditionally, they are also easier to oppose compared to the Application level as discussed

in Section 2.6 . This section accounts some of the techniques involved in mitigating

against DDoS attacks in Layer 3 and 4. Some of the traceback algorithms have also

been discussed in this section which are done by canonical methods of packet marking.

Traceback algorithms and techniques involve tracing the path to the source of an attack.

This is generally done with the help of packet marking. Packet marking can be of two

types- deterministic Packet Marking (DPM) and Probabilistic Packet Marking (PPM).

Earlier, Belenky and Ansari [2003] introduced the DPM (deterministic Packet Marking

scheme) for IP Traceback. This technique involves marking the packets and storing

additional information in the headers. The outbound packets are not marked as that

will cause an overlap of marking. While reconstructing the path to the source, packets

are then matched using the reconstruction table (RecTbl). This particular approach was

set as a benchmark for further research.

Xiang, Zhou, and Guo [2009] propose a Flexible approach to DPM known as FDPM

(Flexible deterministic packet marking approach). Based on the incoming load of

the packets, the marking length is varied by using a flexible mark length strategy.

Additionally, there is also an overload prevention mechanism i.e. if there is a high load

of packets in the router then the tracing is reduced so that the router is not burdened.
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This makes the approach equally efficient and stable, but the infrastructure is compro-

mised when there is an activity of high load on the router. Based on DPM proposed

by Belenky and Ansari [2003], Chonka et al. [2008b] have come up with the SOTA

(service oriented Traceback architecture) framework which replaces the SOAP header

with their own header so that the framework can track down the source of a DDoS attack.

Similarly, Yang, Zhang, Song, Wang, and Chen [2012] propose the SBTA (SOA based

Traceback approach) which is quite similar to the approach proposed by Chonka, Zhou,

and Xiang [2008b] but it is primarily in the cloud computing environment. Furthermore,

Yang et al. [2012] designed a cloud filter which works alongside the SBTA. The cloud

filter helps the victim to filter out the attack messages specifically to facilitate the re-

construction of the path to the source. On the whole, this framework is efficient and

requires few messages to reconstruct the path.

Chonka et al. [2008a] propose a hybrid system known as IDP (Intelligent Decision Pro-

totype) which is based on DPM, PPM (Probabilistic packet marking Scheme) and IP

logging. It consists of two sections:

PMD (Pre-Marked Decision)decides if the incoming packet is legitimate or not with the

help of DPM and PPM, if it is legitimate then it is forwarded for processing, and if it

is malicious it is sent to for packet marking. The packet marker used here is known as

Intelligent Decision Prototype Market (IDPM) which follows the DPM technique. RAD

(Reconstruct and Drop)is a logging technique that is used to reconstruct the path to

the source of the attack with the help of the marked packets forwarded by the previous

section.

This Intelligent Decision Prototype (IDP) approach was modified into a cloud application

called ENDER by the same authors. It is obvious that it is more efficient than DPM and

FDPM proposed by Belenky and Ansari [2003] and Xiang et al. [2009] respectively as it

does not mark each and every packet; hence reducing overheads and increasing efficiency.

To trace the packets using Traceback algorithms, machine learning is a requirement and

will be discussed in the next section below.

2.8 Machine Learning and Fuzzy Logic

This section focusses on the principles of machine learning and how they are utilized

in tracing the origin of an attack. Machine Learning is helpful in analyzing datasets,
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predicting events and decision making process. There are various Machine Learning

principles and have been discussed in the sections below.

2.8.1 Machine Learning and its application in DDoS Detection

Machine learning is a process of collecting useful data which can be used to enhance the

understanding of an application or a program. Porter et al. [2013] have discussed about

machine learning and state that:

The goal of interactive machine learning is to help scientists and engineers

exploit more specialized data from within their deployed environment in less

time, with greater accuracy and fewer costs. (2013, p. 12)

Jin and Sendhoff [2008] have categorized machine learning in three categories. Supervised

machine learning is a machine learning in which datasets are provided and the system or

an application handles the input based on the data sets provided. In supervised learning,

an error function is defined which judges the quality of packets. Unsupervised machine

learning is a machine learning where no such datasets are given, instead the system

or an application tries to find similar datasets and tries to filter the other anomalies.

Data clustering is one such example where resemblance of datasets should be reduced.

Reinforcement learning is designed such that the system or an application works towards

gaining a cumulative reward in a given task. Here, the reward is predicted in a given

environment.

Considering the application of Machine Learning, it adds a tier of protection from DDoS

as it helps in analyzing historic data, creating pre-defined rules, decision making etc.

There are a few methods that use machine learning for DDoS detection. Some of them

have been discussed below.

Kwon et al. [2012] and Chonka and Abawajy [2012] implement the supervised machine

learning in distinct ways. Kwon et al. [2012] uses machine learning in machine learning

modeler in Intrusion forecasting module. The data providers give raw data (labelled

data) which is analyzed by the modeler so that the attack can be predicted before-

hand. The modeler consists of machine learning algorithms which helps in establishing

a baseline of the architecture. Collectively, the machine learning has been utilized in an

appropriate way.
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Whereas, Chonka and Abawajy [2012] use supervised machine learning in ENDER.

Based on predefined rules, machine learning algorithms implemented in the system de-

cide whether the packet is genuine or malicious. The malicious packets are discarded

and the legitimate packets are sent forward for processing.

Casas, Mazel, and Owezarski [2012] and Song et al. [2013] establish their detection

systems based on unsupervised machine learning. Casas et al. [2012] develop an Un-

supervised Network Intrusion Detection System (UNIDS) which is adept in detecting

unknown attacks. Without the help of any pre-defined rules or labelled data, it is capa-

ble of detecting attacks (such as DDoS, probing attacks etc.) using sub-space clustering

and evidence accumulation techniques.

However, Song et al. [2013] propose an unsupervised anomaly detection system for DDoS

attacks which does not use labelled data. If the incoming data is normal, it will have

more occurrences and the others will be very few. Unsupervised machine learning is

used by grouping the data in two sections: sparse (normal data) and dense (others).

The elements belonging to the dense group act as the training data for the system.

The drawback of this approach is that parameters must be provided before building an

intrusion detection system.

It is interesting to note that, Jin and Sendhoff [2008] discuss a new type of machine

learning known as Pareto based multiobjective machine learning in which the objective is

a vector instead of a scalar where there are a number of optimal solutions. The solutions

here refer to the optimal number of ways a target can be achieved. This approach is

suitable for DDoS attacks but it is fragile against any other attack. Although being

an exceptional approach it is suitable for DDoS attacks but is unresponsive against any

other attack.

In a nutshell, it is evident that either unsupervised or supervised machine learning is

essential as it strengthens the decision making process and makes the system more

intelligent.
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2.8.2 Fuzzy Logic

Fuzzy Logic is a machine learning algorithm which deals with approximation reasoning

of values rather than fixed reasoning. According to Novak et al. [1999] it introduces

partial truth whose values can vary between completely true (binary 1) or completely

false (binary 0).

‘Fuzzy Logic is a precise logic of imprecision. More concretely, fuzzy logic

is a system of reasoning and computation in which the objects of reasoning

and computation are classes with unsharp boundaries.’Zadeh [2010]

In other words, Fuzzy Logic is a processing algorithm that is able to deal with varied and

subjective data. It uses precise algorithms to process imprecise data, wherein linguistic

notations are used primarily which makes it much easy to enforce and understand.

Simplicity, better performance, easier and faster development are some of the benefits

mentioned by Anderson [1994].

Some researchers have suggested that probability is enough to represent linguistic in-

formation as fuzzy logic introduces unwanted redundancy. According to Novak et al.

[1999], Fuzzy Logic possess some advantages, however, it also exhibits considerable lim-

itations. For instance, Fuzzy Logic can address the complex problems but surprisingly,

this research area has been neglected until recently. Woolf and Wang [2000] reinforce the

argument by expressing that if fuzzy sets are used, the analysis is made more complex

rather than keeping it in general terms.

Nevertheless, Fuzzy Logic has many advantages over other methods for analyzing data

and has been applied in various architectures for different purposes. In the context of

DDoS detection, there have been many applications of fuzzy logic and one of them is in

intrusion detection systems IDS. Goss et al. [2007] implement fuzzy logic for intrusion

detection of attacks originating in wired and wireless networks. Here, the fuzzy engine

is responsible for detecting the probability of attack from a particular user.On the other

hand, Chapke and Deshmukh [2015] propose a signature based intrusion detection

system that uses fuzzy rules. Here, Fuzzy Logic helps in analyzing the signatures that

are added beforehand.

Hence, the stellar advantage of Fuzzy Logic is rapid prototyping. The fact that fuzzy

logic can be used for systems that are in need of a precise result or a phenomenon
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that is imprecise predominates over other principles.Also, fuzzy logic enables a user to

effortlessly interface with an automated system compared to other conventional methods

that have a natural tendency towards uncertainty. Consequently, the research intends

to design an algorithm based on Fuzzy Logic for DDoS mitigation.

2.9 Conclusions

Cloud-related technologies and the architecture of cloud was explained in the initial

sections of this chapter. This chapter also provided an outline of Distributed Denial

of Service attacks (DDoS), the classification, the severity and the various surviving

mitigations designed to tackle such attacks. Section 2.4 provides an overview about

DDoS attacks and their consequences in cloud.

A taxonomy of the surviving Application and Transport Layer DDoS defense mecha-

nisms were presented. Prior modeling the proposed solution, the research compares and

contrasts other surviving strategies (see Table 2.2) for mitigating DDoS attacks.

Moreover, mitigation of DDoS attacks in cloud is a domain that is ripe with uncertainty.

Hence, Fuzzy Logic is suggested as the preferred system over existing ways of mitigating

such attacks. The next chapter 3 specifies the features of the proposed framework for

mitigating DDoS attacks.
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Chapter 3

Design

3.1 Preface

This chapter discusses the design features of the proposed mitigation system and

provides the necessary specification . The proposed mitigation framework is based

on fuzzy logic and application layer mitigation algorithms. The workflow and the

architecture of the system will be discussed in the subsequent sections.

The primary focus of this research is on the Application Layer based DDoS attacks.

As discussed in Chapter 2, network-level protection is useless against such attacks.

They are getting very prominent in cloud and mitigating them is a serious concern for

cloud-based enterprises.

The main body of this chapter consists of three sections. Section 3.2 gives an outline

of the specification of the proposed method and how it is going to be achieved. Ap-

plication Layer attack generating tools have been discussed in Section 3.2.1 .VMware

workstation and its purpose has been outlined in Section 3.2.2. Fuzzy Logic based Mit-

igation approach has been explained in detail in the Section 3.3. Finally, the summary

and conclusions have been outlined in Section 3.4.

3.2 Specification

The proposed system is to apply Fuzzy Logic algorithm in a proactive mitigation system

for defending against Application-Layer DDoS attacks in cloud. This section outlines

the system requirements which underlies the architecture of the mitigation framework.
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A high level overview and The attack generating tools have been discussed in this section.

As previously discussed in Section 2.4.1, such attacks are targeted after an anonymous

user has gained a genuine connection with the victim server, hence the server is not able

to determine if the requests coming from the anonymous user are legitimate or not. That

particular user keeps sending HTTP GET request, and the web server is busy responding

to those requests and ignores the legitimate requests sent by genuine users. Hence denial

of service attained easily and detecting such threats becomes very difficult. Figure 3.1

shows a high level overview of the proposed system hosted on an application in cloud.

The mitigation system blocks the non-legitimate HTTP requests and only allows the

genuine HTTP requests to be processed by the application.

Figure 3.1: High Level Overview

DDoS attacks can be tested by the tools described in section 3.3. The tools will help

in testing the proposed method in a testing environment. The non-legitimate HTTP

POST/GET requests are targetted onto the system, where the response time of the sys-

tem is analyzed. R U Dead Yet(RUDY) ,LOIC(Low Orbit Ion Cannon) HULK (HTTP

unbearable Load King) and Slowloris are some of the application layer DDoS attack

generating tools.

3.2.1 Application Layer DDoS attack generating tools

There are several DDoS attack generating tools out there, but the primary focus of this

thesis is on the tools that generate Application-Layer DDoS attacks against a victim web

server. These tools have unique features and provide a varied play-style for new hackers.
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Tracking the attacks generated from these tools is not easy compared to network layer

attack generating tools.

3.2.1.1 RUDY (R-U-Dead-Yet)

RUDY is one of the most popular open source Layer-7 DDoS attack generation

tools developed by Raz [2011] in python. RUDY is categorized as a low and slow

attack tool as the requests sent by RUDY are slow and are sent in minimal vol-

ume. When a genuine user fills a web form, an HTTP POST request is forwarded to

the web server. The web server closes the connection after receiving that specific request.

Whereas when an attacker using the RUDY tool sends a HTTP POST request to the

server , it goes into denial as the RUDY sends thousands of requests of one custom byte

in HTTP web form fields at random time intervals. The application threads start acting

as zombies awaiting end of requests. The important feature of RUDY is that it is able

to impersonate users having poor Internet connection.

3.2.1.2 HULK (HTTP unbearable Load King)

HULK developed by Shteiman [2012] stands apart from the traditional DDoS attack gen-

eration tools. What makes it special is that, each and every time an attack is generated

from HULK tool, the attack has a unique pattern every-time it hits the victim server.

Whereas, unlike other tools the pattern of attacks generated by them is repetitive and

predictable.

Figure 3.2: HULK - HTTP Unbearable Load King
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HULK has distinct user agents which are used when an attack is generated which

results in unique pattern whenever a request is created. HULK is also written in native

python script.

The following sub-section will talk about other tools for Layer-7 DDoS attack generation.

Since they can be countered effectively, in-depth analysis will not be carried out.

3.2.1.3 Other attack generating tools

A Layer-7 HTTP POST/GET attack tool developed by OWASP (Open Web Application

Security Project) which is used for loading a target server with HTTP requests on a web

application running on Apache or Microsoft based IIS ( Internet Information Services)

server. It has a user-friendly GUI for sending out all types of slow HTTP GET/POST

attacks in a couple of clicks.

Figure 3.3: OWASP HTTP POST Tool

LOIC (Low-orbit Ion cannon) and SlowLoris are equally good tools for DDoS attack

generation but can be easily countered by following some prerequisites. When an attacker

uses LOIC for sending Layer-7 HTTP POST requests to a victim server in cloud, the

original IP is revealed, hence the attackers are forced to anonymize the IP address before

targetting a server. Whereas SlowLoris can be countered by using load balancers and

switching to a Microsoft based IIS server as they are not prone to attacks rendered by
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SlowLoris.

3.2.2 VMware Workstation

VMware Workstation 11.0 is used as a hypervisor (VMM) for using Ubuntu 14.0.4 LTS

as a guest OS on Windows 10 Pro. Sahoo et al. [2010] states that it acts as an abstraction

layer for the operating system, hardware and applications. Also, the physical resources

are hidden from the guest OS.

VMware network adapters VMnet1 and VMnet8 are used for establishing bridge connec-

tion between the Host OS and the Guest OS. They are helpful in maintaining a common

NAT connection between the operating systems. These adapters are scanned for the

analysis of network packets that are traveling between the two operating systems.

Figure 3.4: VMware Workstation 11
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3.3 Fuzzy Logic based Proactive Mitigation

The proposed system as depicted in Figure 3.1 involves fuzzification of the incoming

HTTP GET/POST requests. Fuzzification is the process of converting the crisp

values into approximated scales or fuzzy sets. The proposed framework is shown for a

legitimate user and a non-legitimate user where the difference in results is highlighted.

A high level overview of the mitigation system is outlined below followed by a complete

description which will be explained in the Section 3.3.2 and Section 3.3.3.

Any IP that attempts to access the cloud application, is assigned a buffer and a separate

mitigation process so that the availability of service for other users is not affected. As a

result, the non-legitimate users are blocked from aceesing the application.

There are two tiers of defense in the whole mitigation process. The first tier is called

Fuzzy Elimination and the second tier is Application Layer DDoS mitigation. Fuzzy

Elimination uses fuzzy logic and authorization techniques to filter the incoming requests.

Whereas, the second tier is responsible for mitigating the remaining rrequests forwarded

by a flagged IP.

The two layer model is preferred over a singular interface as it ensures the reduction of

anonymous invalid HTTP requests at the application layer in cloud. Even if some of the

invalid requests pass throught the first tier, the second tier will make sure the requests

are out of bounds for the hosted application.

3.3.1 Workflow of the mitigation process

Consider a legitimate and a non-legitimate user that are trying to connect to a cloud

application that has the proposed mitigation installed. For better understanding of

the workflow refer to Figure 3.1 and follow the operation of Application Layer DDoS

Mitigation described below :

(i) initially, the attacker sends a flood of HTTP requests against the server. As the

attacker is sending the requests, Fuzzy Elimination becomes active and starts to

filter the requests based on the request patterns from pre-defined rules and training

data.
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(ii) If it was a legitimate user sending HTTP requests, the user is allowed by an

authorization process. Otherwise, most of the requests are not allowed.

(iii) After the elimination process is complete, the requests are passed through a miti-

gation process for application layer.

(iv) If the buffer exceeds the max requests then the IP that generated the HTTP

flood is saved in temporary cache.

(v) The temporary cache is then used to block that specific IP for an assigned block

duration. All the IP addresses saved in cache cannot access the application

unless they re cleared in back-end.

(vi) On the other hand, if the max requests do not exceed buffer, the server receives

a steady flow of HTTP requests.

3.3.2 Fuzzy Elimination

Fuzzy Elimination tier is responsible for filtering to detect application layer DDoS

attacks by validating the requests and authenticating an anonymous user trying to

access the application hosted on the cloud. The algorithm compares the incoming

requests with the profiled data as well as the rules set in the mitigation system. The

Figure 3.1 shows the components of fuzzy elimination.

Algorithm 1 Fuzzy Elimination

Require: HTTP requests forwarded to the application
1: if request.len >rl && request.freq >rf then
2: if IsAuthorized(User) then
3: call(application)
4: else
5: call(fuzzye)

end
6:

end
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Algorithm 1 denotes the algorithm for fuzzy elimination. Initially, the incoming requests

from an IP are sent to this tier. Based on some pre-defined rules ( request.len

and request.freq) and a collection of HTTP requests data, the elimination of the

requests are carried out using Fuzzy Logic and authentication. The rules as well as the

training data of normal and attack HTTP requests are retrieved beforehand.

request.len and request.freq validate the incoming HTTP requests. If the

HTTP requests do not match the rules, then most of the requests are discarded. But if

it does match the criteria, then all the requests are sent for authentication.

Almost all of the invalid and malicious are filtered out by authentication. A legitimate

user will know the username and password for the cloud application. Once the user is

validated all the HTTP requests from that IP are forwarded to the next tier.

After this tier, all the IP addresses are assigned an individual buffer (acts as a maximum

threshold for incoming HTTP requests) and are then forwarded to the core interface

Application Layer DDoS Mitigation.
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Table 3.1: Proposed Application Layer DDoS Mitigation System in Cloud
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3.3.3 Application Layer DDoS Mitigation

This is the tier of the whole mitigation process. It is responsible to check if a user exceeds

the assigned amount of HTTP requests generated in a period of time and blocks the user

for a duration if the former fails. This process has been described in detail below.

Initially, as the HTTP requests are sent from fuzzy elimination, they are enclosed in

buffer which has a threshold limit that is assigned beforehand. Until the incoming

requests do not exceed the max requests, the user in the safe zone and can aceess the

application without any interruption.

Whereas, when the overflow of HTTP requests is detected, the algorithm writes a tem-

porary file in the cache which includes the banned IP address and the block duration.

The attacker connected with this IP cannot access the cloud application unless the file

is removed from cache or the block duration expires. Finally, the HTTP requests from

a legitimate user are then forwarded to the Application for further processing.

Algorithm 2 Mitigation algorithm

1: if cache.read 6= nil then
2: baz← cache.read.to integer
3: cache.write(baz+1).to string
4: else
5: cache.write(block duration)

6: if cache.read.to integer > max requests then
7: banned IP← cache.read
8: banned IP = banned IP + Remote Address
9: cache.write(banned IP)

10: else
11: cache.write(Remote Address)

12: return Response

Algorithm 2 denotes the flow of read/write operation of the temporary cache created

within the application’s domain. In this context, when a cache file is absent, it creates

a new file including the block duration. Now, if the IP under inspection, exceeds the

assigned max requests, then the IP is flagged as a banned IP. Otherwise, the IP

is not flagged and is allowed to access the application until it exceeds max requests.

Finally, a Response is displayed if the IP is blocked. Here, Response is a custom page

rendered in the attacker’s window which is displayed if the IP is blocked

Algorithm 3 illustrates the purge operation. At line 1, a statement is used which describes

a loop. The custom IP is removed as long as the condition remains true. Immediately
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Algorithm 3 Purge Algorithm

1: while custom IP 6= nil do
2: cache.delete(custom IP)

end
3: cache.read.each do
4: cache.delete(banned IP)
5: end

after the condition is satisfied, the control from the loop is transfered to the remaining

instructions where all the banned ips are removed if they are present in the cache.

3.4 Conclusions

This chapter has provided the detailed design and specification of the mitigation frame-

work designed for application layer DDoS attacks. A high level overview was outlined

and a proposed mitigation framework (see figure 3.1) was described using algorithms.

The proposed framework is able to avoid bogus and anomalous requests by using fuzzy

logic to differentiate between legitimate and non-legitimate requests. Moreover, the

anonymous requests are once again mitigated in the second tier and the IP under in-

spection is banned until further examination

The attack tools mentioned in this chapter have been used for the implementation and

testing of the network under inspection. To sum up, RUDY and HULK prove to be

better tools for attack testing rather than Low Orbit Ion Cannon (LOIC), SlowLoris or

any other traditional Layer-3 DDoS tools as they have practical defenses and can be

countered effectively.

The design that was described within this chapter is utilized to construct a reference

implementation of the framework in Chapter 4. The corresponding results and testing

procedures have been described in Chapter 5.
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Chapter 4

Implementation

4.1 Preface

Chapter 3 explained about the algorithms and methods involved in creating the logic

behind the application layer DDoS mitigation system. The findings of the previous

chapter will be used to generate a framework for defending against such attacks.

This chapter provides the working of the whole mitigation process of application-layer

DDoS attacks. This section also characterizes implementation of the tools and resources

that have been used for achieving the research goal. It is also necessary to know about

the configurations and dependencies that have to be installed or modified. The structure

of this chapter is divided into sections that will cover the development of the proposed

DDoS Mitigation System against attack tools RUDY and HULK.

The primary programming language used for the implementation of the framework is

Ruby on Rails. Minor python is also used for generating HTTP requests for testing

purposes. Only the utility of attack tools described in Section 3.2.1 is discussed here.

The configuration of the attack tools and the related dependencies have been specified

in Appendix 6.1.
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4.2 Fuzzy Elimination

Fuzzy Elimination is the first tier of the mitigation process. This tier specializes

in blocking malicious HTTP requests based on some pre-defined parameters and

rules.Based on the nature of the incoming HTTP requests, the algorithm will decide

either to filter or to authorize them to the next tier of the mitigation process.

The request.length and request.frequency is checked before authorizing an

IP for using the cloud application. An anonymous IP is blocked when the length and

frequency of the requests do not match the pre-defined parameter range. On the other

hand, if the HTTP request parameters are validated, the legitimate user is forwarded

to the authentication screen, where the user has to enter credentials to access the

application.

The incoming HTTP requests are significantly reduced with the help of rules and data

collected prematurely, if they are found to be invalid. In case, there are requests that

penetrate the first tier, they will be caught by the buffer. When the buffer overflows

(exceeds maximum requests) , then the second tier will mitigate the penetrated HTTP

DDoS requests successfully. Listing 4.1 represents the Fuzzy Elimination and Autho-

rization Middleware that uses the fuzzy logic libraries1

Listing 4.1: Fuzzy Elimination

1 require ’net/http’

2 require ’fuzzy-logic’

3 class FuzzyAuthorizeEnvironment

4

5 def initialize(app)

6 @app = app

7 @size = 0

8 @frequency = 0

9 end

10

11 def fuzzye

12 incoming_request = FuzzyLogic::Set.new(1) { |request|

13 # default output is zero

14 o = 0.0

15 if request.frequency == 12 and request.size <= 24 then

16 # set is completly true

1https://fuzzy.io/docs
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17 o = 1.0 if request.size >= 20

18 # set is fuzzy when its between

19 o = 1.0 - (24.0 - request.size)/(24.0 - 6.0) if request.size >= 6

and request.size < 20.0

20 end

21 # just the correct return

22 fuzzye.o }

23 end

24

25 def results

26 incoming_request.get( request.now )

27 incoming_request.support( request.new(12, 8) ) # => true

28 incoming_request.support( request.new(12, 6) ) # => false

29 incoming_request.core( request.new(12, 23) ) # => true

30 incoming_request.core( request.new(12, 8) ) # => false

31 end

4.3 Application Layer DDoS Mitigation

The application layer DDoS mitigation is implemented in rails framework as a middle-

ware (depicted in Figure 4.1) which acts as a standardized intermediary layer between

requests coming from client-side and the back-end of the application on which it is pro-

tecting. It is the second tier of the mitigation process wherein the request flow is blocked

when the buffer is exceeded.

Figure 4.1: Overview of Rack Middleware
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The remaining HTTP requests after fuzzy elimination are passed on to this tier for

further analysis of DDoS attacks. (Refer to Section 3.3.1). The configuration and the

development involved in proper functioning of this tier will be explained in the sections

below.

4.3.1 Configuration

For using the mitigation Framework on an application hosted in the cloud, configurations

have to be made in the application before launching. Minor changes to the application

middleware and updating options within the framework are made.

Listing 4.2: Configuration of mitigation middleware

1 module Muse

2 class Application < Rails::Application

3

4 # The required middleware is added below. Make sure you add the

middleware in doublequotes

5

6 config.middleware.use "ApplicationLayer"

7 config.middleware.use "FuzzyAuthorizeEnvironment"

8 end

9 end

This will enable Application Layer Mitigation framework to work on all interfaces of the

application when the server is initialized. Based on a few hard-coded parameters, the

algorithm will work as intended.

4.3.2 Development

When, the fuzzy elimination ends, the requests are then limited by a threshold which

is defined by this tier. This tier specializes in blocking any remote adress that voids

the defined rules. The algorithm helps in scanning for non-legitimate users flooding the

server with HTTP requests. The IP that floods the server more than the pre-defined max

requests, gets blocked temporarily for the defined block duration. This section

explains how the mitigation has been carried out.

Figure 4.2 represents the UML class diagram of the mitigation framework and the others

from which it is composed. The Application layer involves class variables (discussed
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Figure 4.2: UML Class Diagram of the framework

in Section 4.3.2.1) and methods initialize, call and purge have been discussed in the

subsequent sections. The class variables ans methods of fuzzy elimination have been

discussed in Section 4.2.

Section 3.3 described the respective algorithms (Application Layer Mitigation and Fuzzy

Elimination) in this framework and Fuzzy Elimination has been explained in Section 4.2.

The code development has been classified into 3 sub sections : Invoking the Environment,

Read/Write Cache and Purge.

4.3.2.1 Initialize

The initialize method is used for adding default values to the instance variables and

objects associated to that particular class. The parameters that can be modified are

shown in the listing 4.3 below

Options such as: max requests and block duration can be changed. As previ-

ously mentioned in Section 3.3, max requests is used to vary the number of HTTP

GET/POST requests before the IP is blocked. Whereas, the block duration can
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be tweaked to set the block duration when an IP is blocked from accessing the web

application. The configurations can also be tweaked as per the requirement.

Listing 4.3: Invoking environment variables

1 def initialize(app, options = {})

2

3 @app = app

4 # sets the duration to deny the remote address for a specific

interval

5 @block_duration = 1.hour

6

7 # sets the threshold for maximum requests by the remote adress

8 @max_requests = 70

9

10 @block_bots = options[:block_bots] || false

11 @response = [403,{’Content-Type’ => (options[:content_type] || ’text/

html’)},[options[:message] || DETECTED_MESSAGE]]

12

13 end

4.3.2.2 Fetch Operation

Initially, call
(
env

)
is used to invoke the hash accessor for environment variables. Here,

IP address, remote address, port can be denoted as the environment variables of the cloud

application.

Listing 4.4: Invoking environment variables

1 # remote adress of the source under inspection

2 remote_addr = env[’REMOTE_ADDR’]

3

4 # cache key assigned w.r.t remote address

5 cache_key = "ip_#{remote_addr}"

Subsequently, when the HTTP requests start to arrive from an anonymous source, the

remote address of that particular source is fetched from the environment and stored in

remote addr.
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Additionally, the cache key is stored based on the remote address of the source under

inspection. For example, if the remote address is 194.96.xxx.xxx then the cache key will

be assigned as ip 194.96.xxx.xxx

4.3.2.3 Cache Operation

After the environment has been invoked, a temporary cache file is generated based on

the remote address and the corresponding cache key under inspection. The file in cache

contains the remote address, block expiration and the time when the cache was created.

Figure 4.3: Temporary Cache of banned users
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Listing 4.5: Read/Write Cache

1 if !Rails.cache.read(cache_key, :raw => true).blank? # => false if

cache is nil

2 baz= Rails.cache.read(cache_key, :raw => true).to_i

3 Rails.cache.write(cache_key, (baz+1).to_s, :raw => true)

4 else

5 Rails.cache.write(cache_key, "1", :expires_in => @block_duration)

6 end

Listing 4.5 represents the read and write operation (based on algorithm 2) that is car-

ried out when the IP under inspection is checked if it is already present in the cache.

Otherwise a new file is generated in cache with the block duration

4.3.2.4 Purge operation

Based on the algorithm 3 mentioned in Chapter 3, a method is designed for excluding

any IP address that needs access to the cloud application permanently. The custom IP

can be 127.0.0.1 or any other IP that is being used for development purposes.According

to the algorithm 3 presented in Chapter 3, the reference coding is shown in listing 4.6

Listing 4.6: Purge operation

1 def self.purge(custom_ip = nil)

2 return Rails.cache.delete("ip_#{custom_ip}") if !custom_ip.blank?

3 Rails.cache.read("application_layer").each do |banned_ip|

4 Rails.cache.delete("ip_#{banned_ip}")

5 end

6 end

7 end

The proposed solution is efficient in mitigating Application Layer DDoS attacks. Other

methods and procedures were considered which were found to be obsolete relatively. As

the proposed framework has a multi-tier protection, it is able to reduce the incoming

requests and block the requests that surpass the first tier.
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Chapter 5

Evaluation

5.1 Preface

This chapter depicts the process of evaluation regarding the detection rate, response time

and the efficiency of the the proposed fuzzy logic based mitigation system. There are

various measurements when mitigation of application layer DDoS attacks are considered.

Section 4.1 discusses about the datasets collected based on user behavior, demographic

profiling, nature of requests and user session intervals. Section 4.2 presents the metrics

involved in evaluating the proposed system.

The primary aim of the proposed solution is to minimize the impact caused by Layer

7 DDoS requests. Mitigating such threats is a tedious job, as it involves a lot pat-

tern matching and determining the nature of the incoming requests. Hence a two-tier

protection against HTTP DDoS attacks has been proposed.

Moreover, RUDY and HULK are the tools that are very powerful in generating HTTP

GET/POST attacks that can bring down a cloud infrastructure. Both the tools have

unique features that aid in denying the services of a server. Both the tools are relatively

easy to setup which opens up a lot of threat to the existing cloud systems. Hence,

the proposed solution is tested against the mentioned tools and are compared when the

proposed solution absent in the application on cloud.

For the evaluation of the proposed algorithm, Wireshark Network protocol analyzer has

been used as benchmarking tool to determine the HTTP DDoS attack trends and the

response time. In the context of Layer-7 DDoS detection, response time corresponds to

the time taken by the server for processing the HTTP POST/GET requests that are

forwarded.
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Figure 5.1: Wireshark network protocol analyzer

In this context, Wireshark is used to scan the incoming and outgoing HTTP requests in

the application. The tool has helped in generating I/O graphs for determining attack

trends when DDoS attack tools are used. There are various filters available in Wireshark

that can be configured according to preference. The benchmarking tool also provides

real-time I/O HTTP request flow for an IP or Virtual Machine in cloud.

There are two cases where the algorithm is tested for the mitigation of HTTP DDoS

attacks. The first case involves the evaluation of algorithm against RUDY tool. The

second case involves testing against HULK. Thalmeier [2015] specifies some of the metrics

involved in testing a mitigation framework. Among them, Response time and the number

of packets are the metrics that are analyzed in the attack trends. The analysis has been

performed for a specific number of HTTP attack requests and has been recorded in

real-time. Both the cases have been explained below.
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5.2 Case 1: RUDY attack analysis

As previously mentioned in Section 3.2.1, RUDY follows a Slow HTTP GET/POST

attack pattern and tries to impersonate the traffic trend of a legitimate user, the number

of requests are low and the rate of attack is also very low. The proposed algorithm is

meant to tackle slow HTTP DDoS attacks and has been successful in mitigating attacks

from the tool.

Figure 5.2: RUDY attack trend without proposed defense

The application is first analyzed without the proposed algorithm against RUDY using

Wireshark. The attacks from RUDY are able to penetrate the web application easily.

The Figure 5.2 represents the attack traffic without the proposed defense system.
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The application is now tested with the fuzzy elimination and application layer DDoS

mitigation system. A significant reduction in number of packets and response time is

noted. The graph 5.3 represents the HTTP traffic trend with the proposed algorithm.

The attacks last only for a response time of 20 seconds and it gets terminated.

Figure 5.3: RUDY attack trend with proposed defense

5.3 Case 2 : HULK attack analysis

Unlike RUDY, HULK attacks the target with different patterns continuously. The attack

rate of HULK tool is very high compared to other Layer 7 DDoS attack tools. It generates

requests of high volume in a short period of time which makes the application unavailable

for other users.

Similar to the previous case, the hosted application is tested against HULK. It is ob-

served that the malicious HTTP requests are able to completely deny the services. The

application was not accessible due to the high volume of requests generated per second.

Around 3000 non-legitimate requests were targeted in a span of 25 seconds and the at-

tack was followed by minor HTTP requests at the end. The graph 5.4 represents the

attack trend of HULK without the proposed defense.
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Figure 5.4: HULK attack trend without proposed defense

Figure 5.5: HULK attack trend with proposed defense

Now, the application is tested with the proposed solution. The graph 5.5 represents the

attack trend of HULK with the proposed solution. Significant reduction in the number

of request is observed. Fuzzy Elimination is able to eliminate most of the requests in
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the first phase(1st minute) of the attack from HULK. After the overflow of the buffer

assigned to the IP and successful confirmation of the nature of the HTTP requests, all

the incoming requests are completely blocked as the IP is blacklisted. The response time

is also minimal in the initial phase of attack trend.

When comparing the graphs, it is evident that the impact caused by first phase of the

attack has been minimized by fuzzy elimination and the application layer mitigation is

able to discard all the requests after the initial phase.

5.4 Detection Rate

Detection Rate represents the proposed system’s extent of detecting AL-Layer DDoS

attacks. A simple evaluation criteria has been shared by Chonka and Abawajy [2012]

which is shown below :

Figure 5.6: Criteria for incoming traffic

The table 5.6 denotes the True positive values when the detected requests are the actual

attack traffic, whereas when normal HTTP requests are considered as attack traffic, then

it is a false negative. True negative cases are those HTTP requests which are genuine but

are detected as attack traffic.The false alarm ratio corresponds to how many times the

system detects attacks falsely when the incoming requests are normal HTTP requests.

Based on the criteria the detection rate can be formulated as follows:

Detection Rate =
TP

(TP + FN)
∗ 100
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The graph 5.7 represents the comparison of detection rates of the proposed framework

against RUDY and HULK. The detection rate has been calculated using the formula

and has been represented for each case. As RUDY is a SLOW HTTP DDoS attack

tool, the requests do not have a unique pattern and are easy to detect as the trend is

repetitive. Whereas HULK is a brute force HTTP DDoS tool that overloads the buffer

and makes it difficult to mitigate using the proposed framework. Hence, the detection

rate for RUDY is better than that for HULK.

Figure 5.7: Detection Rate of proposed system against RUDY and HULK

5.5 Data collection

This section talks about the collection of pre-processed data regarding user behaviour,

geographic/demographic based profiling of user models. Data regarding the session times

of the user is also noted. Most importantly ,for categorizing the HTTP requests, two

seperate datasets are collected -attack requests data and normal requests data

5.5.1 User behavior and Demographic Profiling of user models

Users from across the world will be accessing a cloud-based website. Based on the

structure of the website and interaction of users, a user model can be created. Such a
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user model will portray the frequency/popularity of a web page, number of clicks and

HTTP access.

On the other hand it is evident that users with heterogeneous behavior would be

accessing that particular server. Hence a demographic user model can be created.

Therefore, for instance, a sudden access from japan will flag up and requests from such

sources can be avoided.

Hence, before access is given , such profiles and datasets can be denied access for the

server. This in turn will help in minimizing the load on the server.

5.5.2 Normal and Attack requests data

Before the testing of the proposed system , data pre-collection of normal HTTP requests

and non-legitimate HTTP requests is profiled. For categorizing the HTTP requests, two

seperate datasets are collected -attack requests data and normal requests data

This helps in filtering the incoming HTTP requests based on the profiled data which

has been collected beforehand. Wherein, the fuzzy logic interface helps in judging the

nature of the attack.

5.5.3 User session

The uptime of the user i.e the duration of user session is recorded until the connection

is terminated. Similarly, the downtime is also recorded.

This helps in analyzing the average operational time of the user. A sudden spike in a

lot of user session time can aid in blacklisting that particular user.
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Chapter 6

Conclusions

The thesis proposed a Fuzzy Logic based Application Layer DDoS Mitigation Framework

that is able to tackle Layer 7 based attacks successfully. This paper has put forward

the surviving DDoS Mitigation Techniques and has suggested how to extend the core

capabilities of the former for an efficient defense. The multi-tier approach for protecting

DDoS attacks in a cloud application makes it more efficient than the existing mitigation

mechanisms.

Various concepts and their challenges are critically analyzed and compared in this paper.

The concepts and methods that have been used in the implementation of the proposed

framework have also been discussed. Layer 3/4 and Layer 7 based mitigation techniques

have also been discussed. In addition, proactive systems are preferred over reactive

measures as the enterprises are keen on protecting their data before it is compromised.

Fuzzy Logic can act as a backbone to analyze datasets, organize pre-defined rules and

also aid in the decision making process of HTTP requests. Fuzzy Logic is helpful in

identifying the nature of the incoming requests and can avoid any brute force block of

an IP by the mitigation system.

This paper is focused on Layer 7 (Application layer) based DDoS attacks as they are

the most prominent threats currently in cloud. Layer 7 attack generating tools such as

RUDY and HULK were used against the proposed system. The regarding performance

statistics of the solution have been analyzed in the evaluation section. Minimal response

time and reduced number of attack requests were observed against HTTP DDoS attack

tools. The solution has aided in improving the performance and page load of the cloud

application.
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The development of the proposed framework is focused on using fuzzy logic libraries to

detect the incoming HTTP requests and mitigate using the second tier of the framework.

Based on the request length and frequency, the HTTP requests are categorized and are

forwarded to the application layer mitigation which then protects the cloud application

by banning the IPs that target bogus HTTP requests.

The proposed Mitigation Framework has the following advantages: it can be configured

easily and there are no dependencies. It is efficient in mitigating all Application Layer

attacks with minimal overhead. The response time and the number of attack requests

are also low.

6.1 Future Work

Features like blacklisting and whitelisting can be added to the framework as a part of

future work to enhance the recognition and user experience. Pre-defined parameters

have been assigned for the experimental setup. However, the parameters can be tweaked

and rules can be assigned for any specific data center. The future work of the proposed

system is to make the framework more intelligent and well-trained which will enable

fuzzy logic to detect non-legitimate requests from the HTTP traffic. Also developing

a knowledge base for normal and attack HTTP requests can help in training the fuzzy

logic to eliminate anonymous threats.

With constant advancements in technology, attackers will have sophisticated DDoS gen-

erating tools. Hence, all types of DDoS attacks in cloud cannot be mitigated with a

single tool. DDoS defense systems should be modified and updated frequently to pro-

tect an application or a server from such threats. Fuzzy Logic based Application Layer

DDoS Mitigation is apt for future research.However, a DDoS attack would have multiple

sources and tracing the primary source of the attack poses a great challenge for future

research.
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Appendix A

Configuration of attack tools

Before using any of the following tools, Python binaries and libraries have to be installed.

Windows users, download the latest version of Python1 and run the following command

1 msiexec /i python<version>.msi

Linux users can install Python by executing the following commands in the terminal.

1 wget http://www.python.org/ftp/python/2.7.6/Python-2.7.6.tgz

2 tar -xzf Python-2.7.6.tgz

3 cd Python-2.7.6 make sudo make install

HULK and RUDY both require python. After installing Python, extract the tools in a

directory and follow the instructions written in the subsequent sections.

Generally, RUDY has two modes of operation: Configuration-based execution and in-

teractive mode. Configuration-based execution requires a config file rudeadyet.conf

placed within the tool directory. Listing A.1 indicates the rudeadyet.conf which

contains parmeters that can be changed before executing the tool.

Interactive mode involves calling the tool from command line with this command :

r-u-dead-yet.py <URL>. Wherein, URL is a FQDN link leading to a web form

to attack. Additionally, several options are displayed when the given command is

executed. Options such as :form to attack, form field to use, number of conccurent

connectons of attack and whether a SOCKS proxy should be used or not.

1https://www.python.org/downloads/windows/
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HULK can be executed only from the command line where the URL to be targeted is

added after hulk.py. Alternatively, the Target IP, Host IP, headers and other options

can be hard-coded in the python file. Listing A.1 shows all the global parameters that

can be tweaked within the python script as per requirement.

Listing A.1: Configuration of attack tools

1 #RUDY

2 [parameters]

3 URL: "http://192.xxx.xxx.128:3000/users/sign_in"

4 number_of_connections: 50

5 attack_parameter: Password

6 proxy_port: 0

7 proxy_addr: ""

8

9 # URL = POST URL

10 # number_of_connections = concurrent processes to execute

11 # attack_parameter = POST parameter to fuzz

12 # proxy_addr = IP of the SOCKS4 proxy to use (empty if not required)

13 # proxy_port = TCP port on which the SOCKS4 proxy is listening

14

15 #HULK

16 #global params

17 url=’http://192.xxx.xxx.128:3000/users/sign_in’

18 host=192.168.xxx.xxx

19 headers_useragents=[’Mozilla’]

20 headers_referers=[]

21 request_counter=0

22 flag=0

23 safe=1
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